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# Welcome

This is the website for the work-in-progress 2nd edition of **“R for Data Science”**. This book will teach you how to do data science with R: You’ll learn how to get your data into R, get it into the most useful structure, transform it and visualize.

In this book, you will find a practicum of skills for data science. Just as a chemist learns how to clean test tubes and stock a lab, you’ll learn how to clean data and draw plots—and many other things besides. These are the skills that allow data science to happen, and here you will find the best practices for doing each of these things with R. You’ll learn how to use the grammar of graphics, literate programming, and reproducible research to save time. You’ll also learn how to manage cognitive resources to facilitate discoveries when wrangling, visualizing, and exploring data.

This website is and will always be free, licensed under the [CC BY-NC-ND 3.0](https://creativecommons.org/licenses/by-nc-nd/3.0/us/) License. If you’d like a physical copy of the book, you can order the 1st edition on [Amazon](https://amzn.to/2aHLAQ1), or wait until mid-2023 for the 2nd edition. If appreciate reading the book for free and would like to give back please make a donation to [Kākāpō Recovery](https://www.doc.govt.nz/kakapo-donate): the [kākāpō](https://www.youtube.com/watch?v=9T1vfsHYiKY) (which appears on the cover of R4DS) is a critically endangered native NZ parrot; there are only 252 left.

If you speak, another language, you might be interested in the freely available translations of the 1st edition:

* [Spanish](https://es.r4ds.hadley.nz)
* [Italian](https://it.r4ds.hadley.nz)
* [Turkish](https://tr.r4ds.hadley.nz)

Please note that R4DS uses a [Contributor Code of Conduct](https://contributor-covenant.org/version/2/0/CODE_OF_CONDUCT.html). By contributing to this book, you agree to abide by its terms.

## Acknowledgements

R4DS is hosted by <https://www.netlify.com> as part of their support of open source software and communities.

# Preface to the second edition

Welcome to the second edition of “R for Data Science”! This is a major reworking of the first edition, removing material we no longer think is useful, adding material we wish we included in the first edition, and generally updating the text and code to reflect changes in best practices. We’re also very excited to welcome a new co-author: Mine Çetinkaya-Rundel, a noted data science educator and one of our colleagues at Posit (the company formerly known as RStudio).

A brief summary of the biggest changes follows:

* The first part of the book has been renamed to “Whole game”. The goal of this section is to give you the rough details of the “whole game” of data science before we dive into the details.
* The second part of the book is “Visualize”. This part gives data visualization tools and best practices a more thorough coverage compared to the first edition. The best place to get all the details is still the [ggplot2 book](http://ggplot2-book.org/), but now R4DS covers more of the most important techniques.
* The third part of the book is now called “Transform” and gains new chapters on numbers, logical vectors, and missing values. These were previously parts of the data transformation chapter, but needed much more room to cover all the details.
* The fourth part of the book is called “Import”. It’s a new set of chapters that goes beyond reading flat text files to working with spreadsheets, getting data out of databases, working with big data, rectangling hierarchical data, and scraping data from web sites.
* The “Program” part remains, but has been rewritten from top-to-bottom to focus on the most important parts of function writing and iteration. Function writing now includes details on how to wrap tidyverse functions (dealing with the challenges of tidy evaluation), since this has become much easier and more important over the last few years. We’ve added a new chapter on important base R functions that you’re likely to see in wild-caught R code.
* The modeling part has been removed. We never had enough room to fully do modelling justice, and there are now much better resources available. We generally recommend using the [tidymodels](https://www.tidymodels.org/) packages and reading [Tidy Modeling with R](https://www.tmwr.org/) by Max Kuhn and Julia Silge.
* The communicate part remains, but has been thoroughly updated to feature Quarto instead of R Markdown. This edition of the book has been written in quarto, and it’s clearly the tool of the future.

# 1. Introduction

Data science is an exciting discipline that allows you to transform raw data into understanding, insight, and knowledge. The goal of “R for Data Science” is to help you learn the most important tools in R that will allow you to do data science efficiently and reproducibly. After reading this book, you’ll have the tools to tackle a wide variety of data science challenges using the best parts of R.

## 1.1 What you will learn

Data science is a vast field, and there’s no way you can master it all by reading a single book. This book aims to give you a solid foundation in the most important tools and enough knowledge to find the resources to learn more when necessary. Our model of the tools needed in a typical data science project looks something like [Figure 1.1](#fig-ds-diagram).

|  |
| --- |
| Figure 1.1: In our model of the data science process, you start with data import and tidying. Next, you understand your data with an iterative cycle of transforming, visualizing, and modeling. You finish the process by communicating your results to other humans. |

First, you must **import** your data into R. This typically means that you take data stored in a file, database, or web application programming interface (API) and load it into a data frame in R. If you can’t get your data into R, you can’t do data science on it!

Once you’ve imported your data, it is a good idea to **tidy** it. Tidying your data means storing it in a consistent form that matches the semantics of the dataset with how it is stored. In brief, when your data is tidy, each column is a variable, and each row is an observation. Tidy data is important because the consistent structure lets you focus your efforts on answering questions about the data, not fighting to get the data into the right form for different functions.

Once you have tidy data, a common next step is to **transform** it. Transformation includes narrowing in on observations of interest (like all people in one city or all data from the last year), creating new variables that are functions of existing variables (like computing speed from distance and time), and calculating a set of summary statistics (like counts or means). Together, tidying and transforming are called **wrangling** because getting your data in a form that’s natural to work with often feels like a fight!

Once you have tidy data with the variables you need, there are two main engines of knowledge generation: visualization and modeling. These have complementary strengths and weaknesses, so any real analysis will iterate between them many times.

**Visualization** is a fundamentally human activity. A good visualization will show you things you did not expect or raise new questions about the data. A good visualization might also hint that you’re asking the wrong question or that you need to collect different data. Visualizations can surprise you, and they don’t scale particularly well because they require a human to interpret them.

**Models** are complementary tools to visualization. Once you have made your questions sufficiently precise, you can use a model to answer them. Models are a fundamentally mathematical or computational tool, so they generally scale well. Even when they don't, it's usually cheaper to buy more computers than it is to buy more brains! But every model makes assumptions, and by its very nature a model cannot question its own assumptions. That means a model cannot fundamentally surprise you.

The last step of data science is **communication**, an absolutely critical part of any data analysis project. It doesn’t matter how well your models and visualization have led you to understand the data unless you can also communicate your results to others.

Surrounding all these tools is **programming**. Programming is a cross-cutting tool that you use in nearly every part of a data science project. You don’t need to be an expert programmer to be a successful data scientist, but learning more about programming pays off because becoming a better programmer allows you to automate common tasks and solve new problems with greater ease.

You’ll use these tools in every data science project, but they’re not enough for most projects. There’s a rough 80-20 rule at play; you can tackle about 80% of every project using the tools you’ll learn in this book, but you’ll need other tools to tackle the remaining 20%. Throughout this book, we’ll point you to resources where you can learn more.

## 1.2 How this book is organized

The previous description of the tools of data science is organized roughly according to the order in which you use them in an analysis (although, of course, you’ll iterate through them multiple times). In our experience, however, learning data ingesting and tidying first is sub-optimal because 80% of the time, it’s routine and boring, and the other 20% of the time, it’s weird and frustrating. That’s a bad place to start learning a new subject! Instead, we’ll start with visualization and transformation of data that’s already been imported and tidied. That way, when you ingest and tidy your own data, your motivation will stay high because you know the pain is worth the effort.

Within each chapter, we try and adhere to a similar pattern: start with some motivating examples so you can see the bigger picture and then dive into the details. Each section of the book is paired with exercises to help you practice what you’ve learned. Although it can be tempting to skip the exercises, there’s no better way to learn than practicing on real problems.

## 1.3 What you won’t learn

There are several important topics that this book doesn’t cover. We believe it’s important to stay ruthlessly focused on the essentials so you can get up and running as quickly as possible. That means this book can’t cover every important topic.

### 1.3.1 Modeling

To learn more about modeling, we highly recommend [Tidy Modeling with R](https://www.tmwr.org) by our colleagues Max Kuhn and Julia Silge. This book will teach you the tidymodels family of packages, which, as you might guess from the name, share many conventions with the tidyverse packages we use in this book.

### 1.3.2 Big data

This book proudly focuses on small, in-memory datasets. This is the right place to start because you can’t tackle big data unless you have experience with small data. The tools you learn in this book will easily handle hundreds of megabytes of data, and with a bit of care, you can typically use them to work with 1-2 Gb of data. If you’re routinely working with larger data (10-100 Gb, say), you should learn more about [data.table](https://github.com/Rdatatable/data.table). This book doesn’t teach data.table because it has a very concise interface that offers fewer linguistic cues, which makes it harder to learn. However, the performance payoff is well worth the effort required to learn it if you’re working with large data.

If your data is bigger than this, carefully consider whether your big data problem is actually a small data problem in disguise. While the complete data set might be big, often, the data needed to answer a specific question is small. You might be able to find a subset, subsample, or summary that fits in memory and still allows you to answer the question that you’re interested in. The challenge here is finding the right small data, which often requires a lot of iteration.

Another possibility is that your big data problem is actually a large number of small data problems in disguise. Each individual problem might fit in memory, but you have millions of them. For example, you might want to fit a model to each person in your dataset. This would be trivial if you had just 10 or 100 people; instead, you have a million. Fortunately, each problem is independent of the others (a setup that is sometimes called embarrassingly parallel), so you just need a system (like [Hadoop](https://hadoop.apache.org/) or [Spark](https://spark.apache.org/)) that allows you to send different datasets to different computers for processing. Once you’ve figured out how to answer your question for a single subset using the tools described in this book, you can learn new tools like **sparklyr** to solve it for the full dataset.

### 1.3.3 Python, Julia, and friends

In this book, you won’t learn anything about Python, Julia, or any other programming language useful for data science. This isn’t because we think these tools are bad. They’re not! And in practice, most data science teams use a mix of languages, often at least R and Python.

However, we strongly believe that it’s best to master one tool at a time. You will get better faster if you dive deep rather than spreading yourself thinly over many topics. This doesn’t mean you should only know one thing, just that you’ll generally learn faster if you stick to one thing at a time. You should strive to learn new things throughout your career, but make sure your understanding is solid before you move on to the next exciting thing.

We think R is a great place to start your data science journey because it is an environment designed from the ground up to support data science. R is not just a programming language; it is also an interactive environment for doing data science. To support interaction, R is a much more flexible language than many of its peers. This flexibility has its downsides, but the big upside is how easy it is to evolve tailored grammars for specific parts of the data science process. These mini languages help you think about problems as a data scientist while supporting fluent interaction between your brain and the computer.

## 1.4 Prerequisites

We’ve made a few assumptions about what you already know to get the most out of this book. You should be generally numerically literate, and it’s helpful if you have some programming experience already. If you’ve never programmed before, you might find [Hands on Programming with R](https://rstudio-education.github.io/hopr/) by Garrett to be a valuable adjunct to this book.

You need four things to run the code in this book: R, RStudio, a collection of R packages called the **tidyverse**, and a handful of other packages. Packages are the fundamental units of reproducible R code. They include reusable functions, documentation that describes how to use them, and sample data.

### 1.4.1 R

To download R, go to CRAN, the **c**omprehensive **R** **a**rchive **n**etwork. CRAN is composed of a set of mirror servers distributed around the world and is used to distribute R and R packages. Don’t pick a mirror close to you; instead, use the cloud mirror, <https://cloud.r-project.org>, which automatically figures it out for you.

A new major version of R comes out once a year, and there are 2-3 minor releases each year. It’s a good idea to update regularly. Upgrading can be a bit of a hassle, especially for major versions requiring you to re-install all your packages, but putting it off only makes it worse. You’ll need at least R 4.1.0 for this book.

### 1.4.2 RStudio

RStudio is an integrated development environment, or IDE, for R programming. Download and install it from <https://posit.co/download/rstudio-desktop/>. RStudio is updated a couple of times a year. When a new version is available, RStudio will let you know. It’s a good idea to upgrade regularly to take advantage of the latest and greatest features. For this book, make sure you have at least RStudio 2022.02.0.

When you start RStudio, [Figure 1.2](#fig-rstudio-console), you’ll see two key regions in the interface: the console pane and the output pane. For now, all you need to know is that you type the R code in the console pane and press enter to run it. You’ll learn more as we go along!

|  |
| --- |
| Figure 1.2: The RStudio IDE has two key regions: type R code in the console pane on the left, and look for plots in the output pane on the right. |

### 1.4.3 The tidyverse

You’ll also need to install some R packages. An R **package** is a collection of functions, data, and documentation that extends the capabilities of base R. Using packages is key to the successful use of R. The majority of the packages that you will learn in this book are part of the so-called tidyverse. All packages in the tidyverse share a common philosophy of data and R programming and are designed to work together naturally.

You can install the complete tidyverse with a single line of code:

install.packages("tidyverse")

On your computer, type that line of code in the console, and then press enter to run it. R will download the packages from CRAN and install them on your computer. If you have problems installing, make sure that you are connected to the internet and that <https://cloud.r-project.org/> isn’t blocked by your firewall or proxy.

You will not be able to use the functions, objects, or help files in a package until you load it with library(). Once you have installed a package, you can load it using the library() function:

library(tidyverse)  
#> ── Attaching packages ──────────────────────────────────── tidyverse 1.3.2 ──  
#> ✔ ggplot2 3.4.0 ✔ purrr 1.0.1  
#> ✔ tibble 3.1.8 ✔ dplyr 1.1.0  
#> ✔ tidyr 1.3.0 ✔ stringr 1.5.0  
#> ✔ readr 2.1.3 ✔ forcats 1.0.0  
#> ── Conflicts ─────────────────────────────────────── tidyverse\_conflicts() ──  
#> ✖ dplyr::filter() masks stats::filter()  
#> ✖ dplyr::lag() masks stats::lag()

This tells you that tidyverse loads nine packages: dplyr, forcats, ggplot2, lubridate, purrr, readr, stringr, tibble, tidyr. These are considered the **core** of the tidyverse because you’ll use them in almost every analysis.

Packages in the tidyverse change fairly frequently. You can check whether updates are available and optionally install them by running tidyverse\_update().

### 1.4.4 Other packages

There are many other excellent packages that are not part of the tidyverse because they solve problems in a different domain or are designed with a different set of underlying principles. This doesn’t make them better or worse, just different. In other words, the complement to the tidyverse is not the messyverse but many other universes of interrelated packages. As you tackle more data science projects with R, you’ll learn new packages and new ways of thinking about data.

We’ll use many packages from outside the tidyverse in this book. For example, we use the following four data packages to provide interesting applications:

install.packages(c("babynames", "gapminder", "nycflights13", "palmerpenguins"))

We’ll also use a selection of other packages for one off examples. You don’t need to install them now, just remember that whenever you see an error like this:

library(ggrepel)  
#> Error in library(ggrepel) : there is no package called ‘ggrepel’

You need to run install.packages("ggrepel") to install the package.

## 1.5 Running R code

The previous section showed you several examples of running R code. The code in the book looks like this:

1 + 2  
#> [1] 3

If you run the same code in your local console, it will look like this:

> 1 + 2  
[1] 3

There are two main differences. In your console, you type after the >, called the **prompt**; we don’t show the prompt in the book. In the book, the output is commented out with #>; in your console, it appears directly after your code. These two differences mean that if you’re working with an electronic version of the book, you can easily copy code out of the book and into the console.

Throughout the book, we use a consistent set of conventions to refer to code:

* Functions are displayed in a code font and followed by parentheses, like sum() or mean().
* Other R objects (such as data or function arguments) are in a code font, without parentheses, like flights or x.
* Sometimes, to make it clear which package an object comes from, we’ll use the package name followed by two colons, like dplyr::mutate() or  
  nycflights13::flights. This is also valid R code.
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## 1.7 Colophon

An online version of this book is available at <https://r4ds.hadley.nz>. It will continue to evolve in between reprints of the physical book. The source of the book is available at <https://github.com/hadley/r4ds>. The book is powered by [Quarto](https://quarto.org), which makes it easy to write books that combine text and executable code.

This book was built with:

| package | version | source |
| --- | --- | --- |
| broom | 1.0.3 | RSPM (R 4.2.0) |
| cli | 3.6.0 | RSPM (R 4.2.0) |
| crayon | 1.5.2 | RSPM (R 4.2.0) |
| dbplyr | 2.3.0 | RSPM (R 4.2.0) |
| dplyr | 1.1.0 | RSPM (R 4.2.0) |
| dtplyr | 1.2.2 | RSPM (R 4.2.0) |
| forcats | 1.0.0 | RSPM (R 4.2.0) |
| ggplot2 | 3.4.0 | RSPM (R 4.2.0) |
| googledrive | 2.0.0 | RSPM (R 4.2.0) |
| googlesheets4 | 1.0.1 | RSPM (R 4.2.0) |
| haven | 2.5.1 | RSPM (R 4.2.0) |
| hms | 1.1.2 | RSPM (R 4.2.0) |
| httr | 1.4.4 | RSPM (R 4.2.0) |
| jsonlite | 1.8.4 | RSPM (R 4.2.0) |
| lubridate | 1.9.1 | RSPM (R 4.2.0) |
| magrittr | 2.0.3 | RSPM (R 4.2.0) |
| modelr | 0.1.10 | RSPM (R 4.2.0) |
| pillar | 1.8.1 | RSPM (R 4.2.0) |
| purrr | 1.0.1 | RSPM (R 4.2.0) |
| readr | 2.1.3 | RSPM (R 4.2.0) |
| readxl | 1.4.2 | RSPM (R 4.2.0) |
| reprex | 2.0.2 | RSPM (R 4.2.0) |
| rlang | 1.0.6 | RSPM (R 4.2.0) |
| rstudioapi | 0.14 | RSPM (R 4.2.0) |
| rvest | 1.0.3 | RSPM (R 4.2.0) |
| stringr | 1.5.0 | RSPM (R 4.2.0) |
| tibble | 3.1.8 | RSPM (R 4.2.0) |
| tidyr | 1.3.0 | RSPM (R 4.2.0) |
| tidyverse | 1.3.2 | RSPM (R 4.2.0) |
| xml2 | 1.3.3 | RSPM (R 4.2.0) |

# 2. Data visualization

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 2.1 Introduction

“The simple graph has brought more information to the data analyst’s mind than any other device.” — John Tukey

R has several systems for making graphs, but ggplot2 is one of the most elegant and most versatile. ggplot2 implements the **grammar of graphics**, a coherent system for describing and building graphs. With ggplot2, you can do more and faster by learning one system and applying it in many places.

This chapter will teach you how to visualize your data using **ggplot2**. We will start by creating a simple scatterplot and use that to introduce aesthetic mappings and geometric objects – the fundamental building blocks of ggplot2. We will then walk you through visualizing distributions of single variables as well as visualizing relationships between two or more variables. We’ll finish off with saving your plots and troubleshooting tips.

### 2.1.1 Prerequisites

This chapter focuses on ggplot2, one of the core packages in the tidyverse. To access the datasets, help pages, and functions used in this chapter, load the tidyverse by running:

library(tidyverse)  
#> ── Attaching packages ──────────────────────────────────── tidyverse 1.3.2 ──  
#> ✔ ggplot2 3.4.0 ✔ purrr 1.0.1  
#> ✔ tibble 3.1.8 ✔ dplyr 1.1.0  
#> ✔ tidyr 1.3.0 ✔ stringr 1.5.0  
#> ✔ readr 2.1.3 ✔ forcats 1.0.0  
#> ── Conflicts ─────────────────────────────────────── tidyverse\_conflicts() ──  
#> ✖ dplyr::filter() masks stats::filter()  
#> ✖ dplyr::lag() masks stats::lag()

That one line of code loads the core tidyverse; the packages that you will use in almost every data analysis. It also tells you which functions from the tidyverse conflict with functions in base R (or from other packages you might have loaded)[[1]](#footnote-1).

If you run this code and get the error message there is no package called 'tidyverse', you’ll need to first install it, then run library() once again.

install.packages("tidyverse")  
library(tidyverse)

You only need to install a package once, but you need to load it every time you start a new session.

In addition to tidyverse, we will also use the **palmerpenguins** package, which includes the penguins dataset containing body measurements for penguins on three islands in the Palmer Archipelago, and the ggthemes package, which offers a colorblind safe color palette.

library(palmerpenguins)  
library(ggthemes)

## 2.2 First steps

Let’s use our first graph to answer a question: Do penguins with longer flippers weigh more or less than penguins with shorter flippers? You probably already have an answer, but try to make your answer precise. What does the relationship between flipper length and body mass look like? Is it positive? Negative? Linear? Nonlinear? Does the relationship vary by the species of the penguin? And how about by the island where the penguin lives.

### 2.2.1 The penguins data frame

You can test your answer with the penguins **data frame** found in palmerpenguins (a.k.a. palmerpenguins::penguins). A data frame is a rectangular collection of variables (in the columns) and observations (in the rows). penguins contains 344 observations collected and made available by Dr. Kristen Gorman and the Palmer Station, Antarctica LTER[[2]](#footnote-2).

penguins  
#> # A tibble: 344 × 8  
#> species island bill\_length\_mm bill\_depth\_mm flipp…¹ body\_…² sex year  
#> <fct> <fct> <dbl> <dbl> <int> <int> <fct> <int>  
#> 1 Adelie Torgersen 39.1 18.7 181 3750 male 2007  
#> 2 Adelie Torgersen 39.5 17.4 186 3800 female 2007  
#> 3 Adelie Torgersen 40.3 18 195 3250 female 2007  
#> 4 Adelie Torgersen NA NA NA NA <NA> 2007  
#> 5 Adelie Torgersen 36.7 19.3 193 3450 female 2007  
#> 6 Adelie Torgersen 39.3 20.6 190 3650 male 2007  
#> # … with 338 more rows, and abbreviated variable names ¹​flipper\_length\_mm,  
#> # ²​body\_mass\_g

This data frame contains 8 columns. For an alternative view, where you can see all variables and the first few observations of each variable, use glimpse(). Or, if you’re in RStudio, run View(penguins) to open an interactive data viewer.

glimpse(penguins)  
#> Rows: 344  
#> Columns: 8  
#> $ species <fct> Adelie, Adelie, Adelie, Adelie, Adelie, Adelie, A…  
#> $ island <fct> Torgersen, Torgersen, Torgersen, Torgersen, Torge…  
#> $ bill\_length\_mm <dbl> 39.1, 39.5, 40.3, NA, 36.7, 39.3, 38.9, 39.2, 34.…  
#> $ bill\_depth\_mm <dbl> 18.7, 17.4, 18.0, NA, 19.3, 20.6, 17.8, 19.6, 18.…  
#> $ flipper\_length\_mm <int> 181, 186, 195, NA, 193, 190, 181, 195, 193, 190, …  
#> $ body\_mass\_g <int> 3750, 3800, 3250, NA, 3450, 3650, 3625, 4675, 347…  
#> $ sex <fct> male, female, female, NA, female, male, female, m…  
#> $ year <int> 2007, 2007, 2007, 2007, 2007, 2007, 2007, 2007, 2…

Among the variables in penguins are:

1. species: a penguin’s species (Adelie, Chinstrap, or Gentoo).
2. flipper\_length\_mm: length of a penguin’s flipper, in millimeters.
3. body\_mass\_g: body mass of a penguin, in grams.

To learn more about penguins, open its help page by running ?penguins.

### 2.2.2 Ultimate goal

Our ultimate goal in this chapter is to recreate the following visualization displaying the relationship between flipper lengths and body masses of these penguins, taking into consideration the species of the penguin.

|  |
| --- |
|  |

### 2.2.3 Creating a ggplot

Let’s recreate this plot layer-by-layer.

With ggplot2, you begin a plot with the function ggplot(), defining a plot object that you then add layers to. The first argument of ggplot() is the dataset to use in the graph and So ggplot(data = penguins) creates an empty graph. This is not a very exciting plot, but you can think of it like an empty canvas you’ll paint the remaining layers of your plot onto.

ggplot(data = penguins)

|  |
| --- |
|  |

Next, we need to tell ggplot() the variables from this data frame that we want to map to visual properties (**aesthetics**) of the plot. The mapping argument of the ggplot() function defines how variables in your dataset are mapped to visual properties of your plot. The mapping argument is always paired with the aes() function, and the x and y arguments of aes() specify which variables to map to the x and y axes. For now, we will only map flipper length to the x aesthetic and body mass to the y aesthetic. ggplot2 looks for the mapped variables in the data argument, in this case, penguins.

The following plots show the result of adding these mappings, one at a time.

ggplot(  
 data = penguins,  
 mapping = aes(x = flipper\_length\_mm)  
)  
ggplot(  
 data = penguins,  
 mapping = aes(x = flipper\_length\_mm, y = body\_mass\_g)  
)

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

Our empty canvas now has more structure – it’s clear where flipper lengths will be displayed (on the x-axis) and where body masses will be displayed (on the y-axis). But the penguins themselves are not yet on the plot. This is because we have not yet articulated, in our code, how to represent the observations from our data frame on our plot.

To do so, we need to define a **geom**: the geometrical object that a plot uses to represent data. These geometric objects are made available in ggplot2 with functions that start with geom\_. People often describe plots by the type of geom that the plot uses. For example, bar charts use bar geoms (geom\_bar()), line charts use line geoms (geom\_line()), boxplots use boxplot geoms (geom\_boxplot()), and so on. Scatterplots break the trend; they use the point geom: geom\_point().

The function geom\_point() adds a layer of points to your plot, which creates a scatterplot. ggplot2 comes with many geom functions that each adds a different type of layer to a plot. You’ll learn a whole bunch of geoms throughout the book, particularly in [Chapter 11](#sec-layers).

ggplot(  
 data = penguins,  
 mapping = aes(x = flipper\_length\_mm, y = body\_mass\_g)  
) +  
 geom\_point()  
#> Warning: Removed 2 rows containing missing values (`geom\_point()`).

|  |
| --- |
|  |

Now we have something that looks like what we might think of as a “scatter plot”. It doesn’t yet match our “ultimate goal” plot, but using this plot we can start answering the question that motivated our exploration: “What does the relationship between flipper length and body mass look like?” The relationship appears to be positive, fairly linear, and moderately strong. Penguins with longer flippers are generally larger in terms of their body mass.

Before we add more layers to this plot, let’s pause for a moment and review the warning message we got:

Removed 2 rows containing missing values (geom\_point()).

We’re seeing this message because there are two penguins in our dataset with missing body mass and flipper length values and ggplot2 has no way of representing them on the plot. You don’t need to worry about understanding the following code yet (you will learn about it in [Chapter 4](#sec-data-transform)), but it’s one way of identifying the observations with NAs for either body mass or flipper length.

penguins |>  
 select(species, flipper\_length\_mm, body\_mass\_g) |>  
 filter(is.na(body\_mass\_g) | is.na(flipper\_length\_mm))  
#> # A tibble: 2 × 3  
#> species flipper\_length\_mm body\_mass\_g  
#> <fct> <int> <int>  
#> 1 Adelie NA NA  
#> 2 Gentoo NA NA

Like R, ggplot2 subscribes to the philosophy that missing values should never silently go missing. This type of warning is probably one of the most common types of warnings you will see when working with real data – missing values are a very common issue and you’ll learn more about them throughout the book, particularly in [Chapter 20](#sec-missing-values). For the remaining plots in this chapter we will suppress this warning so it’s not printed alongside every single plot we make.

### 2.2.4 Adding aesthetics and layers

Scatterplots are useful for displaying the relationship between two variables, but it’s always a good idea to be skeptical of any apparent relationship between two variables and ask if there may be other variables that explain or change the nature of this apparent relationship. Let’s incorporate species into our plot and see if this reveals any additional insights into the apparent relationship between flipper length and body mass. We will do this by representing species with different colored points.

To achieve this, where should species go in the ggplot call from earlier? If you guessed “in the aesthetic mapping, inside of aes()”, you’re already getting the hang of creating data visualizations with ggplot2! And if not, don’t worry. Throughout the book you will make many more ggplots and have many more opportunities to check your intuition as you make them.

ggplot(  
 data = penguins,  
 mapping = aes(x = flipper\_length\_mm, y = body\_mass\_g, color = species)  
) +  
 geom\_point()

|  |
| --- |
|  |

When a variable is mapped to an aesthetic, ggplot2 will automatically assign a unique value of the aesthetic (here a unique color) to each unique level of the variable (each of the three species), a process known as **scaling**. ggplot2 will also add a legend that explains which values correspond to which levels.

Now let’s add one more layer: a smooth curve displaying the relationship between body mass and flipper length. Before you proceed, refer back to the code above, and think about how we can add this to our existing plot.

Since this is a new geometric object representing our data, we will add a new geom: geom\_smooth().

ggplot(  
 data = penguins,  
 mapping = aes(x = flipper\_length\_mm, y = body\_mass\_g, color = species)  
) +  
 geom\_point() +  
 geom\_smooth()

|  |
| --- |
|  |

We have successfully added smooth curves, but this plot doesn’t look like the plot from [Section 2.2.2](#sec-ultimate-goal), which only has one curve for the entire dataset as opposed to separate curves for each of the penguin species.

When aesthetic mappings are defined in ggplot(), at the *global* level, they’re inherited by each of the subsequent geom layers of the plot. However, each geom function in ggplot2 can also take a mapping argument, which allows for aesthetic mappings at the *local* level. Since we want points to be colored based on species but don’t want the smooth curves to be separated out for them, we should specify color = species for geom\_point() only.

ggplot(  
 data = penguins,  
 mapping = aes(x = flipper\_length\_mm, y = body\_mass\_g)  
) +  
 geom\_point(mapping = aes(color = species)) +  
 geom\_smooth()

|  |
| --- |
|  |

Voila! We have something that looks very much like our ultimate goal, though it’s not yet perfect. We still need to use different shapes for each species of penguins and improve labels.

It’s generally not a good idea to represent information using only colors on a plot, as people perceive colors differently due to color blindness or other color vision differences. Therefore, in addition to color, we can also map species to the shape aesthetic.

ggplot(  
 data = penguins,  
 mapping = aes(x = flipper\_length\_mm, y = body\_mass\_g)  
) +  
 geom\_point(mapping = aes(color = species, shape = species)) +  
 geom\_smooth()

|  |
| --- |
|  |

Note that the legend is automatically updated to reflect the different shapes of the points as well.

And finally, we can improve the labels of our plot using the labs() function in a new layer. Some of the arguments to labs() might be self explanatory: title adds a title and subtitle adds a subtitle to the plot. Other arguments match the aesthetic mappings, x is the x-axis label, y is the y-axis label, and color and shape define the label for the legend. In addition, we can improve the color palette to be colorblind safe with the scale\_color\_colorblind() function from the ggthemes package.

ggplot(  
 data = penguins,  
 mapping = aes(x = flipper\_length\_mm, y = body\_mass\_g)  
) +  
 geom\_point(aes(color = species, shape = species)) +  
 geom\_smooth() +  
 labs(  
 title = "Body mass and flipper length",  
 subtitle = "Dimensions for Adelie, Chinstrap, and Gentoo Penguins",  
 x = "Flipper length (mm)", y = "Body mass (g)",  
 color = "Species", shape = "Species"  
 ) +  
 scale\_color\_colorblind()

|  |
| --- |
|  |

We finally have a plot that perfectly matches our “ultimate goal”!

### 2.2.5 Exercises

1. How many rows are in penguins? How many columns?
2. What does the bill\_depth\_mm variable in the penguins data frame describe? Read the help for ?penguins to find out.
3. Make a scatterplot of bill\_depth\_mm vs. bill\_length\_mm. Describe the relationship between these two variables.
4. What happens if you make a scatterplot of species vs. bill\_depth\_mm? Why is the plot not useful?
5. Why does the following give an error and how would you fix it?

* ggplot(data = penguins) +   
   geom\_point()

1. What does the na.rm argument do in geom\_point()? What is the default value of the argument? Create a scatterplot where you successfully use this argument set to TRUE.
2. Add the following caption to the plot you made in the previous exercise: “Data come from the palmerpenguins package.” Hint: Take a look at the documentation for labs().
3. Recreate the following visualization. What aesthetic should bill\_depth\_mm be mapped to? And should it be mapped at the global level or at the geom level?

|  |
| --- |
|  |

1. Run this code in your head and predict what the output will look like. Then, run the code in R and check your predictions.

* ggplot(  
   data = penguins,  
   mapping = aes(x = flipper\_length\_mm, y = body\_mass\_g, color = island)  
  ) +  
   geom\_point() +  
   geom\_smooth(se = FALSE)

1. Will these two graphs look different? Why/why not?

* ggplot(  
   data = penguins,  
   mapping = aes(x = flipper\_length\_mm, y = body\_mass\_g)  
  ) +  
   geom\_point() +  
   geom\_smooth()  
    
  ggplot() +  
   geom\_point(  
   data = penguins,  
   mapping = aes(x = flipper\_length\_mm, y = body\_mass\_g)  
   ) +  
   geom\_smooth(  
   data = penguins,  
   mapping = aes(x = flipper\_length\_mm, y = body\_mass\_g)  
   )

## 2.3 ggplot2 calls

As we move on from these introductory sections, we’ll transition to a more concise expression of ggplot2 code. So far we’ve been very explicit, which is helpful when you are learning:

ggplot(  
 data = penguins,  
 mapping = aes(x = flipper\_length\_mm, y = body\_mass\_g)  
) +  
 geom\_point()

Typically, the first one or two arguments to a function are so important that you should know them by heart. The first two arguments to ggplot() are data and mapping, in the remainder of the book, we won’t supply those names. That saves typing, and, by reducing the amount of boilerplate, makes it easier to see what’s different between plots. That’s a really important programming concern that we’ll come back to in [Chapter 27](#sec-functions).

Rewriting the previous plot more concisely yields:

ggplot(penguins, aes(x = flipper\_length\_mm, y = body\_mass\_g)) +   
 geom\_point()

In the future, you’ll also learn about the pipe, |>, which will allow you to create that plot with:

penguins |>   
 ggplot(aes(x = flipper\_length\_mm, y = body\_mass\_g)) +   
 geom\_point()

This is the most common syntax you’ll see in the wild.

## 2.4 Visualizing distributions

How you visualize the distribution of a variable depends on the type of variable: categorical or numerical.

### 2.4.1 A categorical variable

A variable is **categorical** if it can only take one of a small set of values. To examine the distribution of a categorical variable, you can use a bar chart. The height of the bars displays how many observations occurred with each x value.

ggplot(penguins, aes(x = species)) +  
 geom\_bar()

|  |
| --- |
|  |

In bar plots of categorical variables with non-ordered levels, like the penguin species above, it’s often preferable to reorder the bars based on their frequencies. Doing so requires transforming the variable to a factor (how R handles categorical data) and then reordering the levels of that factor.

ggplot(penguins, aes(x = fct\_infreq(species))) +  
 geom\_bar()

|  |
| --- |
|  |

You will learn more about factors and functions for dealing with factors (like fct\_infreq() shown above) in [Chapter 18](#sec-factors).

### 2.4.2 A numerical variable

A variable is **numerical** if it can take any of an infinite set of ordered values. Numbers and date-times are two examples of continuous variables. To visualize the distribution of a continuous variable, you can use a histogram or a density plot.

ggplot(penguins, aes(x = body\_mass\_g)) +  
 geom\_histogram(binwidth = 200)  
ggplot(penguins, aes(x = body\_mass\_g)) +  
 geom\_density()

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

A histogram divides the x-axis into equally spaced bins and then uses the height of a bar to display the number of observations that fall in each bin. In the graph above, the tallest bar shows that 39 observations have a body\_mass\_g value between 3,500 and 3,700 grams, which are the left and right edges of the bar.

penguins |>  
 count(cut\_width(body\_mass\_g, 200))  
#> # A tibble: 19 × 2  
#> `cut\_width(body\_mass\_g, 200)` n  
#> <fct> <int>  
#> 1 [2.7e+03,2.9e+03] 7  
#> 2 (2.9e+03,3.1e+03] 10  
#> 3 (3.1e+03,3.3e+03] 23  
#> 4 (3.3e+03,3.5e+03] 38  
#> 5 (3.5e+03,3.7e+03] 39  
#> 6 (3.7e+03,3.9e+03] 37  
#> # … with 13 more rows

You can set the width of the intervals in a histogram with the binwidth argument, which is measured in the units of the x variable. You should always explore a variety of binwidths when working with histograms, as different binwidths can reveal different patterns. In the plots below a binwidth of 20 is too narrow, resulting in too many bars, making it difficult to determine the shape of the distribution. Similarly, a binwidth of 2,000 is too high, resulting in all data being binned into only three bars, and also making it difficult to determine the shape of the distribution.

ggplot(penguins, aes(x = body\_mass\_g)) +  
 geom\_histogram(binwidth = 20)  
ggplot(penguins, aes(x = body\_mass\_g)) +  
 geom\_histogram(binwidth = 200)  
ggplot(penguins, aes(x = body\_mass\_g)) +  
 geom\_histogram(binwidth = 2000)

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | | |  | | --- | |  | |

### 2.4.3 Exercises

1. Make a bar plot of species of penguins, where you assign species to the y aesthetic. How is this plot different?
2. How are the following two plots different? Which aesthetic, color or fill, is more useful for changing the color of bars?

* ggplot(penguins, aes(x = species)) +  
   geom\_bar(color = "red")  
    
  ggplot(penguins, aes(x = species)) +  
   geom\_bar(fill = "red")

1. What does the bins argument in geom\_histogram() do?
2. Make a histogram of the carat variable in the diamonds dataset. Experiment with different binwidths. What binwidth reveals the most interesting patterns?

## 2.5 Visualizing relationships

To visualize a relationship we need to have at least two variables mapped to aesthetics of a plot. In the following sections you will learn about commonly used plots for visualizing relationships between two or more variables and the geoms used for creating them.

### 2.5.1 A numerical and a categorical variable

To visualize the relationship between a numerical and a categorical variable we can use side-by-side box plots. A **boxplot** is a type of visual shorthand for a distribution of values that is popular among statisticians. As shown in [Figure 2.1](#fig-eda-boxplot), each boxplot consists of:

* A box that stretches from the 25th percentile of the distribution to the 75th percentile, a distance known as the interquartile range (IQR). In the middle of the box is a line that displays the median, i.e. 50th percentile, of the distribution. These three lines give you a sense of the spread of the distribution and whether or not the distribution is symmetric about the median or skewed to one side.
* Visual points that display observations that fall more than 1.5 times the IQR from either edge of the box. These outlying points are unusual so are plotted individually.
* A line (or whisker) that extends from each end of the box and goes to the farthest non-outlier point in the distribution.

|  |
| --- |
| Figure 2.1: Diagram depicting how a boxplot is created. |

Let’s take a look at the distribution of body mass by species using geom\_boxplot():

ggplot(penguins, aes(x = species, y = body\_mass\_g)) +  
 geom\_boxplot()

|  |
| --- |
|  |

Alternatively, we can make frequency polygons with geom\_freqpoly(). geom\_freqpoly() performs the same calculation as geom\_histogram(), but instead of displaying the counts with bars, it uses lines instead. It’s much easier to understand overlapping lines than bars of geom\_histogram(). There are a few challenges with this type of plot, which we will come back to in [Section 12.5.1](#sec-cat-num) on exploring the covariation between a categorical and a numerical variable.

ggplot(penguins, aes(x = body\_mass\_g, color = species)) +  
 geom\_freqpoly(binwidth = 200, linewidth = 0.75)

|  |
| --- |
|  |

We’ve also customized the thickness of the lines using the linewidth argument in order to make them stand out a bit more against the background.

We can also use overlaid density plots, with species mapped to both color and fill aesthetics and using the alpha aesthetic to add transparency to the filled density curves. This aesthetic takes values between 0 (completely transparent) and 1 (completely opaque). In the following plot it’s *set* to 0.5.

ggplot(penguins, aes(x = body\_mass\_g, color = species, fill = species)) +  
 geom\_density(alpha = 0.5)

|  |
| --- |
|  |

Note the terminology we have used here:

* We *map* variables to aesthetics if we want the visual attribute represented by that aesthetic to vary based on the values of that variable.
* Otherwise, we *set* the value of an aesthetic.

### 2.5.2 Two categorical variables

We can use segmented bar plots to visualize the distribution between two categorical variables. In creating this bar chart, we map the variable we want to divide the data into first to the x aesthetic and the variable we then further want to divide each group into to the fill aesthetic.

Below are two segmented bar plots, both displaying the relationship between island and species, or specifically, visualizing the distribution of species within each island. The plot on the left shows the frequencies of each species of penguins on each island and the plot on the right shows the relative frequencies (proportions) of each species within each island (despite the incorrectly labeled y-axis that says “count”). The relative frequency plot, created by setting position = "fill" in the geom is more useful for comparing species distributions across islands since it’s not affected by the unequal numbers of penguins across the islands. Based on the plot on the left, we can see that Gentoo penguins all live on Biscoe island and make up roughly 75% of the penguins on that island, Chinstrap all live on Dream island and make up roughly 50% of the penguins on that island, and Adelie live on all three islands and make up all of the penguins on Torgersen.

ggplot(penguins, aes(x = island, fill = species)) +  
 geom\_bar()  
ggplot(penguins, aes(x = island, fill = species)) +  
 geom\_bar(position = "fill")

|  |
| --- |
|  |
|  |

### 2.5.3 Two numerical variables

So far you’ve learned about scatterplots (created with geom\_point()) and smooth curves (created with geom\_smooth()) for visualizing the relationship between two numerical variables. A scatterplot is probably the most commonly used plot for visualizing the relationship between two variables.

ggplot(penguins, aes(x = flipper\_length\_mm, y = body\_mass\_g)) +  
 geom\_point()

|  |
| --- |
|  |

### 2.5.4 Three or more variables

One way to add additional variables to a plot is by mapping them to an aesthetic. For example, in the following scatterplot the colors of points represent species and the shapes of points represent islands.

ggplot(penguins, aes(x = flipper\_length\_mm, y = body\_mass\_g)) +  
 geom\_point(aes(color = species, shape = island))

|  |
| --- |
|  |

However adding too many aesthetic mappings to a plot makes it cluttered and difficult to make sense of. Another way, which is particularly useful for categorical variables, is to split your plot into **facets**, subplots that each display one subset of the data.

To facet your plot by a single variable, use facet\_wrap(). The first argument of facet\_wrap() is a formula[[3]](#footnote-3), which you create with ~ followed by a variable name. The variable that you pass to facet\_wrap() should be categorical.

ggplot(penguins, aes(x = flipper\_length\_mm, y = body\_mass\_g)) +  
 geom\_point(aes(color = species, shape = species)) +  
 facet\_wrap(~island)

|  |
| --- |
|  |

You will learn about many other geoms for visualizing distributions of variables and relationships between them in [Chapter 11](#sec-layers).

### 2.5.5 Exercises

1. Which variables in mpg are categorical? Which variables are continuous? (Hint: type ?mpg to read the documentation for the dataset). How can you see this information when you run mpg?
2. Make a scatterplot of hwy vs. displ using the mpg data frame. Next, map a third, numerical variable to color, then size, then both color and size, then shape. How do these aesthetics behave differently for categorical vs. numerical variables?
3. In the scatterplot of hwy vs. displ, what happens if you map a third variable to linewidth?
4. What happens if you map the same variable to multiple aesthetics?
5. Make a scatterplot of bill\_depth\_mm vs. bill\_length\_mm and color the points by species. What does adding coloring by species reveal about the relationship between these two variables?
6. Why does the following yield two separate legends? How would you fix it to combine the two legends?

* ggplot(  
   data = penguins,  
   mapping = aes(  
   x = bill\_length\_mm, y = bill\_depth\_mm,   
   color = species, shape = species  
   )  
  ) +  
   geom\_point() +  
   labs(color = "Species")

|  |
| --- |
|  |

## 2.6 Saving your plots

Once you’ve made a plot, you might want to get it out of R by saving it as an image that you can use elsewhere. That’s the job of ggsave(), which will save the most recent plot to disk:

ggplot(penguins, aes(x = flipper\_length\_mm, y = body\_mass\_g)) +  
 geom\_point()  
ggsave(filename = "my-plot.png")

This will save your plot to your working directory, a concept you’ll learn more about in [Chapter 9](#sec-workflow-scripts-projects).

If you don’t specify the width and height they will be taken from the dimensions of the current plotting device. For reproducible code, you’ll want to specify them. You can learn more about ggsave() in the documentation.

Generally, however, we recommend that you assemble your final reports using Quarto, a reproducible authoring system that allows you to interleave your code and your prose and automatically include your plots in your write-ups. You will learn more about Quarto in [Chapter 30](#sec-quarto).

### 2.6.1 Exercises

1. Run the following lines of code. Which of the two plots is saved as mpg-plot.png? Why?

* ggplot(mpg, aes(x = class)) +  
   geom\_bar()  
  ggplot(mpg, aes(x = cty, y = hwy)) +  
   geom\_point()  
  ggsave("mpg-plot.png")

1. What do you need to change in the code above to save the plot as a PDF instead of a PNG?

## 2.7 Common problems

As you start to run R code, you’re likely to run into problems. Don’t worry — it happens to everyone. We have all been writing R code for years, but every day we still write code that doesn’t work!

Start by carefully comparing the code that you’re running to the code in the book. R is extremely picky, and a misplaced character can make all the difference. Make sure that every ( is matched with a ) and every " is paired with another ". Sometimes you’ll run the code and nothing happens. Check the left-hand of your console: if it’s a +, it means that R doesn’t think you’ve typed a complete expression and it’s waiting for you to finish it. In this case, it’s usually easy to start from scratch again by pressing ESCAPE to abort processing the current command.

One common problem when creating ggplot2 graphics is to put the + in the wrong place: it has to come at the end of the line, not the start. In other words, make sure you haven’t accidentally written code like this:

ggplot(data = mpg)   
+ geom\_point(mapping = aes(x = displ, y = hwy))

If you’re still stuck, try the help. You can get help about any R function by running ?function\_name in the console, or selecting the function name and pressing F1 in RStudio. Don’t worry if the help doesn’t seem that helpful - instead skip down to the examples and look for code that matches what you’re trying to do.

If that doesn’t help, carefully read the error message. Sometimes the answer will be buried there! But when you’re new to R, even if the answer is in the error message, you might not yet know how to understand it. Another great tool is Google: try googling the error message, as it’s likely someone else has had the same problem, and has gotten help online.

## 2.8 Summary

In this chapter, you’ve learned the basics of data visualization with ggplot2. We started with the basic idea that underpins ggplot2: a visualization is a mapping from variables in your data to aesthetic properties like position, color, size and shape. You then learned about increasing the complexity and improving the presentation of your plots layer-by-layer. You also learned about commonly used plots for visualizing the distribution of a single variable as well as for visualizing relationships between two or more variables, by levering additional aesthetic mappings and/or splitting your plot into small multiples using faceting.

We’ll use visualizations again and again through out this book, introducing new techniques as we need them as well as do a deeper dive into creating visualizations with ggplot2 in [Chapter 11](#sec-layers) through [Chapter 12](#sec-exploratory-data-analysis).

With the basics of visualization under your belt, in the next chapter we’re going to switch gears a little and give you some practical workflow advice. We intersperse workflow advice with data science tools throughout this part of the book because it’ll help you stay organized as you write increasing amounts of R code.

# 3. Workflow: basics

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

You now have some experience running R code. We didn’t give you many details, but you’ve obviously figured out the basics, or you would’ve thrown this book away in frustration! Frustration is natural when you start programming in R because it is such a stickler for punctuation, and even one character out of place will cause it to complain. But while you should expect to be a little frustrated, take comfort in that this experience is typical and temporary: it happens to everyone, and the only way to get over it is to keep trying.

Before we go any further, let’s ensure you’ve got a solid foundation in running R code and that you know some of the most helpful RStudio features.

## 3.1 Coding basics

Let’s review some basics we’ve omitted so far in the interest of getting you plotting as quickly as possible. You can use R as a calculator:

1 / 200 \* 30  
#> [1] 0.15  
(59 + 73 + 2) / 3  
#> [1] 44.66667  
sin(pi / 2)  
#> [1] 1

You can create new objects with the assignment operator <-:

x <- 3 \* 4

You can **c**ombine multiple elements into a vector with c():

primes <- c(2, 3, 5, 7, 11, 13)

And basic arithmetic is applied to every element of the vector:

primes \* 2  
#> [1] 4 6 10 14 22 26  
primes - 1  
#> [1] 1 2 4 6 10 12

All R statements where you create objects, **assignment** statements, have the same form:

object\_name <- value

When reading that code, say “object name gets value” in your head.

You will make lots of assignments, and <- is a pain to type. You can save time with RStudio’s keyboard shortcut: Alt + - (the minus sign). Notice that RStudio automatically surrounds <- with spaces, which is a good code formatting practice. Code is miserable to read on a good day, so giveyoureyesabreak and use spaces.

## 3.2 Comments

R will ignore any text after # for that line. This allows you to write **comments**, text that is ignored by R but read by other humans. We’ll sometimes include comments in examples explaining what’s happening with the code.

Comments can be helpful for briefly describing what the following code does.

# define primes  
primes <- c(2, 3, 5, 7, 11, 13)  
  
# multiply primes by 2  
primes \* 2  
#> [1] 4 6 10 14 22 26

With short pieces of code like this, leaving a comment for every single line of code might not be necessary. But as the code you’re writing gets more complex, comments can save you (and your collaborators) a lot of time figuring out what was done in the code.

Use comments to explain the *why* of your code, not the *how* or the *what*. The *what* and *how* of your code are always possible to figure out, even if it might be tedious, by carefully reading it. But if you describe the “what” in your comments and your code, you’ll have to remember to update the comment and code in tandem carefully. If you change the code and forget to update the comment, they’ll be inconsistent, leading to confusion when you return to your code in the future.

Figuring out *why* something was done is much more difficult, if not impossible. For example, geom\_smooth() has an argument called span, which controls the smoothness of the curve, with larger values yielding a smoother curve. Suppose you decide to change the value of span from its default of 0.75 to 0.3: it’s easy for a future reader to understand *what* is happening, but unless you note your thinking in a comment, no one will understand *why* you changed the default.

For data analysis code, use comments to explain your overall plan of attack and record important insights as you encounter them. There’s no way to re-capture this knowledge from the code itself.

## 3.3 What’s in a name?

Object names must start with a letter and can only contain letters, numbers, \_, and .. You want your object names to be descriptive, so you’ll need to adopt a convention for multiple words. We recommend **snake\_case**, where you separate lowercase words with \_.

i\_use\_snake\_case  
otherPeopleUseCamelCase  
some.people.use.periods  
And\_aFew.People\_RENOUNCEconvention

We’ll return to names again when we discuss code style in [Chapter 7](#sec-workflow-style).

You can inspect an object by typing its name:

x  
#> [1] 12

Make another assignment:

this\_is\_a\_really\_long\_name <- 2.5

To inspect this object, try out RStudio’s completion facility: type “this”, press TAB, add characters until you have a unique prefix, then press return.

Ooops, you made a mistake! The value of this\_is\_a\_really\_long\_name should be 3.5, not 2.5. Use another keyboard shortcut to help you fix it. Type “this” then press Cmd/Ctrl + ↑. Doing so will list all the commands you’ve typed that start with those letters. Use the arrow keys to navigate, then press enter to retype the command. Change 2.5 to 3.5 and rerun.

Make yet another assignment:

r\_rocks <- 2^3

Let’s try to inspect it:

r\_rock  
#> Error: object 'r\_rock' not found  
R\_rocks  
#> Error: object 'R\_rocks' not found

This illustrates the implied contract between you and R: R will do the tedious computations for you, but in exchange, you must be completely precise in your instructions. Typos matter; R can’t read your mind and say, “oh, they probably meant r\_rocks when they typed r\_rock”. Case matters; similarly, R can’t read your mind and say, “oh, they probably meant r\_rocks when they typed R\_rocks”.

## 3.4 Calling functions

R has a large collection of built-in functions that are called like this:

function\_name(arg1 = val1, arg2 = val2, ...)

Let’s try using seq(), which makes regular **seq**uences of numbers, and while we’re at it, learn more helpful features of RStudio. Type se and hit TAB. A popup shows you possible completions. Specify seq() by typing more (a q) to disambiguate or by using ↑/↓ arrows to select. Notice the floating tooltip that pops up, reminding you of the function’s arguments and purpose. If you want more help, press F1 to get all the details in the help tab in the lower right pane.

When you’ve selected the function you want, press TAB again. RStudio will add matching opening (() and closing ()) parentheses for you. Type the arguments 1, 10 and hit return.

seq(1, 10)  
#> [1] 1 2 3 4 5 6 7 8 9 10

Type this code and notice that RStudio provides similar assistance with the paired quotation marks:

x <- "hello world"

Quotation marks and parentheses must always come in a pair. RStudio does its best to help you, but it’s still possible to mess up and end up with a mismatch. If this happens, R will show you the continuation character “+”:

> x <- "hello  
+

The + tells you that R is waiting for more input; it doesn’t think you’re done yet. Usually, this means you’ve forgotten either a " or a ). Either add the missing pair, or press ESCAPE to abort the expression and try again.

Note that the environment tab in the upper right pane displays all of the objects that you’ve created:

|  |
| --- |
|  |

## 3.5 Exercises

1. Why does this code not work?

* my\_variable <- 10  
  my\_varıable  
  #> Error in eval(expr, envir, enclos): object 'my\_varıable' not found
* Look carefully! (This may seem like an exercise in pointlessness, but training your brain to notice even the tiniest difference will pay off when programming.)

1. Tweak each of the following R commands so that they run correctly:

* libary(tidyverse)  
    
  ggplot(dota = mpg) +   
   geom\_point(maping = aes(x = displ, y = hwy))

1. Press Alt + Shift + K. What happens? How can you get to the same place using the menus?
2. Let’s revisit an exercise from the [Section 2.6](#sec-ggsave). Run the following lines of code. Which of the two plots is saved as mpg-plot.png? Why?

* my\_bar\_plot <- ggplot(mpg, aes(x = class)) +  
   geom\_bar()  
  my\_scatter\_plot <- ggplot(mpg, aes(x = cty, y = hwy)) +  
   geom\_point()  
  ggsave(filename = "mpg-plot.png", plot = my\_bar\_plot)

## 3.6 Summary

Now that you’ve learned a little more about how R code works, and some tips to help you understand your code when you come back to it in the future. In the next chapter, we’ll continue your data science journey by teaching you about dplyr, the tidyverse package that helps you transform data, whether it’s selecting important variables, filtering down to rows of interest, or computing summary statistics.

# 4. Data transformation

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 4.1 Introduction

Visualisation is an important tool for generating insight, but it’s rare that you get the data in exactly the right form you need for it. Often you’ll need to create some new variables or summaries to see the most important patterns, or maybe you just want to rename the variables or reorder the observations to make the data a little easier to work with. You’ll learn how to do all that (and more!) in this chapter, which will introduce you to data transformation using the **dplyr** package and a new dataset on flights that departed New York City in 2013.

The goal of this chapter is to give you an overview of all the key tools for transforming a data frame. We’ll start with functions that operate on rows and then columns of a data frame. We will then introduce the ability to work with groups. We will end the chapter with a case study that showcases these functions in action and we’ll come back to the functions in more detail in later chapters, as we start to dig into specific types of data (e.g. numbers, strings, dates).

### 4.1.1 Prerequisites

In this chapter we’ll focus on the dplyr package, another core member of the tidyverse. We’ll illustrate the key ideas using data from the nycflights13 package, and use ggplot2 to help us understand the data.

library(nycflights13)  
library(tidyverse)  
#> ── Attaching packages ──────────────────────────────────── tidyverse 1.3.2 ──  
#> ✔ ggplot2 3.4.0 ✔ purrr 1.0.1  
#> ✔ tibble 3.1.8 ✔ dplyr 1.1.0  
#> ✔ tidyr 1.3.0 ✔ stringr 1.5.0  
#> ✔ readr 2.1.3 ✔ forcats 1.0.0  
#> ── Conflicts ─────────────────────────────────────── tidyverse\_conflicts() ──  
#> ✖ dplyr::filter() masks stats::filter()  
#> ✖ dplyr::lag() masks stats::lag()

Take careful note of the conflicts message that’s printed when you load the tidyverse. It tells you that dplyr overwrites some functions in base R. If you want to use the base version of these functions after loading dplyr, you’ll need to use their full names: stats::filter() and stats::lag(). So far we’ve mostly ignored which package a function comes from because most of the time it doesn’t matter. However, knowing the package can help you find help and find related functions, so when we need to be precise about which function a package comes from, we’ll use the same syntax as R: packagename::functionname().

### 4.1.2 nycflights13

To explore the basic dplyr verbs, we’re going to use nycflights13::flights. This dataset contains all 336,776 flights that departed from New York City in 2013. The data comes from the US [Bureau of Transportation Statistics](http://www.transtats.bts.gov/DatabaseInfo.asp?DB_ID=120&Link=0), and is documented in ?flights.

flights  
#> # A tibble: 336,776 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 517 515 2 830 819 11 UA   
#> 2 2013 1 1 533 529 4 850 830 20 UA   
#> 3 2013 1 1 542 540 2 923 850 33 AA   
#> 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
#> 5 2013 1 1 554 600 -6 812 837 -25 DL   
#> 6 2013 1 1 554 558 -4 740 728 12 UA   
#> # … with 336,770 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

If you’ve used R before, you might notice that this data frame prints a little differently to other data frames you’ve seen. That’s because it’s a **tibble**, a special type of data frame used by the tidyverse to avoid some common gotchas. The most important difference is the way it prints: tibbles are designed for large datasets, so they only show the first few rows and only the columns that fit on one screen. There are a few options to see everything. If you’re using RStudio, the most convenient is probably View(flights), which will open an interactive scrollable and filterable view. Otherwise you can use print(flights, width = Inf) to show all columns, or use call glimpse():

glimpse(flights)  
#> Rows: 336,776  
#> Columns: 19  
#> $ year <int> 2013, 2013, 2013, 2013, 2013, 2013, 2013, 2013, 2013…  
#> $ month <int> 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1…  
#> $ day <int> 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1…  
#> $ dep\_time <int> 517, 533, 542, 544, 554, 554, 555, 557, 557, 558, 55…  
#> $ sched\_dep\_time <int> 515, 529, 540, 545, 600, 558, 600, 600, 600, 600, 60…  
#> $ dep\_delay <dbl> 2, 4, 2, -1, -6, -4, -5, -3, -3, -2, -2, -2, -2, -2,…  
#> $ arr\_time <int> 830, 850, 923, 1004, 812, 740, 913, 709, 838, 753, 8…  
#> $ sched\_arr\_time <int> 819, 830, 850, 1022, 837, 728, 854, 723, 846, 745, 8…  
#> $ arr\_delay <dbl> 11, 20, 33, -18, -25, 12, 19, -14, -8, 8, -2, -3, 7,…  
#> $ carrier <chr> "UA", "UA", "AA", "B6", "DL", "UA", "B6", "EV", "B6"…  
#> $ flight <int> 1545, 1714, 1141, 725, 461, 1696, 507, 5708, 79, 301…  
#> $ tailnum <chr> "N14228", "N24211", "N619AA", "N804JB", "N668DN", "N…  
#> $ origin <chr> "EWR", "LGA", "JFK", "JFK", "LGA", "EWR", "EWR", "LG…  
#> $ dest <chr> "IAH", "IAH", "MIA", "BQN", "ATL", "ORD", "FLL", "IA…  
#> $ air\_time <dbl> 227, 227, 160, 183, 116, 150, 158, 53, 140, 138, 149…  
#> $ distance <dbl> 1400, 1416, 1089, 1576, 762, 719, 1065, 229, 944, 73…  
#> $ hour <dbl> 5, 5, 5, 5, 6, 5, 6, 6, 6, 6, 6, 6, 6, 6, 6, 5, 6, 6…  
#> $ minute <dbl> 15, 29, 40, 45, 0, 58, 0, 0, 0, 0, 0, 0, 0, 0, 0, 59…  
#> $ time\_hour <dttm> 2013-01-01 05:00:00, 2013-01-01 05:00:00, 2013-01-0…

In both views, the variables names are followed by abbreviations that tell you the type of each variable: <int> is short for integer, <dbl> is short for double (aka real numbers), <chr> for character (aka strings), and <dttm> for date-time. These are important because the operations you can perform on a column depend so much on its “type”, and these types are used to organize the chapters in the next section of the book.

### 4.1.3 dplyr basics

You’re about to learn the primary dplyr verbs which will allow you to solve the vast majority of your data manipulation challenges. But before we discuss their individual differences, it’s worth stating what they have in common:

1. The first argument is always a data frame.
2. The subsequent arguments describe what to do with the data frame, using the variable names (without quotes).
3. The result is always a new data frame.

Because the first argument is a data frame and the output is a data frame, dplyr verbs work well with the pipe, |>. The pipe takes the thing on its left and passes it along to the function on its right so that x |> f(y) is equivalent to f(x, y), and x |> f(y) |> g(z) is equivalent to into g(f(x, y), z). The easiest way to pronounce the pipe is “then”. That makes it possible to get a sense of the following code even though you haven’t yet learned the details:

flights |>  
 filter(dest == "IAH") |>   
 group\_by(year, month, day) |>   
 summarize(  
 arr\_delay = mean(arr\_delay, na.rm = TRUE)  
 )

The code starts with the flights dataset, then filters it, then groups it, then summarizes it. We’ll come back to the pipe and its alternatives in [Section 7.3](#sec-pipes).

dplyr’s verbs are organised into four groups based on what they operate on: **rows**, **columns**, **groups**, or **tables**. In the following sections you’ll learn the most important verbs for rows, columns, and groups, then we’ll come back to verbs that work on tables in [Chapter 21](#sec-joins). Let’s dive in!

## 4.2 Rows

The most important verbs that operate on rows are filter(), which changes which rows are present without changing their order, and arrange(), which changes the order of the rows without changing which are present. Both functions only affect the rows, and the columns are left unchanged. We’ll also discuss distinct() which finds rows with unique values but unlike arrange() and filter() it can also optionally modify the columns.

### 4.2.1 filter()

filter() allows you to keep rows based on the values of the columns[[4]](#footnote-4). The first argument is the data frame. The second and subsequent arguments are the conditions that must be true to keep the row. For example, we could find all flights that arrived more than 120 minutes (two hours) late:

flights |>   
 filter(arr\_delay > 120)  
#> # A tibble: 10,034 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 811 630 101 1047 830 137 MQ   
#> 2 2013 1 1 848 1835 853 1001 1950 851 MQ   
#> 3 2013 1 1 957 733 144 1056 853 123 UA   
#> 4 2013 1 1 1114 900 134 1447 1222 145 UA   
#> 5 2013 1 1 1505 1310 115 1638 1431 127 EV   
#> 6 2013 1 1 1525 1340 105 1831 1626 125 B6   
#> # … with 10,028 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

As well as > (greater than), you can use >= (greater than or equal to), < (less than), <= (less than or equal to), == (equal to), and != (not equal to). You can also use & (and) or | (or) to combine multiple conditions:

# Flights that departed on January 1  
flights |>   
 filter(month == 1 & day == 1)  
#> # A tibble: 842 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 517 515 2 830 819 11 UA   
#> 2 2013 1 1 533 529 4 850 830 20 UA   
#> 3 2013 1 1 542 540 2 923 850 33 AA   
#> 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
#> 5 2013 1 1 554 600 -6 812 837 -25 DL   
#> 6 2013 1 1 554 558 -4 740 728 12 UA   
#> # … with 836 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …  
  
# Flights that departed in January or February  
flights |>   
 filter(month == 1 | month == 2)  
#> # A tibble: 51,955 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 517 515 2 830 819 11 UA   
#> 2 2013 1 1 533 529 4 850 830 20 UA   
#> 3 2013 1 1 542 540 2 923 850 33 AA   
#> 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
#> 5 2013 1 1 554 600 -6 812 837 -25 DL   
#> 6 2013 1 1 554 558 -4 740 728 12 UA   
#> # … with 51,949 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

There’s a useful shortcut when you’re combining | and ==: %in%. It keeps rows where the variable equals one of the values on the right:

# A shorter way to select flights that departed in January or February  
flights |>   
 filter(month %in% c(1, 2))  
#> # A tibble: 51,955 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 517 515 2 830 819 11 UA   
#> 2 2013 1 1 533 529 4 850 830 20 UA   
#> 3 2013 1 1 542 540 2 923 850 33 AA   
#> 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
#> 5 2013 1 1 554 600 -6 812 837 -25 DL   
#> 6 2013 1 1 554 558 -4 740 728 12 UA   
#> # … with 51,949 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

We’ll come back to these comparisons and logical operators in more detail in [Chapter 14](#sec-logicals).

When you run filter() dplyr executes the filtering operation, creating a new data frame, and then prints it. It doesn’t modify the existing flights dataset because dplyr functions never modify their inputs. To save the result, you need to use the assignment operator, <-:

jan1 <- flights |>   
 filter(month == 1 & day == 1)

### 4.2.2 Common mistakes

When you’re starting out with R, the easiest mistake to make is to use = instead of == when testing for equality. filter() will let you know when this happens:

flights |>   
 filter(month = 1)  
#> Error in `filter()`:  
#> ! We detected a named input.  
#> ℹ This usually means that you've used `=` instead of `==`.  
#> ℹ Did you mean `month == 1`?

Another mistakes is you write “or” statements like you would in English:

flights |>   
 filter(month == 1 | 2)

This works, in the sense that it doesn’t throw an error, but it doesn’t do what you want. We’ll come back to what it does and why in [Section 17.6.2](#sec-boolean-operations).

### 4.2.3 arrange()

arrange() changes the order of the rows based on the value of the columns. It takes a data frame and a set of column names (or more complicated expressions) to order by. If you provide more than one column name, each additional column will be used to break ties in the values of preceding columns. For example, the following code sorts by the departure time, which is spread over four columns.

flights |>   
 arrange(year, month, day, dep\_time)  
#> # A tibble: 336,776 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 517 515 2 830 819 11 UA   
#> 2 2013 1 1 533 529 4 850 830 20 UA   
#> 3 2013 1 1 542 540 2 923 850 33 AA   
#> 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
#> 5 2013 1 1 554 600 -6 812 837 -25 DL   
#> 6 2013 1 1 554 558 -4 740 728 12 UA   
#> # … with 336,770 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

You can use desc() to re-order by a column in descending order. For example, this code shows the most delayed flights:

flights |>   
 arrange(desc(dep\_delay))  
#> # A tibble: 336,776 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 9 641 900 1301 1242 1530 1272 HA   
#> 2 2013 6 15 1432 1935 1137 1607 2120 1127 MQ   
#> 3 2013 1 10 1121 1635 1126 1239 1810 1109 MQ   
#> 4 2013 9 20 1139 1845 1014 1457 2210 1007 AA   
#> 5 2013 7 22 845 1600 1005 1044 1815 989 MQ   
#> 6 2013 4 10 1100 1900 960 1342 2211 931 DL   
#> # … with 336,770 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

You can combine arrange() and filter() to solve more complex problems. For example, we could look for the flights that were most delayed on arrival that left on roughly on time:

flights |>   
 filter(dep\_delay <= 10 & dep\_delay >= -10) |>   
 arrange(desc(arr\_delay))  
#> # A tibble: 239,109 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 11 1 658 700 -2 1329 1015 194 VX   
#> 2 2013 4 18 558 600 -2 1149 850 179 AA   
#> 3 2013 7 7 1659 1700 -1 2050 1823 147 US   
#> 4 2013 7 22 1606 1615 -9 2056 1831 145 DL   
#> 5 2013 9 19 648 641 7 1035 810 145 UA   
#> 6 2013 4 18 655 700 -5 1213 950 143 AA   
#> # … with 239,103 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

### 4.2.4 distinct()

distinct() finds all the unique rows in a dataset, so in a technical sense, it primarily operates on the rows. Most of the time, however, you’ll want the distinct combination of some variables, so you can also optionally supply column names:

# This would remove any duplicate rows if there were any  
flights |>   
 distinct()  
#> # A tibble: 336,776 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 517 515 2 830 819 11 UA   
#> 2 2013 1 1 533 529 4 850 830 20 UA   
#> 3 2013 1 1 542 540 2 923 850 33 AA   
#> 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
#> 5 2013 1 1 554 600 -6 812 837 -25 DL   
#> 6 2013 1 1 554 558 -4 740 728 12 UA   
#> # … with 336,770 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …  
  
# This finds all unique origin and destination pairs.  
flights |>   
 distinct(origin, dest)  
#> # A tibble: 224 × 2  
#> origin dest   
#> <chr> <chr>  
#> 1 EWR IAH   
#> 2 LGA IAH   
#> 3 JFK MIA   
#> 4 JFK BQN   
#> 5 LGA ATL   
#> 6 EWR ORD   
#> # … with 218 more rows

Note that if you want to find the number of duplicates, or rows that weren’t duplicated, you’re better off swapping distinct() for count() and then filtering as needed.

### 4.2.5 Exercises

1. Find all flights that
   1. Had an arrival delay of two or more hours
   2. Flew to Houston (IAH or HOU)
   3. Were operated by United, American, or Delta
   4. Departed in summer (July, August, and September)
   5. Arrived more than two hours late, but didn’t leave late
   6. Were delayed by at least an hour, but made up over 30 minutes in flight
2. Sort flights to find the flights with longest departure delays. Find the flights that left earliest in the morning.
3. Sort flights to find the fastest flights (Hint: try sorting by a calculation).
4. Was there a flight on every day of 2013?
5. Which flights traveled the farthest distance? Which traveled the least distance?
6. Does it matter what order you used filter() and arrange() if you’re using both? Why/why not? Think about the results and how much work the functions would have to do.

## 4.3 Columns

There are four important verbs that affect the columns without changing the rows: mutate(), select(), rename(), and relocate(). mutate() creates new columns that are functions of the existing columns; select(), rename(), and relocate() change which columns are present, their names, or their positions. We’ll also discuss pull() since it allows you to get a column out of data frame.

### 4.3.1 mutate()

The job of mutate() is to add new columns that are calculated from the existing columns. In the transform chapters, you’ll learn a large set of functions that you can use to manipulate different types of variables. For now, we’ll stick with basic algebra, which allows us to compute the gain, how much time a delayed flight made up in the air, and the speed in miles per hour:

flights |>   
 mutate(  
 gain = dep\_delay - arr\_delay,  
 speed = distance / air\_time \* 60  
 )  
#> # A tibble: 336,776 × 21  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 517 515 2 830 819 11 UA   
#> 2 2013 1 1 533 529 4 850 830 20 UA   
#> 3 2013 1 1 542 540 2 923 850 33 AA   
#> 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
#> 5 2013 1 1 554 600 -6 812 837 -25 DL   
#> 6 2013 1 1 554 558 -4 740 728 12 UA   
#> # … with 336,770 more rows, 11 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

By default, mutate() adds new columns on the right hand side of your dataset, which makes it difficult to see what’s happening here. We can use the .before argument to instead add the variables to the left hand side[[5]](#footnote-5):

flights |>   
 mutate(  
 gain = dep\_delay - arr\_delay,  
 speed = distance / air\_time \* 60,  
 .before = 1  
 )  
#> # A tibble: 336,776 × 21  
#> gain speed year month day dep\_time sched\_dep\_…¹ dep\_d…² arr\_t…³ sched…⁴  
#> <dbl> <dbl> <int> <int> <int> <int> <int> <dbl> <int> <int>  
#> 1 -9 370. 2013 1 1 517 515 2 830 819  
#> 2 -16 374. 2013 1 1 533 529 4 850 830  
#> 3 -31 408. 2013 1 1 542 540 2 923 850  
#> 4 17 517. 2013 1 1 544 545 -1 1004 1022  
#> 5 19 394. 2013 1 1 554 600 -6 812 837  
#> 6 -16 288. 2013 1 1 554 558 -4 740 728  
#> # … with 336,770 more rows, 11 more variables: arr\_delay <dbl>,  
#> # carrier <chr>, flight <int>, tailnum <chr>, origin <chr>, dest <chr>, …

The . is a sign that .before is an argument to the function, not the name of a new variable. You can also use .after to add after a variable, and in both .before and .after you can use the variable name instead of a position. For example, we could add the new variables after day:

flights |>   
 mutate(  
 gain = dep\_delay - arr\_delay,  
 speed = distance / air\_time \* 60,  
 .after = day  
 )  
#> # A tibble: 336,776 × 21  
#> year month day gain speed dep\_time sched\_dep\_…¹ dep\_d…² arr\_t…³ sched…⁴  
#> <int> <int> <int> <dbl> <dbl> <int> <int> <dbl> <int> <int>  
#> 1 2013 1 1 -9 370. 517 515 2 830 819  
#> 2 2013 1 1 -16 374. 533 529 4 850 830  
#> 3 2013 1 1 -31 408. 542 540 2 923 850  
#> 4 2013 1 1 17 517. 544 545 -1 1004 1022  
#> 5 2013 1 1 19 394. 554 600 -6 812 837  
#> 6 2013 1 1 -16 288. 554 558 -4 740 728  
#> # … with 336,770 more rows, 11 more variables: arr\_delay <dbl>,  
#> # carrier <chr>, flight <int>, tailnum <chr>, origin <chr>, dest <chr>, …

Alternatively, you can control which variables are kept with the .keep argument. A particularly useful argument is "used" which allows you to see the inputs and outputs from your calculations:

flights |>   
 mutate(  
 gain = dep\_delay - arr\_delay,  
 hours = air\_time / 60,  
 gain\_per\_hour = gain / hours,  
 .keep = "used"  
 )  
#> # A tibble: 336,776 × 6  
#> dep\_delay arr\_delay air\_time gain hours gain\_per\_hour  
#> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
#> 1 2 11 227 -9 3.78 -2.38  
#> 2 4 20 227 -16 3.78 -4.23  
#> 3 2 33 160 -31 2.67 -11.6   
#> 4 -1 -18 183 17 3.05 5.57  
#> 5 -6 -25 116 19 1.93 9.83  
#> 6 -4 12 150 -16 2.5 -6.4   
#> # … with 336,770 more rows

### 4.3.2 select()

It’s not uncommon to get datasets with hundreds or even thousands of variables. In this situation, the first challenge is often just focusing on the variables you’re interested in. select() allows you to rapidly zoom in on a useful subset using operations based on the names of the variables. select() is not terribly useful with the flights data because we only have 19 variables, but you can still get the general idea of how it works:

# Select columns by name  
flights |>   
 select(year, month, day)  
#> # A tibble: 336,776 × 3  
#> year month day  
#> <int> <int> <int>  
#> 1 2013 1 1  
#> 2 2013 1 1  
#> 3 2013 1 1  
#> 4 2013 1 1  
#> 5 2013 1 1  
#> 6 2013 1 1  
#> # … with 336,770 more rows  
  
# Select all columns between year and day (inclusive)  
flights |>   
 select(year:day)  
#> # A tibble: 336,776 × 3  
#> year month day  
#> <int> <int> <int>  
#> 1 2013 1 1  
#> 2 2013 1 1  
#> 3 2013 1 1  
#> 4 2013 1 1  
#> 5 2013 1 1  
#> 6 2013 1 1  
#> # … with 336,770 more rows  
  
# Select all columns except those from year to day (inclusive)  
flights |>   
 select(!year:day)  
#> # A tibble: 336,776 × 16  
#> dep\_time sched\_dep…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier flight tailnum  
#> <int> <int> <dbl> <int> <int> <dbl> <chr> <int> <chr>   
#> 1 517 515 2 830 819 11 UA 1545 N14228   
#> 2 533 529 4 850 830 20 UA 1714 N24211   
#> 3 542 540 2 923 850 33 AA 1141 N619AA   
#> 4 544 545 -1 1004 1022 -18 B6 725 N804JB   
#> 5 554 600 -6 812 837 -25 DL 461 N668DN   
#> 6 554 558 -4 740 728 12 UA 1696 N39463   
#> # … with 336,770 more rows, 7 more variables: origin <chr>, dest <chr>,  
#> # air\_time <dbl>, distance <dbl>, hour <dbl>, minute <dbl>, …  
  
# Select all columns that are characters  
flights |>   
 select(where(is.character))  
#> # A tibble: 336,776 × 4  
#> carrier tailnum origin dest   
#> <chr> <chr> <chr> <chr>  
#> 1 UA N14228 EWR IAH   
#> 2 UA N24211 LGA IAH   
#> 3 AA N619AA JFK MIA   
#> 4 B6 N804JB JFK BQN   
#> 5 DL N668DN LGA ATL   
#> 6 UA N39463 EWR ORD   
#> # … with 336,770 more rows

There are a number of helper functions you can use within select():

* starts\_with("abc"): matches names that begin with “abc”.
* ends\_with("xyz"): matches names that end with “xyz”.
* contains("ijk"): matches names that contain “ijk”.
* num\_range("x", 1:3): matches x1, x2 and x3.

See ?select for more details. Once you know regular expressions (the topic of [Chapter 17](#sec-regular-expressions)) you’ll also be able to use matches() to select variables that match a pattern.

You can rename variables as you select() them by using =. The new name appears on the left hand side of the =, and the old variable appears on the right hand side:

flights |>   
 select(tail\_num = tailnum)  
#> # A tibble: 336,776 × 1  
#> tail\_num  
#> <chr>   
#> 1 N14228   
#> 2 N24211   
#> 3 N619AA   
#> 4 N804JB   
#> 5 N668DN   
#> 6 N39463   
#> # … with 336,770 more rows

### 4.3.3 rename()

If you just want to keep all the existing variables and just want to rename a few, you can use rename() instead of select():

flights |>   
 rename(tail\_num = tailnum)  
#> # A tibble: 336,776 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 517 515 2 830 819 11 UA   
#> 2 2013 1 1 533 529 4 850 830 20 UA   
#> 3 2013 1 1 542 540 2 923 850 33 AA   
#> 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
#> 5 2013 1 1 554 600 -6 812 837 -25 DL   
#> 6 2013 1 1 554 558 -4 740 728 12 UA   
#> # … with 336,770 more rows, 9 more variables: flight <int>, tail\_num <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

It works exactly the same way as select(), but keeps all the variables that aren’t explicitly selected.

If you have a bunch of inconsistently named columns and it would be painful to fix them all by hand, check out janitor::clean\_names() which provides some useful automated cleaning.

### 4.3.4 relocate()

Use relocate() to move variables around. You might want to collect related variables together or move important variables to the front. By default relocate() moves variables to the front:

flights |>   
 relocate(time\_hour, air\_time)  
#> # A tibble: 336,776 × 19  
#> time\_hour air\_time year month day dep\_time sched\_dep…¹ dep\_d…²  
#> <dttm> <dbl> <int> <int> <int> <int> <int> <dbl>  
#> 1 2013-01-01 05:00:00 227 2013 1 1 517 515 2  
#> 2 2013-01-01 05:00:00 227 2013 1 1 533 529 4  
#> 3 2013-01-01 05:00:00 160 2013 1 1 542 540 2  
#> 4 2013-01-01 05:00:00 183 2013 1 1 544 545 -1  
#> 5 2013-01-01 06:00:00 116 2013 1 1 554 600 -6  
#> 6 2013-01-01 05:00:00 150 2013 1 1 554 558 -4  
#> # … with 336,770 more rows, 11 more variables: arr\_time <int>,  
#> # sched\_arr\_time <int>, arr\_delay <dbl>, carrier <chr>, flight <int>, …

But you can use the same .before and .after arguments as mutate() to choose where to put them:

flights |>   
 relocate(year:dep\_time, .after = time\_hour)  
#> # A tibble: 336,776 × 19  
#> sched…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier flight tailnum origin dest   
#> <int> <dbl> <int> <int> <dbl> <chr> <int> <chr> <chr> <chr>  
#> 1 515 2 830 819 11 UA 1545 N14228 EWR IAH   
#> 2 529 4 850 830 20 UA 1714 N24211 LGA IAH   
#> 3 540 2 923 850 33 AA 1141 N619AA JFK MIA   
#> 4 545 -1 1004 1022 -18 B6 725 N804JB JFK BQN   
#> 5 600 -6 812 837 -25 DL 461 N668DN LGA ATL   
#> 6 558 -4 740 728 12 UA 1696 N39463 EWR ORD   
#> # … with 336,770 more rows, 9 more variables: air\_time <dbl>,  
#> # distance <dbl>, hour <dbl>, minute <dbl>, time\_hour <dttm>, …  
flights |>   
 relocate(starts\_with("arr"), .before = dep\_time)  
#> # A tibble: 336,776 × 19  
#> year month day arr\_time arr\_de…¹ dep\_t…² sched…³ dep\_d…⁴ sched…⁵ carrier  
#> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <int> <chr>   
#> 1 2013 1 1 830 11 517 515 2 819 UA   
#> 2 2013 1 1 850 20 533 529 4 830 UA   
#> 3 2013 1 1 923 33 542 540 2 850 AA   
#> 4 2013 1 1 1004 -18 544 545 -1 1022 B6   
#> 5 2013 1 1 812 -25 554 600 -6 837 DL   
#> 6 2013 1 1 740 12 554 558 -4 728 UA   
#> # … with 336,770 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

### 4.3.5 Exercises

1. Compare dep\_time, sched\_dep\_time, and dep\_delay. How would you expect those three numbers to be related?
2. Brainstorm as many ways as possible to select dep\_time, dep\_delay, arr\_time, and arr\_delay from flights.
3. What happens if you include the name of a variable multiple times in a select() call?
4. What does the any\_of() function do? Why might it be helpful in conjunction with this vector?

* variables <- c("year", "month", "day", "dep\_delay", "arr\_delay")

1. Does the result of running the following code surprise you? How do the select helpers deal with case by default? How can you change that default?

* select(flights, contains("TIME"))

## 4.4 Groups

So far you’ve learned about functions that work with rows and columns. dplyr gets even more powerful when you add in the ability to work with groups. In this section, we’ll focus on the most important functions: group\_by(), summarize(), and the slice family of functions.

### 4.4.1 group\_by()

Use group\_by() to divide your dataset into groups meaningful for your analysis:

flights |>   
 group\_by(month)  
#> # A tibble: 336,776 × 19  
#> # Groups: month [12]  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 517 515 2 830 819 11 UA   
#> 2 2013 1 1 533 529 4 850 830 20 UA   
#> 3 2013 1 1 542 540 2 923 850 33 AA   
#> 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
#> 5 2013 1 1 554 600 -6 812 837 -25 DL   
#> 6 2013 1 1 554 558 -4 740 728 12 UA   
#> # … with 336,770 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

group\_by() doesn’t change the data but, if you look closely at the output, you’ll notice that it’s now “grouped by” month. This means subsequent operations will now work “by month”. group\_by() doesn’t do anything by itself; instead it changes the behavior of the subsequent verbs.

### 4.4.2 summarize()

The most important grouped operation is a summary, which collapses each group to a single row. In dplyr, this is operation is performed by summarize()[[6]](#footnote-6), as shown by the following example, which computes the average departure delay by month:

flights |>   
 group\_by(month) |>   
 summarize(  
 delay = mean(dep\_delay)  
 )  
#> # A tibble: 12 × 2  
#> month delay  
#> <int> <dbl>  
#> 1 1 NA  
#> 2 2 NA  
#> 3 3 NA  
#> 4 4 NA  
#> 5 5 NA  
#> 6 6 NA  
#> # … with 6 more rows

Uhoh! Something has gone wrong and all of our results are NA (pronounced “N-A”), R’s symbol for missing value. We’ll come back to discuss missing values in [Chapter 20](#sec-missing-values), but for now we’ll remove them by using na.rm = TRUE:

flights |>   
 group\_by(month) |>   
 summarize(  
 delay = mean(dep\_delay, na.rm = TRUE)  
 )  
#> # A tibble: 12 × 2  
#> month delay  
#> <int> <dbl>  
#> 1 1 10.0  
#> 2 2 10.8  
#> 3 3 13.2  
#> 4 4 13.9  
#> 5 5 13.0  
#> 6 6 20.8  
#> # … with 6 more rows

You can create any number of summaries in a single call to summarize(). You’ll learn various useful summaries in the upcoming chapters, but one very useful summary is n(), which returns the number of rows in each group:

flights |>   
 group\_by(month) |>   
 summarize(  
 delay = mean(dep\_delay, na.rm = TRUE),   
 n = n()  
 )  
#> # A tibble: 12 × 3  
#> month delay n  
#> <int> <dbl> <int>  
#> 1 1 10.0 27004  
#> 2 2 10.8 24951  
#> 3 3 13.2 28834  
#> 4 4 13.9 28330  
#> 5 5 13.0 28796  
#> 6 6 20.8 28243  
#> # … with 6 more rows

Means and counts can get you a surprisingly long way in data science!

### 4.4.3 The slice\_ functions

There are five handy functions that allow you pick off specific rows within each group:

* df |> slice\_head(n = 1) takes the first row from each group.
* df |> slice\_tail(n = 1) takes the last row in each group.
* df |> slice\_min(x, n = 1) takes the row with the smallest value of x.
* df |> slice\_max(x, n = 1) takes the row with the largest value of x.
* df |> slice\_sample(n = 1) takes one random row.

You can vary n to select more than one row, or instead of n =, you can use prop = 0.1 to select (e.g.) 10% of the rows in each group. For example, the following code finds the most delayed flight to each destination:

flights |>   
 group\_by(dest) |>   
 slice\_max(arr\_delay, n = 1)  
#> # A tibble: 108 × 19  
#> # Groups: dest [105]  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 7 22 2145 2007 98 132 2259 153 B6   
#> 2 2013 7 23 1139 800 219 1250 909 221 B6   
#> 3 2013 1 25 123 2000 323 229 2101 328 EV   
#> 4 2013 8 17 1740 1625 75 2042 2003 39 UA   
#> 5 2013 7 22 2257 759 898 121 1026 895 DL   
#> 6 2013 7 10 2056 1505 351 2347 1758 349 UA   
#> # … with 102 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

This is similar to computing the max delay with summarize(), but you get the whole row instead of the single summary:

flights |>   
 group\_by(dest) |>   
 summarize(max\_delay = max(arr\_delay, na.rm = TRUE))  
#> Warning: There was 1 warning in `summarize()`.  
#> ℹ In argument: `max\_delay = max(arr\_delay, na.rm = TRUE)`.  
#> ℹ In group 52: `dest = "LGA"`.  
#> Caused by warning in `max()`:  
#> ! no non-missing arguments to max; returning -Inf  
#> # A tibble: 105 × 2  
#> dest max\_delay  
#> <chr> <dbl>  
#> 1 ABQ 153  
#> 2 ACK 221  
#> 3 ALB 328  
#> 4 ANC 39  
#> 5 ATL 895  
#> 6 AUS 349  
#> # … with 99 more rows

### 4.4.4 Grouping by multiple variables

You can create groups using more than one variable. For example, we could make a group for each day:

daily <- flights |>   
 group\_by(year, month, day)  
daily  
#> # A tibble: 336,776 × 19  
#> # Groups: year, month, day [365]  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 517 515 2 830 819 11 UA   
#> 2 2013 1 1 533 529 4 850 830 20 UA   
#> 3 2013 1 1 542 540 2 923 850 33 AA   
#> 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
#> 5 2013 1 1 554 600 -6 812 837 -25 DL   
#> 6 2013 1 1 554 558 -4 740 728 12 UA   
#> # … with 336,770 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

When you summarize a tibble grouped by more than one variable, each summary peels off the last group. In hindsight, this wasn’t great way to make this function work, but it’s difficult to change without breaking existing code. To make it obvious what’s happening, dplyr displays a message that tells you how you can change this behavior:

daily\_flights <- daily |>   
 summarize(  
 n = n()  
 )  
#> `summarise()` has grouped output by 'year', 'month'. You can override using  
#> the `.groups` argument.

If you’re happy with this behavior, you can explicitly request it in order to suppress the message:

daily\_flights <- daily |>   
 summarize(  
 n = n(),   
 .groups = "drop\_last"  
 )

Alternatively, change the default behavior by setting a different value, e.g. "drop" to drop all grouping or "keep" to preserve the same groups.

### 4.4.5 Ungrouping

You might also want to remove grouping outside of summarize(). You can do this with ungroup().

daily |>   
 ungroup() |>  
 summarize(  
 delay = mean(dep\_delay, na.rm = TRUE),   
 flights = n()  
 )  
#> # A tibble: 1 × 2  
#> delay flights  
#> <dbl> <int>  
#> 1 12.6 336776

As you can see, when you summarize an ungrouped data frame, you get a single row back because dplyr treats all the rows in an ungrouped data frame as belonging to one group.

### 4.4.6 Exercises

1. Which carrier has the worst delays? Challenge: can you disentangle the effects of bad airports vs. bad carriers? Why/why not? (Hint: think about flights |> group\_by(carrier, dest) |> summarize(n()))
2. Find the most delayed flight to each destination.
3. How do delays vary over the course of the day. Illustrate your answer with a plot.
4. What happens if you supply a negative n to slice\_min() and friends?
5. Explain what count() does in terms of the dplyr verbs you just learned. What does the sort argument to count() do?
6. Suppose we have the following tiny data frame:

* df <- tibble(  
   x = 1:5,  
   y = c("a", "b", "a", "a", "b"),  
   z = c("K", "K", "L", "L", "K")  
  )
  1. What does the following code do? Run it, analyze the result, and describe what group\_by() does.
  + df |>  
     group\_by(y)
  1. What does the following code do? Run it, analyze the result, and describe what arrange() does. Also comment on how it’s different from the group\_by() in part (a)?
  + df |>  
     arrange(y)
  1. What does the following code do? Run it, analyze the result, and describe what the pipeline does.
  + df |>  
     group\_by(y) |>  
     summarize(mean\_x = mean(x))
  1. What does the following code do? Run it, analyze the result, and describe what the pipeline does. Then, comment on what the message says.
  + df |>  
     group\_by(y, z) |>  
     summarize(mean\_x = mean(x))
  1. What does the following code do? Run it, analyze the result, and describe what the pipeline does. How is the output different from the one in part (d).
  + df |>  
     group\_by(y, z) |>  
     summarize(mean\_x = mean(x), .groups = "drop")
  1. What do the following pipelines do? Run both, analyze the results, and describe what each pipeline does. How are the outputs of the two pipelines different?
  + df |>  
     group\_by(y, z) |>  
     summarize(mean\_x = mean(x))  
      
    df |>  
     group\_by(y, z) |>  
     mutate(mean\_x = mean(x))

## 4.5 Case study: aggregates and sample size

Whenever you do any aggregation, it’s always a good idea to include a count (n()). That way, you can ensure that you’re not drawing conclusions based on very small amounts of data. For example, let’s look at the planes (identified by their tail number) that have the highest average delays:

delays <- flights |>   
 filter(!is.na(arr\_delay), !is.na(tailnum)) |>   
 group\_by(tailnum) |>   
 summarize(  
 delay = mean(arr\_delay, na.rm = TRUE),  
 n = n()  
 )  
  
ggplot(delays, aes(x = delay)) +   
 geom\_freqpoly(binwidth = 10)

|  |
| --- |
|  |

Wow, there are some planes that have an *average* delay of 5 hours (300 minutes)! That seems pretty surprising, so lets draw a scatterplot of number of flights vs. average delay:

ggplot(delays, aes(x = n, y = delay)) +   
 geom\_point(alpha = 1/10)

|  |
| --- |
|  |

Not surprisingly, there is much greater variation in the average delay when there are few flights for a given plane. The shape of this plot is very characteristic: whenever you plot a mean (or other summary) vs. group size, you’ll see that the variation decreases as the sample size increases[[7]](#footnote-7).

When looking at this sort of plot, it’s often useful to filter out the groups with the smallest numbers of observations, so you can see more of the pattern and less of the extreme variation in the smallest groups:

delays |>   
 filter(n > 25) |>   
 ggplot(aes(x = n, y = delay)) +   
 geom\_point(alpha = 1/10) +   
 geom\_smooth(se = FALSE)

|  |
| --- |
|  |

Note the handy pattern for combining ggplot2 and dplyr. It’s a bit annoying that you have to switch from |> to +, but it’s not too much of a hassle once you get the hang of it.

There’s another common variation on this pattern that we can see in some data about baseball players. The following code uses data from the **Lahman** package to compare what proportion of times a player hits the ball vs. the number of attempts they take:

batters <- Lahman::Batting |>   
 group\_by(playerID) |>   
 summarize(  
 perf = sum(H, na.rm = TRUE) / sum(AB, na.rm = TRUE),  
 n = sum(AB, na.rm = TRUE)  
 )  
batters  
#> # A tibble: 20,166 × 3  
#> playerID perf n  
#> <chr> <dbl> <int>  
#> 1 aardsda01 0 4  
#> 2 aaronha01 0.305 12364  
#> 3 aaronto01 0.229 944  
#> 4 aasedo01 0 5  
#> 5 abadan01 0.0952 21  
#> 6 abadfe01 0.111 9  
#> # … with 20,160 more rows

When we plot the skill of the batter (measured by the batting average, ba) against the number of opportunities to hit the ball (measured by at bat, ab), you see two patterns:

1. As above, the variation in our aggregate decreases as we get more data points.
2. There’s a positive correlation between skill (perf) and opportunities to hit the ball (n) because obviously teams want to give their best batters the most opportunities to hit the ball.

batters |>   
 filter(n > 100) |>   
 ggplot(aes(x = n, y = perf)) +  
 geom\_point(alpha = 1 / 10) +   
 geom\_smooth(se = FALSE)

|  |
| --- |
|  |

This also has important implications for ranking. If you naively sort on desc(ba), the people with the best batting averages are clearly lucky, not skilled:

batters |>   
 arrange(desc(perf))  
#> # A tibble: 20,166 × 3  
#> playerID perf n  
#> <chr> <dbl> <int>  
#> 1 abramge01 1 1  
#> 2 alberan01 1 1  
#> 3 banisje01 1 1  
#> 4 bartocl01 1 1  
#> 5 bassdo01 1 1  
#> 6 birasst01 1 2  
#> # … with 20,160 more rows

You can find a good explanation of this problem and how to overcome it at <http://varianceexplained.org/r/empirical_bayes_baseball/> and <https://www.evanmiller.org/how-not-to-sort-by-average-rating.html>.

## 4.6 Summary

In this chapter, you’ve learned the tools that dplyr provides for working with data frames. The tools are roughly grouped into three categories: those that manipulate the rows (like filter() and arrange(), those that manipulate the columns (like select() and mutate()), and those that manipulate groups (like group\_by() and summarize()). In this chapter, we’ve focused on these “whole data frame” tools, but you haven’t yet learned much about what you can do with the individual variable. We’ll come back to that in the Transform part of the book, where each chapter will give you tools for a specific type of variable.

For now, we’ll pivot back to workflow, and in the next chapter you’ll learn more about the pipe, |>, why we recommend it, and a little of the history that lead from magrittr’s %>% to base R’s |>.

# 5. Workflow: pipes

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

The pipe, |>, is a powerful tool for clearly expressing a sequence of operations that transform an object. We briefly introduced pipes in the previous chapter, but before going further, we want to give a few more details and discuss %>%, a predecessor to |>.

To add the pipe to your code, we recommend using the build-in keyboard shortcut Ctrl/Cmd + Shift + M. You’ll need to make one change to your RStudio options to use |> instead of %>% as shown in [Figure 5.1](#fig-pipe-options); more on %>% shortly.

|  |
| --- |
| Figure 5.1: To insert |>, make sure the “Use native pipe operator” option is checked. |

## 5.1 Why use a pipe?

Each individual dplyr verb is quite simple, so solving complex problems typically requires combining multiple verbs. For example, the last chapter finished with a moderately complex pipe:

flights |>   
 filter(!is.na(arr\_delay), !is.na(tailnum)) |>   
 group\_by(tailnum) |>   
 summarize(  
 delay = mean(arr\_delay, na.rm = TRUE),  
 n = n()  
 )

Even though this pipe has four steps, it’s easy to skim because the verbs come at the start of each line: start with the flights data, then filter, then group, then summarize.

What would happen if we didn’t have the pipe? We could nest each function call inside the previous call:

summarize(  
 group\_by(  
 filter(  
 flights,   
 !is.na(arr\_delay), !is.na(tailnum)  
 ),  
 tailnum  
 ),   
 delay = mean(arr\_delay, na.rm = TRUE  
 ),   
 n = n()  
)

Or we could use a bunch of intermediate variables:

flights1 <- filter(flights, !is.na(arr\_delay), !is.na(tailnum))  
flights2 <- group\_by(flights1, tailnum)   
flights3 <- summarize(flight2,  
 delay = mean(arr\_delay, na.rm = TRUE),  
 n = n()  
)

While both forms have their time and place, the pipe generally produces data analysis code that is easier to write and read.

## 5.2 magrittr and the %>% pipe

If you’ve been using the tidyverse for a while, you might be familiar with the %>% pipe provided by the **magrittr** package. The magrittr package is included in the core tidyverse, so you can use %>% whenever you load the tidyverse:

library(tidyverse)  
  
mtcars %>%   
 group\_by(cyl) %>%  
 summarize(n = n())  
#> # A tibble: 3 × 2  
#> cyl n  
#> <dbl> <int>  
#> 1 4 11  
#> 2 6 7  
#> 3 8 14

For simple cases, |> and %>% behave identically. So why do we recommend the base pipe? Firstly, because it’s part of base R, it’s always available for you to use, even when you’re not using the tidyverse. Secondly, |> is quite a bit simpler than %>%: in the time between the invention of %>% in 2014 and the inclusion of |> in R 4.1.0 in 2021, we gained a better understanding of the pipe. This allowed the base implementation to jettison infrequently used and less important features.

## 5.3 |> vs. %>%

While |> and %>% behave identically for simple cases, there are a few crucial differences. These are most likely to affect you if you’re a long-term user of %>% who has taken advantage of some of the more advanced features. But they’re still good to know about even if you’ve never used %>% because you’re likely to encounter some of them when reading wild-caught code.

* By default, the pipe passes the object on its left-hand side to the first argument of the function on the right-hand side. %>% allows you to change the placement with a . placeholder. For example, x %>% f(1) is equivalent to f(x, 1) but x %>% f(1, .) is equivalent to f(1, x). R 4.2.0 added a \_ placeholder to the base pipe, with one additional restriction: the argument has to be named. For example, x |> f(1, y = \_) is equivalent to f(1, y = x).
* The |> placeholder is deliberately simple and can’t replicate many features of the %>% placeholder: you can’t pass it to multiple arguments, and it doesn’t have any special behavior when the placeholder is used inside another function. For example, df %>% split(.$var) is equivalent to split(df, df$var) and df %>% {split(.$x, .$y)} is equivalent to split(df$x, df$y).
* With %>%, you can use . on the left-hand side of operators like $, [[, [ (which you’ll learn about in [Section 29.1](#sec-subset-many)), so you can extract a single column from a data frame with (e.g.) mtcars %>% .$cyl. A future version of R may add similar support for |> and \_. For the special case of extracting a column out of a data frame, you can also use dplyr::pull():
* mtcars |> pull(cyl)  
  #> [1] 6 6 4 6 8 6 8 4 4 6 6 8 8 8 8 8 8 4 4 4 4 8 8 8 8 4 4 4 8 6 8 4
* %>% allows you to drop the parentheses when calling a function with no other arguments; |> always requires the parentheses.
* %>% allows you to start a pipe with . to create a function rather than immediately executing the pipe; this is not supported by the base pipe.

Luckily there’s no need to commit entirely to one pipe or the other — you can use the base pipe for the majority of cases where it’s sufficient and use the magrittr pipe when you really need its special features.

## 5.4 |> vs. +

Sometimes we’ll turn the end of a data transformation pipeline into a plot. Watch for the transition from |> to +. We wish this transition wasn’t necessary, but unfortunately, ggplot2 was created before the pipe was discovered.

diamonds |>   
 count(cut, clarity) |>   
 ggplot(aes(x = clarity, y = cut, fill = n)) +   
 geom\_tile()

## 5.5 Summary

In this chapter, you’ve learned more about the pipe: why we recommend it and some of the history that lead to |>. The pipe is important because you’ll use it again and again throughout your analysis, but hopefully, it will quickly become invisible, and your fingers will type it (or use the keyboard shortcut) without your brain having to think too much about it.

In the next chapter, we switch back to data science tools, learning about tidy data. Tidy data is a consistent way of organizing your data frames that is used throughout the tidyverse. This consistency makes your life easier because once you have tidy data, it just works with the vast majority of tidyverse functions. Of course, life is never easy, and most datasets you encounter in the wild will not already be tidy. So we’ll also teach you how to use the tidyr package to tidy your untidy data.

# 6. Data tidying

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 6.1 Introduction

“Happy families are all alike; every unhappy family is unhappy in its own way.”  
— Leo Tolstoy

“Tidy datasets are all alike, but every messy dataset is messy in its own way.”  
— Hadley Wickham

In this chapter, you will learn a consistent way to organize your data in R using a system called **tidy data**. Getting your data into this format requires some work up front, but that work pays off in the long term. Once you have tidy data and the tidy tools provided by packages in the tidyverse, you will spend much less time munging data from one representation to another, allowing you to spend more time on the data questions you care about.

In this chapter, you’ll first learn the definition of tidy data and see it applied to a simple toy dataset. Then we’ll dive into the primary tool you’ll use for tidying data: pivoting. Pivoting allows you to change the form of your data without changing any of the values.

### 6.1.1 Prerequisites

In this chapter, we’ll focus on tidyr, a package that provides a bunch of tools to help tidy up your messy datasets. tidyr is a member of the core tidyverse.

library(tidyverse)

From this chapter on, we’ll suppress the loading message from library(tidyverse).

## 6.2 Tidy data

You can represent the same underlying data in multiple ways. The example below shows the same data organized in three different ways. Each dataset shows the same values of four variables: *country*, *year*, *population*, and *cases* of TB (tuberculosis), but each dataset organizes the values in a different way.

table1  
#> # A tibble: 6 × 4  
#> country year cases population  
#> <chr> <dbl> <dbl> <dbl>  
#> 1 Afghanistan 1999 745 19987071  
#> 2 Afghanistan 2000 2666 20595360  
#> 3 Brazil 1999 37737 172006362  
#> 4 Brazil 2000 80488 174504898  
#> 5 China 1999 212258 1272915272  
#> 6 China 2000 213766 1280428583  
  
table2  
#> # A tibble: 12 × 4  
#> country year type count  
#> <chr> <dbl> <chr> <dbl>  
#> 1 Afghanistan 1999 cases 745  
#> 2 Afghanistan 1999 population 19987071  
#> 3 Afghanistan 2000 cases 2666  
#> 4 Afghanistan 2000 population 20595360  
#> 5 Brazil 1999 cases 37737  
#> 6 Brazil 1999 population 172006362  
#> # … with 6 more rows  
  
table3  
#> # A tibble: 6 × 4  
#> country type `1999` `2000`  
#> <chr> <chr> <dbl> <dbl>  
#> 1 Afghanistan cases 745 2666  
#> 2 Afghanistan population 19987071 20595360  
#> 3 Brazil cases 37737 80488  
#> 4 Brazil population 172006362 174504898  
#> 5 China cases 212258 213766  
#> 6 China population 1272915272 1280428583

These are all representations of the same underlying data, but they are not equally easy to use. One of them, table1, will be much easier to work with inside the tidyverse because it’s **tidy**.

There are three interrelated rules that make a dataset tidy:

1. Each variable is a column; each column is a variable.
2. Each observation is a row; each row is an observation.
3. Each value is a cell; each cell is a single value.

[Figure 6.1](#fig-tidy-structure) shows the rules visually.

|  |
| --- |
| Figure 6.1: The following three rules make a dataset tidy: variables are columns, observations are rows, and values are cells. |

Why ensure that your data is tidy? There are two main advantages:

1. There’s a general advantage to picking one consistent way of storing data. If you have a consistent data structure, it’s easier to learn the tools that work with it because they have an underlying uniformity.
2. There’s a specific advantage to placing variables in columns because it allows R’s vectorized nature to shine. As you learned in [Section 4.3.1](#sec-mutate) and [Section 4.4.2](#sec-summarize), most built-in R functions work with vectors of values. That makes transforming tidy data feel particularly natural.

dplyr, ggplot2, and all the other packages in the tidyverse are designed to work with tidy data. Here are a few small examples showing how you might work with table1.

# Compute rate per 10,000  
table1 |>  
 mutate(rate = cases / population \* 10000)  
#> # A tibble: 6 × 5  
#> country year cases population rate  
#> <chr> <dbl> <dbl> <dbl> <dbl>  
#> 1 Afghanistan 1999 745 19987071 0.373  
#> 2 Afghanistan 2000 2666 20595360 1.29   
#> 3 Brazil 1999 37737 172006362 2.19   
#> 4 Brazil 2000 80488 174504898 4.61   
#> 5 China 1999 212258 1272915272 1.67   
#> 6 China 2000 213766 1280428583 1.67  
  
# Compute cases per year  
table1 |>  
 count(year, wt = cases)  
#> # A tibble: 2 × 2  
#> year n  
#> <dbl> <dbl>  
#> 1 1999 250740  
#> 2 2000 296920  
  
# Visualise changes over time  
ggplot(table1, aes(x = year, y = cases)) +  
 geom\_line(aes(group = country), color = "grey50") +  
 geom\_point(aes(color = country, shape = country)) +  
 scale\_x\_continuous(breaks = c(1999, 2000))

|  |
| --- |
|  |

### 6.2.1 Exercises

1. Using words, describe how the variables and observations are organised in each of the sample tables.
2. Sketch out the process you’d use to calculate the rate for table2 and table3. You will need to perform four operations:
   1. Extract the number of TB cases per country per year.
   2. Extract the matching population per country per year.
   3. Divide cases by population, and multiply by 10000.
   4. Store back in the appropriate place.

* You haven’t yet learned all the functions you’d need to actually perform these operations, but you should still be able to think through the transformations you’d need.

## 6.3 Lengthening data

The principles of tidy data might seem so obvious that you wonder if you’ll ever encounter a dataset that isn’t tidy. Unfortunately, however, most real data is untidy. There are two main reasons:

1. Data is often organised to facilitate some goal other than analysis. For example, it’s common for data to be structured to make data entry, not analysis, easy.
2. Most people aren’t familiar with the principles of tidy data, and it’s hard to derive them yourself unless you spend a lot of time working with data.

This means that most real analyses will require at least a little tidying. You’ll begin by figuring out what the underlying variables and observations are. Sometimes this is easy; other times you’ll need to consult with the people who originally generated the data. Next, you’ll **pivot** your data into a tidy form, with variables in the columns and observations in the rows.

tidyr provides two functions for pivoting data: pivot\_longer() and pivot\_wider(). We’ll first start with pivot\_longer() because it’s the most common case. Let’s dive into some examples.

### 6.3.1 Data in column names

The billboard dataset records the billboard rank of songs in the year 2000:

billboard  
#> # A tibble: 317 × 79  
#> artist track date.ent…¹ wk1 wk2 wk3 wk4 wk5 wk6  
#> <chr> <chr> <date> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
#> 1 2 Pac Baby Don't Cry… 2000-02-26 87 82 72 77 87 94  
#> 2 2Ge+her The Hardest Pa… 2000-09-02 91 87 92 NA NA NA  
#> 3 3 Doors Down Kryptonite 2000-04-08 81 70 68 67 66 57  
#> 4 3 Doors Down Loser 2000-10-21 76 76 72 69 67 65  
#> 5 504 Boyz Wobble Wobble 2000-04-15 57 34 25 17 17 31  
#> 6 98^0 Give Me Just O… 2000-08-19 51 39 34 26 26 19  
#> # … with 311 more rows, 70 more variables: wk7 <dbl>, wk8 <dbl>, wk9 <dbl>,  
#> # wk10 <dbl>, wk11 <dbl>, wk12 <dbl>, wk13 <dbl>, wk14 <dbl>, …

In this dataset, each observation is a song. The first three columns (artist, track and date.entered) are variables that describe the song. Then we have 76 columns (wk1-wk76) that describe the rank of the song in each week. Here, the column names are one variable (the week) and the cell values are another (the rank).

To tidy this data, we’ll use pivot\_longer(). After the data, there are three key arguments:

* cols specifies which columns need to be pivoted, i.e. which columns aren’t variables. This argument uses the same syntax as select() so here we could use !c(artist, track, date.entered) or starts\_with("wk").
* names\_to names of the variable stored in the column names, here "week".
* values\_to names the variable stored in the cell values, here "rank".

That gives the following call:

billboard |>   
 pivot\_longer(  
 cols = starts\_with("wk"),   
 names\_to = "week",   
 values\_to = "rank"  
 )  
#> # A tibble: 24,092 × 5  
#> artist track date.entered week rank  
#> <chr> <chr> <date> <chr> <dbl>  
#> 1 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk1 87  
#> 2 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk2 82  
#> 3 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk3 72  
#> 4 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk4 77  
#> 5 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk5 87  
#> 6 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk6 94  
#> 7 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk7 99  
#> 8 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk8 NA  
#> 9 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk9 NA  
#> 10 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk10 NA  
#> # … with 24,082 more rows

What happens if a song is in the top 100 for less than 76 weeks? Take 2 Pac’s “Baby Don’t Cry”, for example. The above output suggests that it was only the top 100 for 7 weeks, and all the remaining weeks are filled in with missing values. These NAs don’t really represent unknown observations; they’re forced to exist by the structure of the dataset[[8]](#footnote-8), so we can ask pivot\_longer() to get rid of them by setting values\_drop\_na = TRUE:

billboard |>   
 pivot\_longer(  
 cols = starts\_with("wk"),   
 names\_to = "week",   
 values\_to = "rank",  
 values\_drop\_na = TRUE  
 )  
#> # A tibble: 5,307 × 5  
#> artist track date.entered week rank  
#> <chr> <chr> <date> <chr> <dbl>  
#> 1 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk1 87  
#> 2 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk2 82  
#> 3 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk3 72  
#> 4 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk4 77  
#> 5 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk5 87  
#> 6 2 Pac Baby Don't Cry (Keep... 2000-02-26 wk6 94  
#> # … with 5,301 more rows

You might also wonder what happens if a song is in the top 100 for more than 76 weeks? We can’t tell from this data, but you might guess that additional columns wk77, wk78, … would be added to the dataset.

This data is now tidy, but we could make future computation a bit easier by converting week into a number using mutate() and readr::parse\_number(). parse\_number() is a handy function that will extract the first number from a string, ignoring all other text.

billboard\_tidy <- billboard |>   
 pivot\_longer(  
 cols = starts\_with("wk"),   
 names\_to = "week",   
 values\_to = "rank",  
 values\_drop\_na = TRUE  
 ) |>   
 mutate(  
 week = parse\_number(week)  
 )  
billboard\_tidy  
#> # A tibble: 5,307 × 5  
#> artist track date.entered week rank  
#> <chr> <chr> <date> <dbl> <dbl>  
#> 1 2 Pac Baby Don't Cry (Keep... 2000-02-26 1 87  
#> 2 2 Pac Baby Don't Cry (Keep... 2000-02-26 2 82  
#> 3 2 Pac Baby Don't Cry (Keep... 2000-02-26 3 72  
#> 4 2 Pac Baby Don't Cry (Keep... 2000-02-26 4 77  
#> 5 2 Pac Baby Don't Cry (Keep... 2000-02-26 5 87  
#> 6 2 Pac Baby Don't Cry (Keep... 2000-02-26 6 94  
#> # … with 5,301 more rows

Now we’re in a good position to look at how song ranks vary over time by drawing a plot. The code is shown below and the result is [Figure 6.2](#fig-billboard-ranks).

billboard\_tidy |>   
 ggplot(aes(x = week, y = rank, group = track)) +   
 geom\_line(alpha = 1/3) +   
 scale\_y\_reverse()

|  |
| --- |
| Figure 6.2: A line plot showing how the rank of a song changes over time. |

### 6.3.2 How does pivoting work?

Now that you’ve seen what pivoting can do for you, it’s worth taking a little time to gain some intuition about what it does to the data. Let’s start with a very simple dataset to make it easier to see what’s happening:

df <- tribble(  
 ~var, ~col1, ~col2,  
 "A", 1, 2,  
 "B", 3, 4,  
 "C", 5, 6  
)

Here we’ll say there are three variables: var (already in a variable), name (the column names in the column names), and value (the cell values). So we can tidy it with:

df |>   
 pivot\_longer(  
 cols = col1:col2,  
 names\_to = "name",  
 values\_to = "value"  
 )  
#> # A tibble: 6 × 3  
#> var name value  
#> <chr> <chr> <dbl>  
#> 1 A col1 1  
#> 2 A col2 2  
#> 3 B col1 3  
#> 4 B col2 4  
#> 5 C col1 5  
#> 6 C col2 6

How does this transformation take place? It’s easier to see if we take it component by component. Columns that are already variables need to be repeated, once for each column in cols, as shown in [Figure 6.3](#fig-pivot-variables).

|  |
| --- |
| Figure 6.3: Columns that are already variables need to be repeated, once for each column that is pivotted. |

The column names become values in a new variable, whose name is given by names\_to, as shown in [Figure 6.4](#fig-pivot-names). They need to be repeated once for each row in the original dataset.

|  |
| --- |
| Figure 6.4: The column names of pivoted columns become a new column. The values need to be repeated once for each row of the original dataset. |

The cell values also become values in a new variable, with a name given by values\_to. They are unwound row by row. [Figure 6.5](#fig-pivot-values) illustrates the process.

|  |
| --- |
| Figure 6.5: The number of values is preserved (not repeated), but unwound row-by-row. |

### 6.3.3 Many variables in column names

A more challenging situation occurs when you have multiple variables crammed into the column names. For example, take the who2 dataset, the source of table1 and friends that you saw above:

who2  
#> # A tibble: 7,240 × 58  
#> country year sp\_m\_014 sp\_m\_1…¹ sp\_m\_…² sp\_m\_…³ sp\_m\_…⁴ sp\_m\_…⁵ sp\_m\_65  
#> <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
#> 1 Afghanistan 1980 NA NA NA NA NA NA NA  
#> 2 Afghanistan 1981 NA NA NA NA NA NA NA  
#> 3 Afghanistan 1982 NA NA NA NA NA NA NA  
#> 4 Afghanistan 1983 NA NA NA NA NA NA NA  
#> 5 Afghanistan 1984 NA NA NA NA NA NA NA  
#> 6 Afghanistan 1985 NA NA NA NA NA NA NA  
#> # … with 7,234 more rows, 49 more variables: sp\_f\_014 <dbl>,  
#> # sp\_f\_1524 <dbl>, sp\_f\_2534 <dbl>, sp\_f\_3544 <dbl>, sp\_f\_4554 <dbl>, …

This dataset records information about tuberculosis data collected by the WHO. There are two columns that are already variables and are easy to interpret: country and year. They are followed by 56 columns like sp\_m\_014, ep\_m\_4554, and rel\_m\_3544. If you stare at these columns for long enough, you’ll notice there’s a pattern. Each column name is made up of three pieces separated by \_. The first piece, sp/rel/ep, describes the method used for the diagnosis, the second piece, m/f is the gender, and the third piece, 014/1524/2535/3544/4554/65 is the age range.

So in this case we have six variables: two variables are already columns, three variables are contained in the column name, and one variable is in the cell name. This requires two changes to our call to pivot\_longer(): names\_to gets a vector of column names and names\_sep describes how to split the variable name up into pieces:

who2 |>   
 pivot\_longer(  
 cols = !(country:year),  
 names\_to = c("diagnosis", "gender", "age"),   
 names\_sep = "\_",  
 values\_to = "count"  
 )  
#> # A tibble: 405,440 × 6  
#> country year diagnosis gender age count  
#> <chr> <dbl> <chr> <chr> <chr> <dbl>  
#> 1 Afghanistan 1980 sp m 014 NA  
#> 2 Afghanistan 1980 sp m 1524 NA  
#> 3 Afghanistan 1980 sp m 2534 NA  
#> 4 Afghanistan 1980 sp m 3544 NA  
#> 5 Afghanistan 1980 sp m 4554 NA  
#> 6 Afghanistan 1980 sp m 5564 NA  
#> # … with 405,434 more rows

An alternative to names\_sep is names\_pattern, which you can use to extract variables from more complicated naming scenarios, once you’ve learned about regular expressions in [Chapter 17](#sec-regular-expressions).

Conceptually, this is only a minor variation on the simpler case you’ve already seen. [Figure 6.6](#fig-pivot-multiple-names) shows the basic idea: now, instead of the column names pivoting into a single column, they pivot into multiple columns. You can imagine this happening in two steps (first pivoting and then separating) but under the hood it happens in a single step because that gives better performance.

|  |
| --- |
| Figure 6.6: Pivotting with many variables in the column names means that each column name now fills in values in multiple output columns. |

### 6.3.4 Data and variable names in the column headers

The next step up in complexity is when the column names include a mix of variable values and variable names. For example, take the household dataset:

household  
#> # A tibble: 5 × 5  
#> family dob\_child1 dob\_child2 name\_child1 name\_child2  
#> <int> <date> <date> <chr> <chr>   
#> 1 1 1998-11-26 2000-01-29 Susan Jose   
#> 2 2 1996-06-22 NA Mark <NA>   
#> 3 3 2002-07-11 2004-04-05 Sam Seth   
#> 4 4 2004-10-10 2009-08-27 Craig Khai   
#> 5 5 2000-12-05 2005-02-28 Parker Gracie

This dataset contains data about five families, with the names and dates of birth of up to two children. The new challenge in this dataset is that the column names contain the names of two variables (dob, name) and the values of another (child, with values 1 or 2). To solve this problem we again need to supply a vector to names\_to but this time we use the special ".value" sentinel. This overrides the usual values\_to argument to use the first component of the pivoted column name as a variable name in the output.

household |>   
 pivot\_longer(  
 cols = !family,   
 names\_to = c(".value", "child"),   
 names\_sep = "\_",   
 values\_drop\_na = TRUE  
 ) |>   
 mutate(  
 child = parse\_number(child)  
 )  
#> # A tibble: 9 × 4  
#> family child dob name   
#> <int> <dbl> <date> <chr>  
#> 1 1 1 1998-11-26 Susan  
#> 2 1 2 2000-01-29 Jose   
#> 3 2 1 1996-06-22 Mark   
#> 4 3 1 2002-07-11 Sam   
#> 5 3 2 2004-04-05 Seth   
#> 6 4 1 2004-10-10 Craig  
#> # … with 3 more rows

We again use values\_drop\_na = TRUE, since the shape of the input forces the creation of explicit missing variables (e.g. for families with only one child), and parse\_number() to convert (e.g.) child1 into 1.

[Figure 6.7](#fig-pivot-names-and-values) illustrates the basic idea with a simpler example. When you use ".value" in names\_to, the column names in the input contribute to both values and variable names in the output.

|  |
| --- |
| Figure 6.7: Pivoting with names\_to = c(".value", "id") splits the column names into two components: the first part determines the output column name (x or y), and the second part determines the value of the id column. |

## 6.4 Widening data

So far we’ve used pivot\_longer() to solve the common class of problems where values have ended up in column names. Next we’ll pivot (HA HA) to pivot\_wider(), which which makes datasets **wider** by increasing columns and reducing rows and helps when one observation is spread across multiple rows. This seems to arise less commonly in the wild, but it does seem to crop up a lot when dealing with governmental data.

We’ll start by looking at cms\_patient\_experience, a dataset from the Centers of Medicare and Medicaid services that collects data about patient experiences:

cms\_patient\_experience  
#> # A tibble: 500 × 5  
#> org\_pac\_id org\_nm measure\_cd measure\_title prf\_r…¹  
#> <chr> <chr> <chr> <chr> <dbl>  
#> 1 0446157747 USC CARE MEDICAL GROUP INC CAHPS\_GRP\_1 CAHPS for MIPS … 63  
#> 2 0446157747 USC CARE MEDICAL GROUP INC CAHPS\_GRP\_2 CAHPS for MIPS … 87  
#> 3 0446157747 USC CARE MEDICAL GROUP INC CAHPS\_GRP\_3 CAHPS for MIPS … 86  
#> 4 0446157747 USC CARE MEDICAL GROUP INC CAHPS\_GRP\_5 CAHPS for MIPS … 57  
#> 5 0446157747 USC CARE MEDICAL GROUP INC CAHPS\_GRP\_8 CAHPS for MIPS … 85  
#> 6 0446157747 USC CARE MEDICAL GROUP INC CAHPS\_GRP\_12 CAHPS for MIPS … 24  
#> # … with 494 more rows, and abbreviated variable name ¹​prf\_rate

An observation is an organisation, but each organisation is spread across six rows, with one row for each variable, or measure. We can see the complete set of values for measure\_cd and measure\_title by using distinct():

cms\_patient\_experience |>   
 distinct(measure\_cd, measure\_title)  
#> # A tibble: 6 × 2  
#> measure\_cd measure\_title   
#> <chr> <chr>   
#> 1 CAHPS\_GRP\_1 CAHPS for MIPS SSM: Getting Timely Care, Appointments, and In…  
#> 2 CAHPS\_GRP\_2 CAHPS for MIPS SSM: How Well Providers Communicate   
#> 3 CAHPS\_GRP\_3 CAHPS for MIPS SSM: Patient's Rating of Provider   
#> 4 CAHPS\_GRP\_5 CAHPS for MIPS SSM: Health Promotion and Education   
#> 5 CAHPS\_GRP\_8 CAHPS for MIPS SSM: Courteous and Helpful Office Staff   
#> 6 CAHPS\_GRP\_12 CAHPS for MIPS SSM: Stewardship of Patient Resources

Neither of these columns will make particularly great variable names: measure\_cd doesn’t hint at the meaning of the variable and measure\_title is a long sentence containing spaces. We’ll use measure\_cd for now, but in a real analysis you might want to create your own variable names that are both short and meaningful.

pivot\_wider() has the opposite interface to pivot\_longer(): we need to provide the existing columns that define the values (values\_from) and the column name (names\_from):

cms\_patient\_experience |>   
 pivot\_wider(  
 names\_from = measure\_cd,  
 values\_from = prf\_rate  
 )  
#> # A tibble: 500 × 9  
#> org\_pac\_id org\_nm measure\_title CAHPS…¹ CAHPS…² CAHPS…³ CAHPS…⁴  
#> <chr> <chr> <chr> <dbl> <dbl> <dbl> <dbl>  
#> 1 0446157747 USC CARE MEDICA… CAHPS for MIPS… 63 NA NA NA  
#> 2 0446157747 USC CARE MEDICA… CAHPS for MIPS… NA 87 NA NA  
#> 3 0446157747 USC CARE MEDICA… CAHPS for MIPS… NA NA 86 NA  
#> 4 0446157747 USC CARE MEDICA… CAHPS for MIPS… NA NA NA 57  
#> 5 0446157747 USC CARE MEDICA… CAHPS for MIPS… NA NA NA NA  
#> 6 0446157747 USC CARE MEDICA… CAHPS for MIPS… NA NA NA NA  
#> # … with 494 more rows, 2 more variables: CAHPS\_GRP\_8 <dbl>,  
#> # CAHPS\_GRP\_12 <dbl>, and abbreviated variable names ¹​CAHPS\_GRP\_1, …

The output doesn’t look quite right; we still seem to have multiple rows for each organization. That’s because, by default, pivot\_wider() will attempt to preserve all the existing columns including measure\_title which has six distinct observations for each organisations. To fix this problem we need to tell pivot\_wider() which columns identify each row; in this case those are the variables starting with "org":

cms\_patient\_experience |>   
 pivot\_wider(  
 id\_cols = starts\_with("org"),  
 names\_from = measure\_cd,  
 values\_from = prf\_rate  
 )  
#> # A tibble: 95 × 8  
#> org\_pac\_id org\_nm CAHPS…¹ CAHPS…² CAHPS…³ CAHPS…⁴ CAHPS…⁵ CAHPS…⁶  
#> <chr> <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
#> 1 0446157747 USC CARE MEDICA… 63 87 86 57 85 24  
#> 2 0446162697 ASSOCIATION OF … 59 85 83 63 88 22  
#> 3 0547164295 BEAVER MEDICAL … 49 NA 75 44 73 12  
#> 4 0749333730 CAPE PHYSICIANS… 67 84 85 65 82 24  
#> 5 0840104360 ALLIANCE PHYSIC… 66 87 87 64 87 28  
#> 6 0840109864 REX HOSPITAL INC 73 87 84 67 91 30  
#> # … with 89 more rows, and abbreviated variable names ¹​CAHPS\_GRP\_1,  
#> # ²​CAHPS\_GRP\_2, ³​CAHPS\_GRP\_3, ⁴​CAHPS\_GRP\_5, ⁵​CAHPS\_GRP\_8, ⁶​CAHPS\_GRP\_12

This gives us the output that we’re looking for.

### 6.4.1 How does pivot\_wider() work?

To understand how pivot\_wider() works, let’s again start with a very simple dataset:

df <- tribble(  
 ~id, ~name, ~value,  
 "A", "x", 1,  
 "B", "y", 2,  
 "B", "x", 3,   
 "A", "y", 4,  
 "A", "z", 5,  
)

We’ll take the values from the value column and the names from the name column:

df |>   
 pivot\_wider(  
 names\_from = name,  
 values\_from = value  
 )  
#> # A tibble: 2 × 4  
#> id x y z  
#> <chr> <dbl> <dbl> <dbl>  
#> 1 A 1 4 5  
#> 2 B 3 2 NA

The connection between the position of the row in the input and the cell in the output is weaker than in pivot\_longer() because the rows and columns in the output are primarily determined by the values of variables, not their locations.

To begin the process pivot\_wider() needs to first figure out what will go in the rows and columns. Finding the column names is easy: it’s just the unique values of name.

df |>   
 distinct(name) |>   
 pull()  
#> [1] "x" "y" "z"

By default, the rows in the output are formed by all the variables that aren’t going into the names or values. These are called the id\_cols. Here there is only one column, but in general there can be any number.

df |>   
 select(-name, -value) |>   
 distinct()  
#> # A tibble: 2 × 1  
#> id   
#> <chr>  
#> 1 A   
#> 2 B

pivot\_wider() then combines these results to generate an empty data frame:

df |>   
 select(-name, -value) |>   
 distinct() |>   
 mutate(x = NA, y = NA, z = NA)  
#> # A tibble: 2 × 4  
#> id x y z   
#> <chr> <lgl> <lgl> <lgl>  
#> 1 A NA NA NA   
#> 2 B NA NA NA

It then fills in all the missing values using the data in the input. In this case, not every cell in the output has corresponding value in the input as there’s no entry for id “B” and name “z”, so that cell remains missing. We’ll come back to this idea that pivot\_wider() can “make” missing values in [Chapter 20](#sec-missing-values).

You might also wonder what happens if there are multiple rows in the input that correspond to one cell in the output. The example below has two rows that correspond to id “A” and name “x”:

df <- tribble(  
 ~id, ~name, ~value,  
 "A", "x", 1,  
 "A", "x", 2,  
 "A", "y", 3,  
 "B", "x", 4,   
 "B", "y", 5,   
)

If we attempt to pivot this we get an output that contains list-columns, which you’ll learn more about in [Chapter 25](#sec-rectangling):

df |> pivot\_wider(  
 names\_from = name,  
 values\_from = value  
)  
#> Warning: Values from `value` are not uniquely identified; output will contain  
#> list-cols.  
#> • Use `values\_fn = list` to suppress this warning.  
#> • Use `values\_fn = {summary\_fun}` to summarise duplicates.  
#> • Use the following dplyr code to identify duplicates.  
#> {data} %>%  
#> dplyr::group\_by(id, name) %>%  
#> dplyr::summarise(n = dplyr::n(), .groups = "drop") %>%  
#> dplyr::filter(n > 1L)  
#> # A tibble: 2 × 3  
#> id x y   
#> <chr> <list> <list>   
#> 1 A <dbl [2]> <dbl [1]>  
#> 2 B <dbl [1]> <dbl [1]>

Since you don’t know how to work with this sort of data yet, you’ll want to follow the hint in the warning to figure out where the problem is:

df |>   
 group\_by(id, name) |>   
 summarize(n = n(), .groups = "drop") |>   
 filter(n > 1L)   
#> # A tibble: 1 × 3  
#> id name n  
#> <chr> <chr> <int>  
#> 1 A x 2

It’s then up to you to figure out what’s gone wrong with your data and either repair the underlying damage or use your grouping and summarizing skills to ensure that each combination of row and column values only has a single row.

## 6.5 Summary

In this chapter you learned about tidy data: data that has variables in columns and observations in rows. Tidy data makes working in the tidyverse easier, because it’s a consistent structure understood by most functions: the main challenge is data from whatever structure you receive it in to a tidy format. To that end, you learned about pivot\_longer() and pivot\_wider() which allow you to tidy up many untidy datasets. The examples we used here are just a selection of those from vignette(pivot, package = "tidyr"), so if you encounter a problem that this chapter doesn’t help you with, that vignette is a good place to try next.

If you particularly enjoyed this chapter and want to learn more about the underlying theory, you can learn more about the history and theoretical underpinnings in the [Tidy Data](https://www.jstatsoft.org/article/view/v059i10) paper published in the Journal of Statistical Software.

In the next chapter, we’ll pivot back to workflow to discuss the importance of code style, keeping your code “tidy” (ha!) in order to make it easy for you and others to read and understand your code.

# 7. Workflow: code style

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

Good coding style is like correct punctuation: you can manage without it, butitsuremakesthingseasiertoread. Even as a very new programmer, it’s a good idea to work on your code style. Using a consistent style makes it easier for others (including future-you!) to read your work and is particularly important if you need to get help from someone else. This chapter will introduce the most important points of the [tidyverse style guide](https://style.tidyverse.org), which is used throughout this book.

Styling your code will feel a bit tedious to start with, but if you practice it, it will soon become second nature. Additionally, there are some great tools to quickly restyle existing code, like the [**styler**](https://styler.r-lib.org) package by Lorenz Walthert. Once you’ve installed it with install.packages("styler"), an easy way to use it is via RStudio’s **command palette**. The command palette lets you use any built-in RStudio command and many addins provided by packages. Open the palette by pressing Cmd/Ctrl + Shift + P, then type “styler” to see all the shortcuts offered by styler. [Figure 7.1](#fig-styler) shows the results.

|  |
| --- |
| Figure 7.1: RStudio’s command palette makes it easy to access every RStudio command using only the keyboard. |

library(tidyverse)  
library(nycflights13)

## 7.1 Names

We talked briefly about names in [Section 3.3](#sec-whats-in-a-name). Remember that variable names (those created by <- and those created by mutate()) should use only lowercase letters, numbers, and \_. Use \_ to separate words within a name.

# Strive for:  
short\_flights <- flights |> filter(air\_time < 60)  
  
# Avoid:  
SHORTFLIGHTS <- flights |> filter(air\_time < 60)

As a general rule of thumb, it’s better to prefer long, descriptive names that are easy to understand rather than concise names that are fast to type. Short names save relatively little time when writing code (especially since autocomplete will help you finish typing them), but it can be time-consuming when you come back to old code and are forced to puzzle out a cryptic abbreviation.

If you have a bunch of names for related things, do your best to be consistent. It’s easy for inconsistencies to arise when you forget a previous convention, so don’t feel bad if you have to go back and rename things. In general, if you have a bunch of variables that are a variation on a theme, you’re better off giving them a common prefix rather than a common suffix because autocomplete works best on the start of a variable.

## 7.2 Spaces

Put spaces on either side of mathematical operators apart from ^ (i.e. +, -, ==, <, …), and around the assignment operator (<-).

# Strive for  
z <- (a + b)^2 / d  
  
# Avoid  
z<-( a + b ) ^ 2/d

Don’t put spaces inside or outside parentheses for regular function calls. Always put a space after a comma, just like in standard English.

# Strive for  
mean(x, na.rm = TRUE)  
  
# Avoid  
mean (x ,na.rm=TRUE)

It’s OK to add extra spaces if it improves alignment. For example, if you’re creating multiple variables in mutate(), you might want to add spaces so that all the = line up. This makes it easier to skim the code.

flights |>   
 mutate(  
 speed = air\_time / distance,  
 dep\_hour = dep\_time %/% 100,  
 dep\_minute = dep\_time %% 100  
 )

## 7.3 Pipes

|> should always have a space before it and should typically be the last thing on a line. This makes it easier to add new steps, rearrange existing steps, modify elements within a step, and get a 50,000 ft view by skimming the verbs on the left-hand side.

# Strive for   
flights |>   
 filter(!is.na(arr\_delay), !is.na(tailnum)) |>   
 count(dest)  
  
# Avoid  
flights|>filter(!is.na(arr\_delay), !is.na(tailnum))|>count(dest)

If the function you’re piping into has named arguments (like mutate() or summarize()), put each argument on a new line. If the function doesn’t have named arguments (like select() or filter()), keep everything on one line unless it doesn’t fit, in which case you should put each argument on its own line.

# Strive for  
flights |>   
 group\_by(tailnum) |>   
 summarize(  
 delay = mean(arr\_delay, na.rm = TRUE),  
 n = n()  
 )  
  
# Avoid  
flights |>  
 group\_by(  
 tailnum  
 ) |>   
 summarize(delay = mean(arr\_delay, na.rm = TRUE), n = n())

After the first step of the pipeline, indent each line by two spaces. If you’re putting each argument on its own line, indent by an extra two spaces. Make sure ) is on its own line, and un-indented to match the horizontal position of the function name.

# Strive for   
flights |>   
 group\_by(tailnum) |>   
 summarize(  
 delay = mean(arr\_delay, na.rm = TRUE),  
 n = n()  
 )  
  
# Avoid  
flights|>  
 group\_by(tailnum) |>   
 summarize(  
 delay = mean(arr\_delay, na.rm = TRUE),   
 n = n()  
 )  
  
flights|>  
 group\_by(tailnum) |>   
 summarize(  
 delay = mean(arr\_delay, na.rm = TRUE),   
 n = n()  
 )

It’s OK to shirk some of these rules if your pipeline fits easily on one line. But in our collective experience, it’s common for short snippets to grow longer, so you’ll usually save time in the long run by starting with all the vertical space you need.

# This fits compactly on one line  
df |> mutate(y = x + 1)  
  
# While this takes up 4x as many lines, it's easily extended to   
# more variables and more steps in the future  
df |>   
 mutate(  
 y = x + 1  
 )

Finally, be wary of writing very long pipes, say longer than 10-15 lines. Try to break them up into smaller sub-tasks, giving each task an informative name. The names will help cue the reader into what’s happening and makes it easier to check that intermediate results are as expected. Whenever you can give something an informative name, you should give it an informative name. Don’t expect to get it right the first time! This means breaking up long pipelines if there are intermediate states that can get good names.

## 7.4 ggplot2

The same basic rules that apply to the pipe also apply to ggplot2; just treat + the same way as |>.

flights |>   
 group\_by(month) |>   
 summarize(  
 delay = mean(arr\_delay, na.rm = TRUE)  
 ) |>   
 ggplot(aes(x = month, y = delay)) +  
 geom\_point() +   
 geom\_line()

Again, if you can’t fit all of the arguments to a function on to a single line, put each argument on its own line:

flights |>   
 group\_by(dest) |>   
 summarize(  
 distance = mean(distance),  
 speed = mean(air\_time / distance, na.rm = TRUE)  
 ) |>   
 ggplot(aes(x = distance, y = speed)) +  
 geom\_smooth(  
 method = "loess",  
 span = 0.5,  
 se = FALSE,   
 color = "white",   
 linewidth = 4  
 ) +  
 geom\_point()

## 7.5 Sectioning comments

As your scripts get longer, you can use **sectioning** comments to break up your file into manageable pieces:

# Load data --------------------------------------  
  
# Plot data --------------------------------------

RStudio provides a keyboard shortcut to create these headers (Cmd/Ctrl + Shift + R), and will display them in the code navigation drop-down at the bottom-left of the editor, as shown in [Figure 7.2](#fig-rstudio-sections).

|  |
| --- |
| Figure 7.2: After adding sectioning comments to your script, you can easily navigate to them using the code navigation tool in the bottom-left of the script editor. |

## 7.6 Exercises

1. Restyle the following pipelines following the guidelines above.

* flights|>filter(dest=="IAH")|>group\_by(year,month,day)|>summarize(n=n(),delay=mean(arr\_delay,na.rm=TRUE))|>filter(n>10)  
    
  flights|>filter(carrier=="UA",dest%in%c("IAH","HOU"),sched\_dep\_time>0900,sched\_arr\_time<2000)|>group\_by(flight)|>summarize(delay=mean(arr\_delay,na.rm=TRUE),cancelled=sum(is.na(arr\_delay)),n=n())|>filter(n>10)

## 7.7 Summary

In this chapter, you’ve learn the most important principles of code style. These may feel like a set of arbitrary rules to start with (because they are!) but over time, as you write more code, and share code with more people, you’ll see how important a consistent style is. And don’t forget about the styler package: it’s a great way to quickly improve the quality of poorly styled code.

So far, we’ve worked with datasets bundled inside of R packages. This makes it easier to get some practice on pre-prepared data, but obviously your data won’t available in this way. So in the next chapter, you’re going to learn how load data from disk into your R session using the readr package.

# 8. Data import

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 8.1 Introduction

Working with data provided by R packages is a great way to learn data science tools, but you want to apply what you’ve learned to your own data at some point. In this chapter, you’ll learn the basics of reading data files into R.

Specifically, this chapter will focus on reading plain-text rectangular files. We’ll start with practical advice for handling features like column names, types, and missing data. You will then learn about reading data from multiple files at once and writing data from R to a file. Finally, you’ll learn how to handcraft data frames in R.

### 8.1.1 Prerequisites

In this chapter, you’ll learn how to load flat files in R with the **readr** package, which is part of the core tidyverse.

library(tidyverse)

## 8.2 Reading data from a file

To begin, we’ll focus on the most rectangular data file type: CSV, which is short for comma-separated values. Here is what a simple CSV file looks like. The first row, commonly called the header row, gives the column names, and the following six rows provide the data.

#> Student ID,Full Name,favourite.food,mealPlan,AGE  
#> 1,Sunil Huffmann,Strawberry yoghurt,Lunch only,4  
#> 2,Barclay Lynn,French fries,Lunch only,5  
#> 3,Jayendra Lyne,N/A,Breakfast and lunch,7  
#> 4,Leon Rossini,Anchovies,Lunch only,  
#> 5,Chidiegwu Dunkel,Pizza,Breakfast and lunch,five  
#> 6,Güvenç Attila,Ice cream,Lunch only,6

[Table 8.1](#tbl-students-table) shows a representation of the same data as a table.

Table 8.1: Data from the students.csv file as a table.

| Student ID | Full Name | favourite.food | mealPlan | AGE |
| --- | --- | --- | --- | --- |
| 1 | Sunil Huffmann | Strawberry yoghurt | Lunch only | 4 |
| 2 | Barclay Lynn | French fries | Lunch only | 5 |
| 3 | Jayendra Lyne | N/A | Breakfast and lunch | 7 |
| 4 | Leon Rossini | Anchovies | Lunch only | NA |
| 5 | Chidiegwu Dunkel | Pizza | Breakfast and lunch | five |
| 6 | Güvenç Attila | Ice cream | Lunch only | 6 |

We can read this file into R using read\_csv(). The first argument is the most important: it’s the path to the file.

students <- read\_csv("data/students.csv")  
#> Rows: 6 Columns: 5  
#> ── Column specification ─────────────────────────────────────────────────────  
#> Delimiter: ","  
#> chr (4): Full Name, favourite.food, mealPlan, AGE  
#> dbl (1): Student ID  
#>   
#> ℹ Use `spec()` to retrieve the full column specification for this data.  
#> ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

When you run read\_csv(), it prints out a message telling you the number of rows and columns of data, the delimiter that was used, and the column specifications (names of columns organized by the type of data the column contains). It also prints out some information about retrieving the full column specification and how to quiet this message. This message is an integral part of readr, and we’ll return to it in [Section 8.3](#sec-col-types).

### 8.2.1 Practical advice

Once you read data in, the first step usually involves transforming it in some way to make it easier to work with in the rest of your analysis. Let’s take another look at the students data with that in mind.

In the favourite.food column, there are a bunch of food items, and then the character string N/A, which should have been a real NA that R will recognize as “not available”. This is something we can address using the na argument.

students <- read\_csv("data/students.csv", na = c("N/A", ""))  
  
students  
#> # A tibble: 6 × 5  
#> `Student ID` `Full Name` favourite.food mealPlan AGE   
#> <dbl> <chr> <chr> <chr> <chr>  
#> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only 4   
#> 2 2 Barclay Lynn French fries Lunch only 5   
#> 3 3 Jayendra Lyne <NA> Breakfast and lunch 7   
#> 4 4 Leon Rossini Anchovies Lunch only <NA>   
#> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch five   
#> 6 6 Güvenç Attila Ice cream Lunch only 6

You might also notice that the Student ID and Full Name columns are surrounded by backticks. That’s because they contain spaces, breaking R’s usual rules for variable names. To refer to them, you need to use those backticks:

students |>   
 rename(  
 student\_id = `Student ID`,  
 full\_name = `Full Name`  
 )  
#> # A tibble: 6 × 5  
#> student\_id full\_name favourite.food mealPlan AGE   
#> <dbl> <chr> <chr> <chr> <chr>  
#> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only 4   
#> 2 2 Barclay Lynn French fries Lunch only 5   
#> 3 3 Jayendra Lyne <NA> Breakfast and lunch 7   
#> 4 4 Leon Rossini Anchovies Lunch only <NA>   
#> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch five   
#> 6 6 Güvenç Attila Ice cream Lunch only 6

An alternative approach is to use janitor::clean\_names() to use some heuristics to turn them all into snake case at once[[9]](#footnote-9).

students |> janitor::clean\_names()  
#> # A tibble: 6 × 5  
#> student\_id full\_name favourite\_food meal\_plan age   
#> <dbl> <chr> <chr> <chr> <chr>  
#> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only 4   
#> 2 2 Barclay Lynn French fries Lunch only 5   
#> 3 3 Jayendra Lyne <NA> Breakfast and lunch 7   
#> 4 4 Leon Rossini Anchovies Lunch only <NA>   
#> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch five   
#> 6 6 Güvenç Attila Ice cream Lunch only 6

Another common task after reading in data is to consider variable types. For example, meal\_type is a categorical variable with a known set of possible values, which in R should be represented as a factor:

students |>  
 janitor::clean\_names() |>  
 mutate(  
 meal\_plan = factor(meal\_plan)  
 )  
#> # A tibble: 6 × 5  
#> student\_id full\_name favourite\_food meal\_plan age   
#> <dbl> <chr> <chr> <fct> <chr>  
#> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only 4   
#> 2 2 Barclay Lynn French fries Lunch only 5   
#> 3 3 Jayendra Lyne <NA> Breakfast and lunch 7   
#> 4 4 Leon Rossini Anchovies Lunch only <NA>   
#> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch five   
#> 6 6 Güvenç Attila Ice cream Lunch only 6

Note that the values in the meal\_type variable have stayed the same, but the type of variable denoted underneath the variable name has changed from character (<chr>) to factor (<fct>). You’ll learn more about factors in [Chapter 18](#sec-factors).

Before you analyze these data, you’ll probably want to fix the age column. Currently, it’s a character variable because one of the observations is typed out as five instead of a numeric 5. We discuss the details of fixing this issue in [Chapter 22](#sec-import-spreadsheets).

students <- students |>  
 janitor::clean\_names() |>  
 mutate(  
 meal\_plan = factor(meal\_plan),  
 age = parse\_number(if\_else(age == "five", "5", age))  
 )  
  
students  
#> # A tibble: 6 × 5  
#> student\_id full\_name favourite\_food meal\_plan age  
#> <dbl> <chr> <chr> <fct> <dbl>  
#> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only 4  
#> 2 2 Barclay Lynn French fries Lunch only 5  
#> 3 3 Jayendra Lyne <NA> Breakfast and lunch 7  
#> 4 4 Leon Rossini Anchovies Lunch only NA  
#> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch 5  
#> 6 6 Güvenç Attila Ice cream Lunch only 6

### 8.2.2 Other arguments

There are a couple of other important arguments that we need to mention, and they’ll be easier to demonstrate if we first show you a handy trick: read\_csv() can read CSV files that you’ve created in a string:

read\_csv(  
 "a,b,c  
 1,2,3  
 4,5,6"  
)  
#> # A tibble: 2 × 3  
#> a b c  
#> <dbl> <dbl> <dbl>  
#> 1 1 2 3  
#> 2 4 5 6

Usually, read\_csv() uses the first line of the data for the column names, which is a very common convention. But it’s not uncommon for a few lines of metadata to be included at the top of the file. You can use skip = n to skip the first n lines or use comment = "#" to drop all lines that start with (e.g.) #:

read\_csv(  
 "The first line of metadata  
 The second line of metadata  
 x,y,z  
 1,2,3",  
 skip = 2  
)  
#> # A tibble: 1 × 3  
#> x y z  
#> <dbl> <dbl> <dbl>  
#> 1 1 2 3  
  
read\_csv(  
 "# A comment I want to skip  
 x,y,z  
 1,2,3",  
 comment = "#"  
)  
#> # A tibble: 1 × 3  
#> x y z  
#> <dbl> <dbl> <dbl>  
#> 1 1 2 3

In other cases, the data might not have column names. You can use col\_names = FALSE to tell read\_csv() not to treat the first row as headings and instead label them sequentially from X1 to Xn:

read\_csv(  
 "1,2,3  
 4,5,6",  
 col\_names = FALSE  
)  
#> # A tibble: 2 × 3  
#> X1 X2 X3  
#> <dbl> <dbl> <dbl>  
#> 1 1 2 3  
#> 2 4 5 6

Alternatively, you can pass col\_names a character vector which will be used as the column names:

read\_csv(  
 "1,2,3  
 4,5,6",  
 col\_names = c("x", "y", "z")  
)  
#> # A tibble: 2 × 3  
#> x y z  
#> <dbl> <dbl> <dbl>  
#> 1 1 2 3  
#> 2 4 5 6

These arguments are all you need to know to read the majority of CSV files that you’ll encounter in practice. (For the rest, you’ll need to carefully inspect your .csv file and read the documentation for read\_csv()’s many other arguments.)

### 8.2.3 Other file types

Once you’ve mastered read\_csv(), using readr’s other functions is straightforward; it’s just a matter of knowing which function to reach for:

* read\_csv2() reads semicolon-separated files. These use ; instead of , to separate fields and are common in countries that use , as the decimal marker.
* read\_tsv() reads tab-delimited files.
* read\_delim() reads in files with any delimiter, attempting to automatically guess the delimiter if you don’t specify it.
* read\_fwf() reads fixed-width files. You can specify fields by their widths with fwf\_widths() or by their positions with fwf\_positions().
* read\_table() reads a common variation of fixed-width files where columns are separated by white space.
* read\_log() reads Apache-style log files.

### 8.2.4 Exercises

1. What function would you use to read a file where fields were separated with “|”?
2. Apart from file, skip, and comment, what other arguments do read\_csv() and read\_tsv() have in common?
3. What are the most important arguments to read\_fwf()?
4. Sometimes strings in a CSV file contain commas. To prevent them from causing problems, they need to be surrounded by a quoting character, like " or '. By default, read\_csv() assumes that the quoting character will be ". To read the following text into a data frame, what argument to read\_csv() do you need to specify?

* "x,y\n1,'a,b'"

1. Identify what is wrong with each of the following inline CSV files. What happens when you run the code?

* read\_csv("a,b\n1,2,3\n4,5,6")  
  read\_csv("a,b,c\n1,2\n1,2,3,4")  
  read\_csv("a,b\n\"1")  
  read\_csv("a,b\n1,2\na,b")  
  read\_csv("a;b\n1;3")

1. Practice referring to non-syntactic names in the following data frame by:
   1. Extracting the variable called 1.
   2. Plotting a scatterplot of 1 vs. 2.
   3. Creating a new column called 3, which is 2 divided by 1.
   4. Renaming the columns to one, two, and three.

* annoying <- tibble(  
   `1` = 1:10,  
   `2` = `1` \* 2 + rnorm(length(`1`))  
  )

## 8.3 Controlling column types

A CSV file doesn’t contain any information about the type of each variable (i.e. whether it’s a logical, number, string, etc.), so readr will try to guess the type. This section describes how the guessing process works, how to resolve some common problems that cause it to fail, and, if needed, how to supply the column types yourself. Finally, we’ll mention a few general strategies that are useful if readr is failing catastrophically and you need to get more insight into the structure of your file.

### 8.3.1 Guessing types

readr uses a heuristic to figure out the column types. For each column, it pulls the values of 1,000[[10]](#footnote-10) rows spaced evenly from the first row to the last, ignoring missing values. It then works through the following questions:

* Does it contain only F, T, FALSE, or TRUE (ignoring case)? If so, it’s a logical.
* Does it contain only numbers (e.g. 1, -4.5, 5e6, Inf)? If so, it’s a number.
* Does it match the ISO8601 standard? If so, it’s a date or date-time. (We’ll return to date-times in more detail in [Section 19.2](#sec-creating-datetimes)).
* Otherwise, it must be a string.

You can see that behavior in action in this simple example:

read\_csv("  
 logical,numeric,date,string  
 TRUE,1,2021-01-15,abc  
 false,4.5,2021-02-15,def  
 T,Inf,2021-02-16,ghi"  
)  
#> Rows: 3 Columns: 4  
#> ── Column specification ─────────────────────────────────────────────────────  
#> Delimiter: ","  
#> chr (1): string  
#> dbl (1): numeric  
#> lgl (1): logical  
#> date (1): date  
#>   
#> ℹ Use `spec()` to retrieve the full column specification for this data.  
#> ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.  
#> # A tibble: 3 × 4  
#> logical numeric date string  
#> <lgl> <dbl> <date> <chr>   
#> 1 TRUE 1 2021-01-15 abc   
#> 2 FALSE 4.5 2021-02-15 def   
#> 3 TRUE Inf 2021-02-16 ghi

This heuristic works well if you have a clean dataset, but in real life, you’ll encounter a selection of weird and beautiful failures.

### 8.3.2 Missing values, column types, and problems

The most common way column detection fails is that a column contains unexpected values, and you get a character column instead of a more specific type. One of the most common causes for this is a missing value, recorded using something other than the NA that stringr expects.

Take this simple 1 column CSV file as an example:

csv <- "  
 x  
 10  
 .  
 20  
 30"

If we read it without any additional arguments, x becomes a character column:

df <- read\_csv(csv)  
#> Rows: 4 Columns: 1  
#> ── Column specification ─────────────────────────────────────────────────────  
#> Delimiter: ","  
#> chr (1): x  
#>   
#> ℹ Use `spec()` to retrieve the full column specification for this data.  
#> ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

In this very small case, you can easily see the missing value .. But what happens if you have thousands of rows with only a few missing values represented by .s speckled among them? One approach is to tell readr that x is a numeric column, and then see where it fails. You can do that with the col\_types argument, which takes a named list:

df <- read\_csv(csv, col\_types = list(x = col\_double()))  
#> Warning: One or more parsing issues, call `problems()` on your data frame for  
#> details, e.g.:  
#> dat <- vroom(...)  
#> problems(dat)

Now read\_csv() reports that there was a problem, and tells us we can find out more with problems():

problems(df)  
#> # A tibble: 1 × 5  
#> row col expected actual file   
#> <int> <int> <chr> <chr> <chr>   
#> 1 3 1 a double . /tmp/Rtmpl7hb92/file5f9d6211d10

This tells us that there was a problem in row 3, col 1 where readr expected a double but got a .. That suggests this dataset uses . for missing values. So then we set na = ".", the automatic guessing succeeds, giving us the numeric column that we want:

df <- read\_csv(csv, na = ".")  
#> Rows: 4 Columns: 1  
#> ── Column specification ─────────────────────────────────────────────────────  
#> Delimiter: ","  
#> dbl (1): x  
#>   
#> ℹ Use `spec()` to retrieve the full column specification for this data.  
#> ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

### 8.3.3 Column types

readr provides a total of nine column types for you to use:

* col\_logical() and col\_double() read logicals and real numbers. They’re relatively rarely needed (except as above), since readr will usually guess them for you.
* col\_integer() reads integers. We distinguish integers and doubles in this book because they’re functionally equivalent, but reading integers explicitly can occasionally be useful because they occupy half the memory of doubles.
* col\_character() reads strings. This is sometimes useful to specify explicitly when you have a column that is a numeric identifier, i.e. long series of digits that identifies some object, but it doesn’t make sense to (e.g.) divide it in half.
* col\_factor(), col\_date(), and col\_datetime() create factors, dates, and date-times respectively; you’ll learn more about those when we get to those data types in [Chapter 18](#sec-factors) and [Chapter 19](#sec-dates-and-times).
* col\_number() is a permissive numeric parser that will ignore non-numeric components, and is particularly useful for currencies. You’ll learn more about it in [Chapter 15](#sec-numbers).
* col\_skip() skips a column so it’s not included in the result.

It’s also possible to override the default column by switching from list() to cols():

csv <- "  
x,y,z  
1,2,3"  
  
read\_csv(csv, col\_types = cols(.default = col\_character()))  
#> # A tibble: 1 × 3  
#> x y z   
#> <chr> <chr> <chr>  
#> 1 1 2 3

Another useful helper is cols\_only() which will read in only the columns you specify:

read\_csv(  
 "x,y,z  
 1,2,3",  
 col\_types = cols\_only(x = col\_character())  
)  
#> # A tibble: 1 × 1  
#> x   
#> <chr>  
#> 1 1

## 8.4 Reading data from multiple files

Sometimes your data is split across multiple files instead of being contained in a single file. For example, you might have sales data for multiple months, with each month’s data in a separate file: 01-sales.csv for January, 02-sales.csv for February, and 03-sales.csv for March. With read\_csv() you can read these data in at once and stack them on top of each other in a single data frame.

sales\_files <- c("data/01-sales.csv", "data/02-sales.csv", "data/03-sales.csv")  
read\_csv(sales\_files, id = "file")  
#> Rows: 19 Columns: 6  
#> ── Column specification ─────────────────────────────────────────────────────  
#> Delimiter: ","  
#> chr (1): month  
#> dbl (4): year, brand, item, n  
#>   
#> ℹ Use `spec()` to retrieve the full column specification for this data.  
#> ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.  
#> # A tibble: 19 × 6  
#> file month year brand item n  
#> <chr> <chr> <dbl> <dbl> <dbl> <dbl>  
#> 1 data/01-sales.csv January 2019 1 1234 3  
#> 2 data/01-sales.csv January 2019 1 8721 9  
#> 3 data/01-sales.csv January 2019 1 1822 2  
#> 4 data/01-sales.csv January 2019 2 3333 1  
#> 5 data/01-sales.csv January 2019 2 2156 9  
#> 6 data/01-sales.csv January 2019 2 3987 6  
#> # … with 13 more rows

With the additional id parameter we have added a new column called file to the resulting data frame that identifies the file the data come from. This is especially helpful in circumstances where the files you’re reading in do not have an identifying column that can help you trace the observations back to their original sources.

If you have many files you want to read in, it can get cumbersome to write out their names as a list. Instead, you can use the base list.files() function to find the files for you by matching a pattern in the file names. You’ll learn more about these patterns in [Chapter 17](#sec-regular-expressions).

sales\_files <- list.files("data", pattern = "sales\\.csv$", full.names = TRUE)  
sales\_files  
#> [1] "data/01-sales.csv" "data/02-sales.csv" "data/03-sales.csv"

## 8.5 Writing to a file

readr also comes with two useful functions for writing data back to disk: write\_csv() and write\_tsv(). Both functions increase the chances of the output file being read back in correctly by using the standard UTF-8 encoding for strings and ISO8601 format for date-times.

The most important arguments are x (the data frame to save), and file (the location to save it). You can also specify how missing values are written with na, and if you want to append to an existing file.

write\_csv(students, "students.csv")

Now let’s read that csv file back in. Note that the type information is lost when you save to csv:

students  
#> # A tibble: 6 × 5  
#> student\_id full\_name favourite\_food meal\_plan age  
#> <dbl> <chr> <chr> <fct> <dbl>  
#> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only 4  
#> 2 2 Barclay Lynn French fries Lunch only 5  
#> 3 3 Jayendra Lyne <NA> Breakfast and lunch 7  
#> 4 4 Leon Rossini Anchovies Lunch only NA  
#> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch 5  
#> 6 6 Güvenç Attila Ice cream Lunch only 6  
write\_csv(students, "students-2.csv")  
read\_csv("students-2.csv")  
#> # A tibble: 6 × 5  
#> student\_id full\_name favourite\_food meal\_plan age  
#> <dbl> <chr> <chr> <chr> <dbl>  
#> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only 4  
#> 2 2 Barclay Lynn French fries Lunch only 5  
#> 3 3 Jayendra Lyne <NA> Breakfast and lunch 7  
#> 4 4 Leon Rossini Anchovies Lunch only NA  
#> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch 5  
#> 6 6 Güvenç Attila Ice cream Lunch only 6

This makes CSVs a little unreliable for caching interim results—you need to recreate the column specification every time you load in. There are two main alternative:

1. write\_rds() and read\_rds() are uniform wrappers around the base functions readRDS() and saveRDS(). These store data in R’s custom binary format called RDS:

* write\_rds(students, "students.rds")  
  read\_rds("students.rds")  
  #> # A tibble: 6 × 5  
  #> student\_id full\_name favourite\_food meal\_plan age  
  #> <dbl> <chr> <chr> <fct> <dbl>  
  #> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only 4  
  #> 2 2 Barclay Lynn French fries Lunch only 5  
  #> 3 3 Jayendra Lyne <NA> Breakfast and lunch 7  
  #> 4 4 Leon Rossini Anchovies Lunch only NA  
  #> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch 5  
  #> 6 6 Güvenç Attila Ice cream Lunch only 6

1. The arrow package allows you to read and write parquet files, a fast binary file format that can be shared across programming languages. We’ll return to arrow in more depth in [Chapter 24](#sec-arrow).

* library(arrow)  
  write\_parquet(students, "students.parquet")  
  read\_parquet("students.parquet")  
  #> # A tibble: 6 × 5  
  #> student\_id full\_name favourite\_food meal\_plan age  
  #> <dbl> <chr> <chr> <fct> <dbl>  
  #> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only 4  
  #> 2 2 Barclay Lynn French fries Lunch only 5  
  #> 3 3 Jayendra Lyne NA Breakfast and lunch 7  
  #> 4 4 Leon Rossini Anchovies Lunch only NA  
  #> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch 5  
  #> 6 6 Güvenç Attila Ice cream Lunch only 6

Parquet tends to be much faster than RDS and is usable outside of R, but does require the arrow package.

## 8.6 Data entry

Sometimes you’ll need to assemble a tibble “by hand” doing a little data entry in your R script. There are two useful functions to help you do this which differ in whether you layout the tibble by columns or by rows. tibble() works by column:

tibble(  
 x = c(1, 2, 5),   
 y = c("h", "m", "g"),  
 z = c(0.08, 0.83, 0.60)  
)  
#> # A tibble: 3 × 3  
#> x y z  
#> <dbl> <chr> <dbl>  
#> 1 1 h 0.08  
#> 2 2 m 0.83  
#> 3 5 g 0.6

Note that every column in tibble must be same size, so you’ll get an error if they’re not:

tibble(  
 x = c(1, 2),  
 y = c("h", "m", "g"),  
 z = c(0.08, 0.83, 0.6)  
)  
#> Error:  
#> ! Tibble columns must have compatible sizes.  
#> • Size 2: Existing data.  
#> • Size 3: Column `y`.  
#> ℹ Only values of size one are recycled.

Laying out the data by column can make it hard to see how the rows are related, so an alternative is tribble(), short for **tr**ansposed t**ibble**, which lets you lay out your data row by row. tribble() is customized for data entry in code: column headings start with ~ and entries are separated by commas. This makes it possible to lay out small amounts of data in an easy to read form:

tribble(  
 ~x, ~y, ~z,  
 "h", 1, 0.08,  
 "m", 2, 0.83,  
 "g", 5, 0.60,  
)  
#> # A tibble: 3 × 3  
#> x y z  
#> <chr> <dbl> <dbl>  
#> 1 h 1 0.08  
#> 2 m 2 0.83  
#> 3 g 5 0.6

We’ll use tibble() and tribble() later in the book to construct small examples to demonstrate how various functions work.

## 8.7 Summary

In this chapter, you’ve learned how to load CSV files with read\_csv() and to do your own data entry with tibble() and tribble(). You’ve learned how csv files work, some of the problems you might encounter, and how to overcome them. We’ll come to data import a few times in this book: [Chapter 22](#sec-import-spreadsheets) from Excel and Google Sheets, [Chapter 23](#sec-import-databases) will show you how to load data from databases, [Chapter 24](#sec-arrow) from parquet files, [Chapter 25](#sec-rectangling) from JSON, and [Chapter 26](#sec-scraping) from websites.

Now that you’re writing a substantial amount of R code, it’s time to learn more about organizing your code into files and directories. In the next chapter, you’ll learn all about the advantages of scripts and projects, and some of the many tools that they provide to make your life easier.

# 9. Workflow: scripts and projects

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

This chapter will introduce you to two essential tools for organizing your code: scripts and projects.

## 9.1 Scripts

So far, you have used the console to run code. That’s a great place to start, but you’ll find it gets cramped pretty quickly as you create more complex ggplot2 graphics and longer dplyr pipelines. To give yourself more room to work, use the script editor. Open it up by clicking the File menu, selecting New File, then R script, or using the keyboard shortcut Cmd/Ctrl + Shift + N. Now you’ll see four panes, as in [Figure 9.1](#fig-rstudio-script). The script editor is a great place to put code you care about. Keep experimenting in the console, but once you have written code that works and does what you want, put it in the script editor.

|  |
| --- |
| Figure 9.1: Opening the script editor adds a new pane at the top-left of the IDE. |

### 9.1.1 Running code

The script editor is an excellent place for building complex ggplot2 plots or long sequences of dplyr manipulations. The key to using the script editor effectively is to memorize one of the most important keyboard shortcuts: Cmd/Ctrl + Enter. This executes the current R expression in the console. For example, take the code below. If your cursor is at █, pressing Cmd/Ctrl + Enter will run the complete command that generates not\_cancelled. It will also move the cursor to the following statement (beginning with not\_cancelled |>). That makes it easy to step through your complete script by repeatedly pressing Cmd/Ctrl + Enter.

library(dplyr)  
library(nycflights13)  
  
not\_cancelled <- flights |>   
 filter(!is.na(dep\_delay)█, !is.na(arr\_delay))  
  
not\_cancelled |>   
 group\_by(year, month, day) |>   
 summarize(mean = mean(dep\_delay))

Instead of running your code expression-by-expression, you can also execute the complete script in one step with Cmd/Ctrl + Shift + S. Doing this regularly is a great way to ensure that you’ve captured all the important parts of your code in the script.

We recommend you always start your script with the packages you need. That way, if you share your code with others, they can easily see which packages they need to install. Note, however, that you should never include install.packages() in a script you share. It’s very antisocial to change settings on someone else’s computer!

When working through future chapters, we highly recommend starting in the script editor and practicing your keyboard shortcuts. Over time, sending code to the console in this way will become so natural that you won’t even think about it.

### 9.1.2 RStudio diagnostics

In the script editor, RStudio will highlight syntax errors with a red squiggly line and a cross in the sidebar:

|  |
| --- |
|  |

Hover over the cross to see what the problem is:

|  |
| --- |
|  |

RStudio will also let you know about potential problems:

|  |
| --- |
|  |

### 9.1.3 Saving and naming

RStudio automatically saves the contents of the script editor when you quit, and automatically reloads it when you re-open. Nevertheless, it’s a good idea to avoid Untitled1, Untitled2, Untitled3, and so on and instead save your scripts and to give them informative names.

It might be tempting to name your files code.R or myscript.R, but you should think a bit harder before choosing a name for your file. Three important principles for file naming are as follows:

1. File names should be **machine** readable: avoid spaces, symbols, and special characters. Don’t rely on case sensitivity to distinguish files.
2. File names should be **human** readable: use file names to describe what’s in the file.
3. File names should play well with default ordering: start file names with numbers so that alphabetical sorting puts them in the order they get used.

For example, suppose you have the following files in a project folder.

alternative model.R  
code for exploratory analysis.r  
finalreport.qmd  
FinalReport.qmd  
fig 1.png  
Figure\_02.png  
model\_first\_try.R  
run-first.r  
temp.txt

There are a variety of problems here: it’s hard to find which file to run first, file names contain spaces, there are two files with the same name but different capitalization (finalreport vs. FinalReport[[11]](#footnote-11)), and some names don’t describe their contents (run-first and temp).

Here’s better way of naming and organizing the same set of files:

01-load-data.R  
02-exploratory-analysis.R  
03-model-approach-1.R  
04-model-approach-2.R  
fig-01.png  
fig-02.png  
report-2022-03-20.qmd  
report-2022-04-02.qmd  
report-draft-notes.txt

Numbering the key scripts make it obvious in which order to run them and a consistent naming scheme makes it easier to see what varies. Additionally, the figures are labelled similarly, the reports are distinguished by dates included in the file names, and temp is renamed to report-draft-notes to better describe its contents.

## 9.2 Projects

One day, you will need to quit R, go do something else, and return to your analysis later. One day, you will be working on multiple analyses simultaneously and you want to keep them separate. One day, you will need to bring data from the outside world into R and send numerical results and figures from R back out into the world.

To handle these real life situations, you need to make two decisions:

1. What is the source of truth? What will you save as your lasting record of what happened?
2. Where does your analysis live?

### 9.2.1 What is the source of truth?

As a beginning R user, it’s OK to consider your environment (i.e. the objects listed in the environment pane) to be your analysis. However, in the long run, you’ll be much better off if you ensure that your R scripts are the source of truth. With your R scripts (and your data files), you can recreate the environment. With only your environment, it’s much harder to recreate your R scripts: you’ll either have to retype a lot of code from memory (inevitably making mistakes along the way) or you’ll have to carefully mine your R history.

To help keep your R scripts as the source of truth for your analysis, we highly recommend that you instruct RStudio not to preserve your workspace between sessions. You can do this either by running usethis::use\_blank\_slate()[[12]](#footnote-12) or by mimicking the options shown in [Figure 9.2](#fig-blank-slate). This will cause you some short-term pain, because now when you restart RStudio, it will no longer remember the code that you ran last time. But this short-term pain saves you long-term agony because it forces you to capture all important interactions in your code. There’s nothing worse than discovering three months after the fact that you’ve only stored the results of an important calculation in your workspace, not the calculation itself in your code.

|  |
| --- |
| Figure 9.2: Copy these options in your RStudio options to always start your RStudio session with a clean slate. |

There is a great pair of keyboard shortcuts that will work together to make sure you’ve captured the important parts of your code in the editor:

1. Press Cmd/Ctrl + Shift + F10 to restart R.
2. Press Cmd/Ctrl + Shift + S to re-run the current script.

We collectively use this pattern hundreds of times a week.

|  |
| --- |
| RStudio server |
| If you’re using RStudio server, your R session is never restarted by default. When you close your RStudio server tab, it might feel like you’re closing R, but the server actually keeps it running in the background. The next time you return, you’ll be in exactly the same place you left. This makes it even more important to regularly restart R so that you’re starting with a refresh slate. |

### 9.2.2 Where does your analysis live?

R has a powerful notion of the **working directory**. This is where R looks for files that you ask it to load, and where it will put any files that you ask it to save. RStudio shows your current working directory at the top of the console:

|  |
| --- |
|  |

And you can print this out in R code by running getwd():

getwd()  
#> [1] "/Users/hadley/Documents/r4ds/r4ds"

As a beginning R user, it’s OK to let your working directory be your home directory, documents directory, or any other weird directory on your computer. But you’re nine chapters into this book, and you’re no longer a rank beginner. Very soon now you should evolve to organizing your projects into directories and, when working on a project, set R’s working directory to the associated directory.

You can set the working directory from within R but **we** **do not recommend it**:

setwd("/path/to/my/CoolProject")

There’s a better way; a way that also puts you on the path to managing your R work like an expert. That way is the **RStudio** **project**.

### 9.2.3 RStudio projects

Keeping all the files associated with a given project (input data, R scripts, analytical results, and figures) together in one directory is such a wise and common practice that RStudio has built-in support for this via **projects**. Let’s make a project for you to use while you’re working through the rest of this book. Click File > New Project, then follow the steps shown in [Figure 9.3](#fig-new-project).

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | | (a) First click New Directory. | | (b) Then click New Project. | | (c) Finally, fill in the directory (project) name, choose a good subdirectory for its home and click Create Project. |   Figure 9.3: Create a new project by following these three steps. |

Call your project r4ds and think carefully about which subdirectory you put the project in. If you don’t store it somewhere sensible, it will be hard to find it in the future!

Once this process is complete, you’ll get a new RStudio project just for this book. Check that the “home” of your project is the current working directory:

getwd()  
#> [1] /Users/hadley/Documents/r4ds/r4ds

Now enter the following commands in the script editor, and save the file, calling it “diamonds.R”. Next, run the complete script which will save a PDF and CSV file into your project directory. Don’t worry about the details, you’ll learn them later in the book.

library(tidyverse)  
  
ggplot(diamonds, aes(x = carat, y = price)) +   
 geom\_hex()  
ggsave("diamonds.pdf")  
  
write\_csv(diamonds, "diamonds.csv")

Quit RStudio. Inspect the folder associated with your project — notice the .Rproj file. Double-click that file to re-open the project. Notice you get back to where you left off: it’s the same working directory and command history, and all the files you were working on are still open. Because you followed our instructions above, you will, however, have a completely fresh environment, guaranteeing that you’re starting with a clean slate.

In your favorite OS-specific way, search your computer for diamonds.pdf and you will find the PDF (no surprise) but *also the script that created it* (diamonds.R). This is a huge win! One day, you will want to remake a figure or just understand where it came from. If you rigorously save figures to files **with R code** and never with the mouse or the clipboard, you will be able to reproduce old work with ease!

### 9.2.4 Relative and absolute paths

Once you’re inside a project, you should only ever use relative paths not absolute paths. What’s the difference? A relative path is **relative** to the working directory, i.e. the project’s home. When Hadley wrote diamonds.R above it was a shortcut for /Users/hadley/Documents/r4ds/r4ds/diamonds.R. But importantly, if Mine ran this code on her computer, it would point to /Users/Mine/Documents/r4ds/r4ds/diamonds.R. This is why relative paths are important: they’ll work regardless of where the project ends up.

Absolute paths point to the same place regardless of your working directory. They look a little different depending on your operating system. On Windows they start with a drive letter (e.g. C:) or two backslashes (e.g. \\servername) and on Mac/Linux they start with a slash “/” (e.g. /users/hadley). You should **never** use absolute paths in your scripts, because they hinder sharing: no one else will have exactly the same directory configuration as you.

There’s another important difference between operating systems: how you separate the components of the path. Mac and Linux uses slashes (e.g. plots/diamonds.pdf) and Windows uses backslashes (e.g. plots\diamonds.pdf). R can work with either type (no matter what platform you’re currently using), but unfortunately, backslashes mean something special to R, and to get a single backslash in the path, you need to type two backslashes! That makes life frustrating, so we recommend always using the Linux/Mac style with forward slashes.

## 9.3 Exercises

1. Go to the RStudio Tips Twitter account, <https://twitter.com/rstudiotips> and find one tip that looks interesting. Practice using it!
2. What other common mistakes will RStudio diagnostics report? Read <https://support.posit.co/hc/en-us/articles/205753617-Code-Diagnostics> to find out.

## 9.4 Summary

In summary, scripts and projects give you a solid workflow that will serve you well in the future:

* Create one RStudio project for each data analysis project.
* Save your scripts (with informative names) in the project, edit them, run them in bits or as a whole. Restart R frequently to make sure you’ve captured everything in your scripts.
* Only ever use relative paths, not absolute paths.

Then everything you need is in one place and cleanly separated from all the other projects that you are working on. Next up, you’ll learn about how to get help and how to ask good coding questions.

# 10. Workflow: getting help

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

This book is not an island; there is no single resource that will allow you to master R. As you begin to apply the techniques described in this book to your own data, you will soon find questions that we do not answer. This section describes a few tips on how to get help and to help you keep learning.

## 10.1 Google is your friend

If you get stuck, start with Google. Typically adding “R” to a query is enough to restrict it to relevant results: if the search isn’t useful, it often means that there aren’t any R-specific results available. Google is particularly useful for error messages. If you get an error message and you have no idea what it means, try googling it! Chances are that someone else has been confused by it in the past, and there will be help somewhere on the web. (If the error message isn’t in English, run Sys.setenv(LANGUAGE = "en") and re-run the code; you’re more likely to find help for English error messages.)

If Google doesn’t help, try [Stack Overflow](https://stackoverflow.com). Start by spending a little time searching for an existing answer, including [R], to restrict your search to questions and answers that use R.

## 10.2 Making a reprex

If your googling doesn’t find anything useful, it’s a really good idea to prepare a **reprex,** short for minimal **repr**oducible **ex**ample. A good reprex makes it easier for other people to help you, and often you’ll figure out the problem yourself in the course of making it. There are two parts to creating a reprex:

* First, you need to make your code reproducible. This means that you need to capture everything, i.e. include any library() calls and create all necessary objects. The easiest way to make sure you’ve done this is using the reprex package.
* Second, you need to make it minimal. Strip away everything that is not directly related to your problem. This usually involves creating a much smaller and simpler R object than the one you’re facing in real life or even using built-in data.

That sounds like a lot of work! And it can be, but it has a great payoff:

* 80% of the time, creating an excellent reprex reveals the source of your problem. It’s amazing how often the process of writing up a self-contained and minimal example allows you to answer your own question.
* The other 20% of the time, you will have captured the essence of your problem in a way that is easy for others to play with. This substantially improves your chances of getting help!

When creating a reprex by hand, it’s easy to accidentally miss something, meaning your code can’t be run on someone else’s computer. Avoid this problem by using the reprex package, which is installed as part of the tidyverse. Let’s say you copy this code onto your clipboard (or, on RStudio Server or Cloud, select it):

y <- 1:4  
mean(y)

Then call reprex(), where the default target venue is GitHub:

reprex::reprex()

A nicely rendered HTML preview will display in RStudio’s Viewer (if you’re in RStudio) or your default browser otherwise. The relevant bit of GitHub-flavored Markdown is ready to be pasted from your clipboard (on RStudio Server or Cloud, you will need to copy this yourself):

``` r  
y <- 1:4  
mean(y)  
#> [1] 2.5  
```

Here’s what that Markdown would look like rendered in a GitHub issue:

y <- 1:4  
mean(y)  
#> [1] 2.5

Anyone else can copy, paste, and run this immediately.

There are three things you need to include to make your example reproducible: required packages, data, and code.

1. **Packages** should be loaded at the top of the script so it’s easy to see which ones the example needs. This is a good time to check that you’re using the latest version of each package; you may have discovered a bug that’s been fixed since you installed or last updated the package. For packages in the tidyverse, the easiest way to check is to run tidyverse\_update().
2. The easiest way to include **data** is to use dput() to generate the R code needed to recreate it. For example, to recreate the mtcars dataset in R, perform the following steps:
   1. Run dput(mtcars) in R
   2. Copy the output
   3. In reprex, type mtcars <-, then paste.

* Try and find the smallest subset of your data that still reveals the problem.

1. Spend a little bit of time ensuring that your **code** is easy for others to read:
   * Make sure you’ve used spaces and your variable names are concise yet informative.
   * Use comments to indicate where your problem lies.
   * Do your best to remove everything that is not related to the problem.

* The shorter your code is, the easier it is to understand and the easier it is to fix.

Finish by checking that you have actually made a reproducible example by starting a fresh R session and copying and pasting your script.

## 10.3 Investing in yourself

You should also spend some time preparing yourself to solve problems before they occur. Investing a little time in learning R each day will pay off handsomely in the long run. One way is to follow what the tidyverse team is doing on the [tidyverse blog](https://www.tidyverse.org/blog/). To keep up with the R community more broadly, we recommend reading [R Weekly](https://rweekly.org): it’s a community effort to aggregate the most interesting news in the R community each week.

If you’re an active Twitter user, you might also want to follow Hadley ([@hadleywickham](https://twitter.com/hadleywickham)), Mine ([@minebocek](https://twitter.com/minebocek)), Garrett ([@statgarrett](https://twitter.com/statgarrett)), or follow [@rstudiotips](https://twitter.com/rstudiotips) to keep up with new features in the IDE. If you want the full fire hose of new developments, you can also read the ([#rstats](https://twitter.com/search?q=%23rstats)) hashtag. This is one of the key tools that Hadley and Mine use to keep up with new developments in the community.

## 10.4 Summary

This chapter concludes the Whole Game part of the book. You’ve now seen the most important parts of the data science process: visualization, transformation, tidying and importing. Now you’ve got a holistic view of the whole process, and we start to get into the details of small pieces.

The next part of the book, Visualize, does a deeper dive into the grammar of graphics and creating data visualizations with ggplot2, showcases how to use the tools you’ve learned so far to conduct exploratory data analysis, and introduces good practices for creating plots for communication.

# 11. Layers

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 11.1 Introduction

In the [Chapter 2](#sec-data-visualization), you learned much more than just how to make scatterplots, bar charts, and boxplots. You learned a foundation that you can use to make *any* type of plot with ggplot2.

In this chapter, you’ll expand on that foundation as you learn about the layered grammar of graphics. We’ll start with a deeper dive into aesthetic mappings, geometric objects, and facets. Then, you will learn about statistical transformations ggplot2 makes under the hood when creating a plot. These transformations are used to calculate new values to plot, such as the heights of bars in a bar plot or medians in a box plot. You will also learn about position adjustments, which modify how geoms are displayed in your plots. Finally, we’ll briefly introduce coordinate systems.

We will not cover every single function and option for each of these layers, but we will walk you through the most important and commonly used functionality provided by ggplot2 as well as introduce you to packages that extend ggplot2.

### 11.1.1 Prerequisites

This chapter focuses on ggplot2, one of the core packages in the tidyverse. To access the datasets, help pages, and functions used in this chapter, load the tidyverse by running this code:

library(tidyverse)

## 11.2 Aesthetic mappings

“The greatest value of a picture is when it forces us to notice what we never expected to see.” — John Tukey

The mpg data frame that is bundled with the ggplot2 package contains 234 observations collected by the US Environmental Protection Agency on 38 car models.

mpg  
#> # A tibble: 234 × 11  
#> manufa…¹ model displ year cyl trans drv cty hwy fl class   
#> <chr> <chr> <dbl> <int> <int> <chr> <chr> <int> <int> <chr> <chr>   
#> 1 audi a4 1.8 1999 4 auto(l5) f 18 29 p compact  
#> 2 audi a4 1.8 1999 4 manual(m5) f 21 29 p compact  
#> 3 audi a4 2 2008 4 manual(m6) f 20 31 p compact  
#> 4 audi a4 2 2008 4 auto(av) f 21 30 p compact  
#> 5 audi a4 2.8 1999 6 auto(l5) f 16 26 p compact  
#> 6 audi a4 2.8 1999 6 manual(m5) f 18 26 p compact  
#> # … with 228 more rows, and abbreviated variable name ¹​manufacturer

Among the variables in mpg are:

1. displ: A car’s engine size, in liters. A numerical variable.
2. hwy: A car’s fuel efficiency on the highway, in miles per gallon (mpg). A car with a low fuel efficiency consumes more fuel than a car with a high fuel efficiency when they travel the same distance. A numerical variable.
3. class: Type of car. A categorical variable.

You can learn about mpg on its help page by running ?mpg.

Let’s start by visualizing the relationship between displ and hwy for various classes of cars. We can do this with a scatterplot where the numerical variables are mapped to the x and y aesthetics and the categorical variable is mapped to an aesthetic like color or shape.

# Left  
ggplot(mpg, aes(x = displ, y = hwy, color = class)) +  
 geom\_point()  
  
# Right  
ggplot(mpg, aes(x = displ, y = hwy, shape = class)) +  
 geom\_point()  
#> Warning: The shape palette can deal with a maximum of 6 discrete values  
#> because more than 6 becomes difficult to discriminate; you have 7.  
#> Consider specifying shapes manually if you must have them.  
#> Warning: Removed 62 rows containing missing values (`geom\_point()`).

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

When class is mapped to shape, we get two warnings:

1: The shape palette can deal with a maximum of 6 discrete values because more than 6 becomes difficult to discriminate; you have 7. Consider specifying shapes manually if you must have them.

2: Removed 62 rows containing missing values (geom\_point()).

Since ggplot2 will only use six shapes at a time, by default, additional groups will go unplotted when you use the shape aesthetic. The second warning is related – there are 62 SUVs in the dataset and they’re not plotted.

Similarly, we can map class to size or alpha (transparency) aesthetics as well.

# Left  
ggplot(mpg, aes(x = displ, y = hwy, size = class)) +  
 geom\_point()  
#> Warning: Using size for a discrete variable is not advised.  
  
# Right  
ggplot(mpg, aes(x = displ, y = hwy, alpha = class)) +  
 geom\_point()  
#> Warning: Using alpha for a discrete variable is not advised.

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

Both of these produce warnings as well:

Using alpha for a discrete variable is not advised.

Mapping a non-ordinal discrete (categorical) variable (class) to an ordered aesthetic (size or alpha) is generally not a good idea because it implies a ranking that does not in fact exist.

Similarly, we could have mapped class to the alpha aesthetic, which controls the transparency of the points, or to the shape aesthetic, which controls the shape of the points.

Once you map an aesthetic, ggplot2 takes care of the rest. It selects a reasonable scale to use with the aesthetic, and it constructs a legend that explains the mapping between levels and values. For x and y aesthetics, ggplot2 does not create a legend, but it creates an axis line with tick marks and a label. The axis line acts as a legend; it explains the mapping between locations and values.

You can also set the aesthetic properties of your geom manually. For example, we can make all of the points in our plot blue:

ggplot(mpg, aes(x = displ, y = hwy)) +   
 geom\_point(color = "blue")

|  |
| --- |
|  |

Here, the color doesn’t convey information about a variable, but only changes the appearance of the plot. You can set an aesthetic manually by name as an argument of your geom function. In other words, it goes *outside* of aes(). You’ll need to pick a value that makes sense for that aesthetic:

* The name of a color as a character string.
* The size of a point in mm.
* The shape of a point as a number, as shown in [Figure 11.1](#fig-shapes).

|  |
| --- |
| Figure 11.1: R has 25 built in shapes that are identified by numbers. There are some seeming duplicates: for example, 0, 15, and 22 are all squares. The difference comes from the interaction of the color and fill aesthetics. The hollow shapes (0–14) have a border determined by color; the solid shapes (15–20) are filled with color; the filled shapes (21–24) have a border of color and are filled with fill. |

So far we have discussed aesthetics that we can map or set in a scatterplot, when using a point geom. You can learn more about all possible aesthetic mappings in the aesthetic specifications vignette at <https://ggplot2.tidyverse.org/articles/ggplot2-specs.html>.

The specific aesthetics you can use for a plot depend on the geom you use to represent the data. In the next section we dive deeper into geoms.

### 11.2.1 Exercises

1. Create a scatterplot of hwy vs. displ where the points are pink filled in triangles.
2. Why did the following code not result in a plot with blue points?

* ggplot(mpg) +   
   geom\_point(aes(x = displ, y = hwy, color = "blue"))

1. What does the stroke aesthetic do? What shapes does it work with? (Hint: use ?geom\_point)
2. What happens if you map an aesthetic to something other than a variable name, like aes(color = displ < 5)? Note, you’ll also need to specify x and y.

## 11.3 Geometric objects

How are these two plots similar?

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

Both plots contain the same x variable, the same y variable, and both describe the same data. But the plots are not identical. Each plot uses a different geometric object, geom, to represent the data. The plot on the left uses the point geom, and the plot on the right uses the smooth geom, a smooth line fitted to the data.

To change the geom in your plot, change the geom function that you add to ggplot(). For instance, to make the plots above, you can use this code:

# Left  
ggplot(mpg, aes(x = displ, y = hwy)) +   
 geom\_point()  
  
# Right  
ggplot(mpg, aes(x = displ, y = hwy)) +   
 geom\_smooth()  
#> `geom\_smooth()` using method = 'loess' and formula = 'y ~ x'

Every geom function in ggplot2 takes a mapping argument. However, not every aesthetic works with every geom. You could set the shape of a point, but you couldn’t set the “shape” of a line. If you try, ggplot2 will silently ignore that aesthetic mapping. On the other hand, you *could* set the linetype of a line. geom\_smooth() will draw a different line, with a different linetype, for each unique value of the variable that you map to linetype.

ggplot(mpg, aes(x = displ, y = hwy, shape = drv)) +   
 geom\_smooth()  
ggplot(mpg, aes(x = displ, y = hwy, linetype = drv)) +   
 geom\_smooth()

|  |
| --- |
|  |
|  |

Here, geom\_smooth() separates the cars into three lines based on their drv value, which describes a car’s drive train. One line describes all of the points that have a 4 value, one line describes all of the points that have an f value, and one line describes all of the points that have an r value. Here, 4 stands for four-wheel drive, f for front-wheel drive, and r for rear-wheel drive.

If this sounds strange, we can make it more clear by overlaying the lines on top of the raw data and then coloring everything according to drv.

|  |
| --- |
|  |

Notice that this plot contains two geoms in the same graph.

Many geoms, like geom\_smooth(), use a single geometric object to display multiple rows of data. For these geoms, you can set the group aesthetic to a categorical variable to draw multiple objects. ggplot2 will draw a separate object for each unique value of the grouping variable. In practice, ggplot2 will automatically group the data for these geoms whenever you map an aesthetic to a discrete variable (as in the linetype example). It is convenient to rely on this feature because the group aesthetic by itself does not add a legend or distinguishing features to the geoms.

ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_smooth()  
   
ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_smooth(aes(group = drv))  
   
ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_smooth(aes(color = drv), show.legend = FALSE)

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | | |  | | --- | |  | |

If you place mappings in a geom function, ggplot2 will treat them as local mappings for the layer. It will use these mappings to extend or overwrite the global mappings *for that layer only*. This makes it possible to display different aesthetics in different layers.

ggplot(mpg, aes(x = displ, y = hwy)) +   
 geom\_point(aes(color = class)) +   
 geom\_smooth()

|  |
| --- |
|  |

You can use the same idea to specify different data for each layer. Here, we use red points as well as open circles to highlight two-seater cars. The local data argument in geom\_smooth() overrides the global data argument in ggplot() for that layer only.

ggplot(mpg, aes(x = displ, y = hwy)) +   
 geom\_point() +   
 geom\_point(  
 data = mpg |> filter(class == "2seater"),   
 color = "red"  
 ) +  
 geom\_point(  
 data = mpg |> filter(class == "2seater"),   
 shape = "circle open", size = 3, color = "red"  
 )

|  |
| --- |
|  |

(You’ll learn how filter() works in the chapter on data transformations: for now, just know that this command selects only the subcompact cars.)

Geoms are the fundamental building blocks of ggplot2. You can completely transform the look of your plot by changing its geom, and different geoms can reveal different features of your data. For example, the histogram and density plot below reveal that the distribution of highway mileage is bimodal and right skewed while the boxplot reveals two potential outliers.

# Left  
ggplot(mpg, aes(x = hwy)) +  
 geom\_histogram(binwidth = 2)  
  
# Middle  
ggplot(mpg, aes(x = hwy)) +  
 geom\_density()  
  
# Right  
ggplot(mpg, aes(x = hwy)) +  
 geom\_boxplot()

|  |
| --- |
|  |
|  |
|  |

ggplot2 provides more than 40 geoms but these don’t cover all possible plots one could make. If you need a different geom, we recommend looking into extension packages first to see if someone else has already implemented it (see <https://exts.ggplot2.tidyverse.org/gallery/> for a sampling). For example, the **ggridges** package ([https://wilkelab.org/ggridges](https://wilkelab.org/ggridges/)) is useful for making ridgeline plots, which can be useful for visualizing the density of a numerical variable for different levels of a categorical variable. In the following plot not only did we use a new geom (geom\_density\_ridges()), but we have also mapped the same variable to multiple aesthetics (drv to y, fill, and color) as well as set an aesthetic (alpha = 0.5) to make the density curves transparent.

library(ggridges)  
  
ggplot(mpg, aes(x = hwy, y = drv, fill = drv, color = drv)) +  
 geom\_density\_ridges(alpha = 0.5, show.legend = FALSE)  
#> Picking joint bandwidth of 1.28

|  |
| --- |
|  |

The best place to get a comprehensive overview of all of the geoms ggplot2 offers, as well as all functions in the package, is the reference page: <https://ggplot2.tidyverse.org/reference>. To learn more about any single geom, use the help (e.g. ?geom\_smooth).

### 11.3.1 Exercises

1. What geom would you use to draw a line chart? A boxplot? A histogram? An area chart?
2. Earlier in this chapter we used show.legend without explaining it:

* ggplot(mpg, aes(x = displ, y = hwy)) +  
   geom\_smooth(aes(color = drv), show.legend = FALSE)  
  #> `geom\_smooth()` using method = 'loess' and formula = 'y ~ x'
* What does show.legend = FALSE do here? What happens if you remove it? Why do you think we used it earlier?

1. What does the se argument to geom\_smooth() do?
2. Recreate the R code necessary to generate the following graphs. Note that wherever a categorical variable is used in the plot, it’s drv.

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

## 11.4 Facets

In [Chapter 2](#sec-data-visualization) you learned about faceting with facet\_wrap(), which splits a plot into subplots that each display one subset of the data based on a categorical variable.

ggplot(mpg, aes(x = displ, y = hwy)) +   
 geom\_point() +   
 facet\_wrap(~cyl)

|  |
| --- |
|  |

To facet your plot with the combination of two variables, switch from facet\_wrap() to facet\_grid(). The first argument of facet\_grid() is also a formula, but now it’s a double sided formula: rows ~ cols.

ggplot(mpg, aes(x = displ, y = hwy)) +   
 geom\_point() +   
 facet\_grid(drv ~ cyl)

|  |
| --- |
|  |

By default each of the facets share the same scale for x and y axes. This is useful when you want to compare data across facets but it can be limiting when you want to visualize the relationship within each facet better. Setting the scales argument in a faceting function to "free" will allow for different axis scales across both rows and columns. Other options for this argument are "free\_x" (different scales across rows) and "free\_y" (different scales across columns).

ggplot(mpg, aes(x = displ, y = hwy)) +   
 geom\_point() +   
 facet\_grid(drv ~ cyl, scales = "free")

|  |
| --- |
|  |

### 11.4.1 Exercises

1. What happens if you facet on a continuous variable?
2. What do the empty cells in plot with facet\_grid(drv ~ cyl) mean? Run the following code. How do they relate to the resulting plot?

* ggplot(mpg) +   
   geom\_point(aes(x = drv, y = cyl))

1. What plots does the following code make? What does . do?

* ggplot(mpg) +   
   geom\_point(aes(x = displ, y = hwy)) +  
   facet\_grid(drv ~ .)  
    
  ggplot(mpg) +   
   geom\_point(aes(x = displ, y = hwy)) +  
   facet\_grid(. ~ cyl)

1. Take the first faceted plot in this section:

* ggplot(mpg) +   
   geom\_point(aes(x = displ, y = hwy)) +   
   facet\_wrap(~ class, nrow = 2)
* What are the advantages to using faceting instead of the color aesthetic? What are the disadvantages? How might the balance change if you had a larger dataset?

1. Read ?facet\_wrap. What does nrow do? What does ncol do? What other options control the layout of the individual panels? Why doesn’t facet\_grid() have nrow and ncol arguments?
2. Which of the following two plots makes it easier to compare engine size (displ) across cars with different drive trains? What does this say about when to place a faceting variable across rows or columns?

* ggplot(mpg) +   
   geom\_point(aes(x = displ, y = hwy)) +   
   facet\_grid(drv ~ .)  
    
  ggplot(mpg) +   
   geom\_point(aes(x = displ, y = hwy)) +   
   facet\_grid(. ~ drv)

1. Recreate the following plot using facet\_wrap() instead of facet\_grid(). How do the positions of the facet labels change?

* ggplot(mpg) +   
   geom\_point(aes(x = displ, y = hwy)) +  
   facet\_grid(drv ~ .)

## 11.5 Statistical transformations

Consider a basic bar chart, drawn with geom\_bar() or geom\_col(). The following chart displays the total number of diamonds in the diamonds dataset, grouped by cut. The diamonds dataset is in the ggplot2 package and contains information on ~54,000 diamonds, including the price, carat, color, clarity, and cut of each diamond. The chart shows that more diamonds are available with high quality cuts than with low quality cuts.

ggplot(diamonds, aes(x = cut)) +   
 geom\_bar()

|  |
| --- |
|  |

On the x-axis, the chart displays cut, a variable from diamonds. On the y-axis, it displays count, but count is not a variable in diamonds! Where does count come from? Many graphs, like scatterplots, plot the raw values of your dataset. Other graphs, like bar charts, calculate new values to plot:

* Bar charts, histograms, and frequency polygons bin your data and then plot bin counts, the number of points that fall in each bin.
* Smoothers fit a model to your data and then plot predictions from the model.
* Boxplots compute a robust summary of the distribution and then display that summary as a specially formatted box.

The algorithm used to calculate new values for a graph is called a **stat**, short for statistical transformation. [Figure 11.2](#fig-vis-stat-bar) shows how this process works with geom\_bar().

|  |
| --- |
| Figure 11.2: When create a bar chart we first start with the raw data, then aggregate it to count the number of observations in each bar, and finally map those computed variables to plot aesthetics. |

You can learn which stat a geom uses by inspecting the default value for the stat argument. For example, ?geom\_bar shows that the default value for stat is “count”, which means that geom\_bar() uses stat\_count(). stat\_count() is documented on the same page as geom\_bar(). If you scroll down, the section called “Computed variables” explains that it computes two new variables: count and prop.

Every geom has a default stat; and every stat has a default geom. This means that you can typically use geoms without worrying about the underlying statistical transformation. However, there are three reasons why you might need to use a stat explicitly:

1. You might want to override the default stat. In the code below, we change the stat of geom\_bar() from count (the default) to identity. This lets us map the height of the bars to the raw values of a variable.

* cut\_frequencies <- tribble(  
   ~cut, ~freq,  
   "Fair", 1610,  
   "Good", 4906,  
   "Very Good", 12082,  
   "Premium", 13791,  
   "Ideal", 21551  
  )  
    
  ggplot(cut\_frequencies, aes(x = cut, y = freq)) +  
   geom\_bar(stat = "identity")

|  |
| --- |
|  |

1. You might want to override the default mapping from transformed variables to aesthetics. For example, you might want to display a bar chart of proportions, rather than counts:

* ggplot(diamonds, aes(x = cut, y = after\_stat(prop), group = 1)) +   
   geom\_bar()

|  |
| --- |
|  |

* To find the variables computed by the stat, look for the section titled “computed variables” in the help for geom\_bar().

1. You might want to draw greater attention to the statistical transformation in your code. For example, you might use stat\_summary(), which summarizes the y values for each unique x value, to draw attention to the summary that you’re computing:

* ggplot(diamonds) +   
   stat\_summary(  
   aes(x = cut, y = depth),  
   fun.min = min,  
   fun.max = max,  
   fun = median  
   )

|  |
| --- |
|  |

ggplot2 provides more than 20 stats for you to use. Each stat is a function, so you can get help in the usual way, e.g. ?stat\_bin.

### 11.5.1 Exercises

1. What is the default geom associated with stat\_summary()? How could you rewrite the previous plot to use that geom function instead of the stat function?
2. What does geom\_col() do? How is it different from geom\_bar()?
3. Most geoms and stats come in pairs that are almost always used in concert. Read through the documentation and make a list of all the pairs. What do they have in common?
4. What variables does stat\_smooth() compute? What arguments control its behavior?
5. In our proportion bar chart, we need to set group = 1. Why? In other words, what is the problem with these two graphs?

* ggplot(diamonds, aes(x = cut, y = after\_stat(prop))) +   
   geom\_bar()  
  ggplot(diamonds, aes(x = cut, fill = color, y = after\_stat(prop))) +   
   geom\_bar()

## 11.6 Position adjustments

There’s one more piece of magic associated with bar charts. You can color a bar chart using either the color aesthetic, or, more usefully, fill:

ggplot(diamonds, aes(x = cut, color = cut)) +   
 geom\_bar()  
ggplot(diamonds, aes(x = cut, fill = cut)) +   
 geom\_bar()

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

Note what happens if you map the fill aesthetic to another variable, like clarity: the bars are automatically stacked. Each colored rectangle represents a combination of cut and clarity.

ggplot(diamonds, aes(x = cut, fill = clarity)) +   
 geom\_bar()

|  |
| --- |
|  |

The stacking is performed automatically using the **position adjustment** specified by the position argument. If you don’t want a stacked bar chart, you can use one of three other options: "identity", "dodge" or "fill".

* position = "identity" will place each object exactly where it falls in the context of the graph. This is not very useful for bars, because it overlaps them. To see that overlapping we either need to make the bars slightly transparent by setting alpha to a small value, or completely transparent by setting fill = NA.
* ggplot(diamonds, aes(x = cut, fill = clarity)) +   
   geom\_bar(alpha = 1/5, position = "identity")  
  ggplot(diamonds, aes(x = cut, color = clarity)) +   
   geom\_bar(fill = NA, position = "identity")

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

* The identity position adjustment is more useful for 2d geoms, like points, where it is the default.
* position = "fill" works like stacking, but makes each set of stacked bars the same height. This makes it easier to compare proportions across groups.
* position = "dodge" places overlapping objects directly *beside* one another. This makes it easier to compare individual values.
* ggplot(diamonds, aes(x = cut, fill = clarity)) +   
   geom\_bar(position = "fill")  
  ggplot(diamonds, aes(x = cut, fill = clarity)) +   
   geom\_bar(position = "dodge")

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

There’s one other type of adjustment that’s not useful for bar charts, but can be very useful for scatterplots. Recall our first scatterplot. Did you notice that the plot displays only 126 points, even though there are 234 observations in the dataset?

|  |
| --- |
|  |

The underlying values of hwy and displ are rounded so the points appear on a grid and many points overlap each other. This problem is known as **overplotting**. This arrangement makes it difficult to see the distribution of the data. Are the data points spread equally throughout the graph, or is there one special combination of hwy and displ that contains 109 values?

You can avoid this gridding by setting the position adjustment to “jitter”. position = "jitter" adds a small amount of random noise to each point. This spreads the points out because no two points are likely to receive the same amount of random noise.

ggplot(mpg, aes(x = displ, y = hwy)) +   
 geom\_point(position = "jitter")

|  |
| --- |
|  |

Adding randomness seems like a strange way to improve your plot, but while it makes your graph less accurate at small scales, it makes your graph *more* revealing at large scales. Because this is such a useful operation, ggplot2 comes with a shorthand for geom\_point(position = "jitter"): geom\_jitter().

To learn more about a position adjustment, look up the help page associated with each adjustment: ?position\_dodge, ?position\_fill, ?position\_identity, ?position\_jitter, and ?position\_stack.

### 11.6.1 Exercises

1. What is the problem with the following plot? How could you improve it?

* ggplot(mpg, aes(x = cty, y = hwy)) +   
   geom\_point()

1. What parameters to geom\_jitter() control the amount of jittering?
2. Compare and contrast geom\_jitter() with geom\_count().
3. What’s the default position adjustment for geom\_boxplot()? Create a visualization of the mpg dataset that demonstrates it.

## 11.7 Coordinate systems

Coordinate systems are probably the most complicated part of ggplot2. The default coordinate system is the Cartesian coordinate system where the x and y positions act independently to determine the location of each point. There are two other coordinate systems that are occasionally helpful.

* coord\_quickmap() sets the aspect ratio correctly for maps. This is very important if you’re plotting spatial data with ggplot2. We don’t have the space to discuss maps in this book, but you can learn more in the [Maps chapter](https://ggplot2-book.org/maps.html) of *ggplot2: Elegant graphics for data analysis*.
* nz <- map\_data("nz")  
    
  ggplot(nz, aes(x = long, y = lat, group = group)) +  
   geom\_polygon(fill = "white", color = "black")  
    
  ggplot(nz, aes(x = long, y = lat, group = group)) +  
   geom\_polygon(fill = "white", color = "black") +  
   coord\_quickmap()

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

* coord\_polar() uses polar coordinates. Polar coordinates reveal an interesting connection between a bar chart and a Coxcomb chart.
* bar <- ggplot(data = diamonds) +   
   geom\_bar(  
   mapping = aes(x = cut, fill = cut),   
   show.legend = FALSE,  
   width = 1  
   ) +   
   theme(aspect.ratio = 1) +  
   labs(x = NULL, y = NULL)  
    
  bar + coord\_flip()  
  bar + coord\_polar()

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

### 11.7.1 Exercises

1. Turn a stacked bar chart into a pie chart using coord\_polar().
2. What’s the difference between coord\_quickmap() and coord\_map()?
3. What does the following plot tell you about the relationship between city and highway mpg? Why is coord\_fixed() important? What does geom\_abline() do?

* ggplot(data = mpg, mapping = aes(x = cty, y = hwy)) +  
   geom\_point() +   
   geom\_abline() +  
   coord\_fixed()

## 11.8 The layered grammar of graphics

We can expand on the graphing template you learned in **?@sec-graphing-template** by adding position adjustments, stats, coordinate systems, and faceting:

ggplot(data = <DATA>) +   
 <GEOM\_FUNCTION>(  
 mapping = aes(<MAPPINGS>),  
 stat = <STAT>,   
 position = <POSITION>  
 ) +  
 <COORDINATE\_FUNCTION> +  
 <FACET\_FUNCTION>

Our new template takes seven parameters, the bracketed words that appear in the template. In practice, you rarely need to supply all seven parameters to make a graph because ggplot2 will provide useful defaults for everything except the data, the mappings, and the geom function.

The seven parameters in the template compose the grammar of graphics, a formal system for building plots. The grammar of graphics is based on the insight that you can uniquely describe *any* plot as a combination of a dataset, a geom, a set of mappings, a stat, a position adjustment, a coordinate system, and a faceting scheme.

To see how this works, consider how you could build a basic plot from scratch: you could start with a dataset and then transform it into the information that you want to display (with a stat). Next, you could choose a geometric object to represent each observation in the transformed data. You could then use the aesthetic properties of the geoms to represent variables in the data. You would map the values of each variable to the levels of an aesthetic. You’d then select a coordinate system to place the geoms into, using the location of the objects (which is itself an aesthetic property) to display the values of the x and y variables.

|  |
| --- |
|  |

At this point, you would have a complete graph, but you could further adjust the positions of the geoms within the coordinate system (a position adjustment) or split the graph into subplots (faceting). You could also extend the plot by adding one or more additional layers, where each additional layer uses a dataset, a geom, a set of mappings, a stat, and a position adjustment.

You could use this method to build *any* plot that you imagine. In other words, you can use the code template that you’ve learned in this chapter to build hundreds of thousands of unique plots.

If you’d like to learn more about the theoretical underpinnings of ggplot2, you might enjoy reading “[The Layered Grammar of Graphics](https://vita.had.co.nz/papers/layered-grammar.pdf)”, the scientific paper that describes the theory of ggplot2 in detail.

## 11.9 Summary

In this chapter you learned about the layered grammar of graphics starting with aesthetics and geometries to build a simple plot, facets for splitting the plot into subsets, statistics for understanding how geoms are calculated, position adjustments for controlling the fine details of position when geoms might otherwise overlap, and coordinate systems allow you fundamentally change what x and y mean. One layer we have not yet touched on is theme, which we will introduce in [Section 13.5](#sec-themes).

Two very useful resources for getting an overview of the complete ggplot2 functionality are the ggplot2 cheatsheet (which you can find at <https://posit.co/resources/cheatsheets> ) and the ggplot2 package website ([https://ggplot2.tidyverse.org](https://ggplot2.tidyverse.org/)).

An important lesson you should take from this chapter is that when you feel the need for a geom that is not provided by ggplot2, it’s always a good idea to look into whether someone else has already solved your problem by creating a ggplot2 extension package that offers that geom.

# 12. Exploratory data analysis

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 12.1 Introduction

This chapter will show you how to use visualization and transformation to explore your data in a systematic way, a task that statisticians call exploratory data analysis, or EDA for short. EDA is an iterative cycle. You:

1. Generate questions about your data.
2. Search for answers by visualizing, transforming, and modelling your data.
3. Use what you learn to refine your questions and/or generate new questions.

EDA is not a formal process with a strict set of rules. More than anything, EDA is a state of mind. During the initial phases of EDA you should feel free to investigate every idea that occurs to you. Some of these ideas will pan out, and some will be dead ends. As your exploration continues, you will home in on a few particularly productive areas that you’ll eventually write up and communicate to others.

EDA is an important part of any data analysis, even if the questions are handed to you on a platter, because you always need to investigate the quality of your data. Data cleaning is just one application of EDA: you ask questions about whether your data meets your expectations or not. To do data cleaning, you’ll need to deploy all the tools of EDA: visualization, transformation, and modelling.

### 12.1.1 Prerequisites

In this chapter we’ll combine what you’ve learned about dplyr and ggplot2 to interactively ask questions, answer them with data, and then ask new questions.

library(tidyverse)

## 12.2 Questions

“There are no routine statistical questions, only questionable statistical routines.” — Sir David Cox

“Far better an approximate answer to the right question, which is often vague, than an exact answer to the wrong question, which can always be made precise.” — John Tukey

Your goal during EDA is to develop an understanding of your data. The easiest way to do this is to use questions as tools to guide your investigation. When you ask a question, the question focuses your attention on a specific part of your dataset and helps you decide which graphs, models, or transformations to make.

EDA is fundamentally a creative process. And like most creative processes, the key to asking *quality* questions is to generate a large *quantity* of questions. It is difficult to ask revealing questions at the start of your analysis because you do not know what insights can be gleaned from your dataset. On the other hand, each new question that you ask will expose you to a new aspect of your data and increase your chance of making a discovery. You can quickly drill down into the most interesting parts of your data—and develop a set of thought-provoking questions—if you follow up each question with a new question based on what you find.

There is no rule about which questions you should ask to guide your research. However, two types of questions will always be useful for making discoveries within your data. You can loosely word these questions as:

1. What type of variation occurs within my variables?
2. What type of covariation occurs between my variables?

The rest of this chapter will look at these two questions. We’ll explain what variation and covariation are, and we’ll show you several ways to answer each question. To make the discussion easier, let’s define some terms:

* A **variable** is a quantity, quality, or property that you can measure.
* A **value** is the state of a variable when you measure it. The value of a variable may change from measurement to measurement.
* An **observation** is a set of measurements made under similar conditions (you usually make all of the measurements in an observation at the same time and on the same object). An observation will contain several values, each associated with a different variable. We’ll sometimes refer to an observation as a data point.
* **Tabular data** is a set of values, each associated with a variable and an observation. Tabular data is *tidy* if each value is placed in its own “cell”, each variable in its own column, and each observation in its own row.

So far, all of the data that you’ve seen has been tidy. In real-life, most data isn’t tidy, so we’ll come back to these ideas again in [Chapter 25](#sec-rectangling).

## 12.3 Variation

**Variation** is the tendency of the values of a variable to change from measurement to measurement. You can see variation easily in real life; if you measure any continuous variable twice, you will get two different results. This is true even if you measure quantities that are constant, like the speed of light. Each of your measurements will include a small amount of error that varies from measurement to measurement. Variables can also vary if you measure across different subjects (e.g. the eye colors of different people) or different times (e.g. the energy levels of an electron at different moments). Every variable has its own pattern of variation, which can reveal interesting information about how that variable varies between measurements on the same observation as well as across observations. The best way to understand that pattern is to visualize the distribution of the variable’s values, which you’ve learned about in [Chapter 2](#sec-data-visualization).

We’ll start our exploration by visualizing the distribution of weights (carat) of ~54,000 diamonds from the diamonds dataset. Since carat is a numerical variable, we can use a histogram:

ggplot(diamonds, aes(x = carat)) +  
 geom\_histogram(binwidth = 0.5)

|  |
| --- |
|  |

Now that you can visualize variation, what should you look for in your plots? And what type of follow-up questions should you ask? We’ve put together a list below of the most useful types of information that you will find in your graphs, along with some follow-up questions for each type of information. The key to asking good follow-up questions will be to rely on your curiosity (What do you want to learn more about?) as well as your skepticism (How could this be misleading?).

### 12.3.1 Typical values

In both bar charts and histograms, tall bars show the common values of a variable, and shorter bars show less-common values. Places that do not have bars reveal values that were not seen in your data. To turn this information into useful questions, look for anything unexpected:

* Which values are the most common? Why?
* Which values are rare? Why? Does that match your expectations?
* Can you see any unusual patterns? What might explain them?

As an example, the histogram below suggests several interesting questions:

* Why are there more diamonds at whole carats and common fractions of carats?
* Why are there more diamonds slightly to the right of each peak than there are slightly to the left of each peak?

smaller <- diamonds |>   
 filter(carat < 3)  
  
ggplot(smaller, aes(x = carat)) +  
 geom\_histogram(binwidth = 0.01)

|  |
| --- |
|  |

Clusters of similar values suggest that subgroups exist in your data. To understand the subgroups, ask:

* How are the observations within each cluster similar to each other?
* How are the observations in separate clusters different from each other?
* How can you explain or describe the clusters?
* Why might the appearance of clusters be misleading?

The histogram below shows the length (in minutes) of 272 eruptions of the Old Faithful Geyser in Yellowstone National Park. Eruption times appear to be clustered into two groups: there are short eruptions (of around 2 minutes) and long eruptions (4-5 minutes), but little in between.

ggplot(faithful, aes(x = eruptions)) +   
 geom\_histogram(binwidth = 0.25)

|  |
| --- |
|  |

Many of the questions above will prompt you to explore a relationship *between* variables, for example, to see if the values of one variable can explain the behavior of another variable. We’ll get to that shortly.

### 12.3.2 Unusual values

Outliers are observations that are unusual; data points that don’t seem to fit the pattern. Sometimes outliers are data entry errors; other times outliers suggest important new science. When you have a lot of data, outliers are sometimes difficult to see in a histogram. For example, take the distribution of the y variable from the diamonds dataset. The only evidence of outliers is the unusually wide limits on the x-axis.

ggplot(diamonds, aes(x = y)) +   
 geom\_histogram(binwidth = 0.5)

|  |
| --- |
|  |

There are so many observations in the common bins that the rare bins are very short, making it very difficult to see them (although maybe if you stare intently at 0 you’ll spot something). To make it easy to see the unusual values, we need to zoom to small values of the y-axis with coord\_cartesian():

ggplot(diamonds, aes(x = y)) +   
 geom\_histogram(binwidth = 0.5) +  
 coord\_cartesian(ylim = c(0, 50))

|  |
| --- |
|  |

coord\_cartesian() also has an xlim() argument for when you need to zoom into the x-axis. ggplot2 also has xlim() and ylim() functions that work slightly differently: they throw away the data outside the limits.

This allows us to see that there are three unusual values: 0, ~30, and ~60. We pluck them out with dplyr:

unusual <- diamonds |>   
 filter(y < 3 | y > 20) |>   
 select(price, x, y, z) |>  
 arrange(y)  
unusual  
#> # A tibble: 9 × 4  
#> price x y z  
#> <int> <dbl> <dbl> <dbl>  
#> 1 5139 0 0 0   
#> 2 6381 0 0 0   
#> 3 12800 0 0 0   
#> 4 15686 0 0 0   
#> 5 18034 0 0 0   
#> 6 2130 0 0 0   
#> 7 2130 0 0 0   
#> 8 2075 5.15 31.8 5.12  
#> 9 12210 8.09 58.9 8.06

The y variable measures one of the three dimensions of these diamonds, in mm. We know that diamonds can’t have a width of 0mm, so these values must be incorrect. We might also suspect that measurements of 32mm and 59mm are implausible: those diamonds are over an inch long, but don’t cost hundreds of thousands of dollars!

It’s good practice to repeat your analysis with and without the outliers. If they have minimal effect on the results, and you can’t figure out why they’re there, it’s reasonable to omit them, and move on. However, if they have a substantial effect on your results, you shouldn’t drop them without justification. You’ll need to figure out what caused them (e.g. a data entry error) and disclose that you removed them in your write-up.

### 12.3.3 Exercises

1. Explore the distribution of each of the x, y, and z variables in diamonds. What do you learn? Think about a diamond and how you might decide which dimension is the length, width, and depth.
2. Explore the distribution of price. Do you discover anything unusual or surprising? (Hint: Carefully think about the binwidth and make sure you try a wide range of values.)
3. How many diamonds are 0.99 carat? How many are 1 carat? What do you think is the cause of the difference?
4. Compare and contrast coord\_cartesian() vs. xlim() or ylim() when zooming in on a histogram. What happens if you leave binwidth unset? What happens if you try and zoom so only half a bar shows?

## 12.4 Unusual values

If you’ve encountered unusual values in your dataset, and simply want to move on to the rest of your analysis, you have two options.

1. Drop the entire row with the strange values:

* diamonds2 <- diamonds |>   
   filter(between(y, 3, 20))
* We don’t recommend this option because just because one measurement is invalid, doesn’t mean all the measurements are. Additionally, if you have low quality data, by time that you’ve applied this approach to every variable you might find that you don’t have any data left!

1. Instead, we recommend replacing the unusual values with missing values. The easiest way to do this is to use mutate() to replace the variable with a modified copy. You can use the if\_else() function to replace unusual values with NA:

* diamonds2 <- diamonds |>   
   mutate(y = if\_else(y < 3 | y > 20, NA, y))

if\_else() has three arguments. The first argument test should be a logical vector. The result will contain the value of the second argument, yes, when test is TRUE, and the value of the third argument, no, when it is false. Alternatively to if\_else(), use case\_when(). case\_when() is particularly useful inside mutate when you want to create a new variable that relies on a complex combination of existing variables or would otherwise require multiple if\_else() statements nested inside one another. You will learn more about logical vectors in [Chapter 14](#sec-logicals).

It’s not obvious where you should plot missing values, so ggplot2 doesn’t include them in the plot, but it does warn that they’ve been removed:

ggplot(diamonds2, aes(x = x, y = y)) +   
 geom\_point()  
#> Warning: Removed 9 rows containing missing values (`geom\_point()`).

|  |
| --- |
|  |

To suppress that warning, set na.rm = TRUE:

ggplot(diamonds2, aes(x = x, y = y)) +   
 geom\_point(na.rm = TRUE)

Other times you want to understand what makes observations with missing values different to observations with recorded values. For example, in nycflights13::flights[[13]](#footnote-13), missing values in the dep\_time variable indicate that the flight was cancelled. So you might want to compare the scheduled departure times for cancelled and non-cancelled times. You can do this by making a new variable with is.na().

nycflights13::flights |>   
 mutate(  
 cancelled = is.na(dep\_time),  
 sched\_hour = sched\_dep\_time %/% 100,  
 sched\_min = sched\_dep\_time %% 100,  
 sched\_dep\_time = sched\_hour + (sched\_min / 60)  
 ) |>   
 ggplot(aes(x = sched\_dep\_time)) +   
 geom\_freqpoly(aes(color = cancelled), binwidth = 1/4)

|  |
| --- |
|  |

However this plot isn’t great because there are many more non-cancelled flights than cancelled flights. In the next section we’ll explore some techniques for improving this comparison.

### 12.4.1 Exercises

1. What happens to missing values in a histogram? What happens to missing values in a bar chart? Why is there a difference in how missing values are handled in histograms and bar charts?
2. What does na.rm = TRUE do in mean() and sum()?

## 12.5 Covariation

If variation describes the behavior *within* a variable, covariation describes the behavior *between* variables. **Covariation** is the tendency for the values of two or more variables to vary together in a related way. The best way to spot covariation is to visualize the relationship between two or more variables.

### 12.5.1 A categorical and a numerical variable

For example, let’s explore how the price of a diamond varies with its quality (measured by cut) using geom\_freqpoly():

ggplot(diamonds, aes(x = price)) +   
 geom\_freqpoly(aes(color = cut), binwidth = 500, linewidth = 0.75)

|  |
| --- |
|  |

The default appearance of geom\_freqpoly() is not that useful for that sort of comparison because the height is given by the count and the overall counts of cut in differ so much, making it hard to see the differences in the shapes of their distributions:

ggplot(diamonds, aes(x = cut)) +   
 geom\_bar()

|  |
| --- |
|  |

To make the comparison easier we need to swap what is displayed on the y-axis. Instead of displaying count, we’ll display the **density**, which is the count standardized so that the area under each frequency polygon is one.

ggplot(diamonds, aes(x = price, y = after\_stat(density))) +   
 geom\_freqpoly(aes(color = cut), binwidth = 500, linewidth = 0.75)

|  |
| --- |
|  |

Note that we’re mapping the density the y, but since density is not a variable in the diamonds dataset, we need to first calculate it. We use the after\_stat() function to do so.

There’s something rather surprising about this plot - it appears that fair diamonds (the lowest quality) have the highest average price! But maybe that’s because frequency polygons are a little hard to interpret - there’s a lot going on in this plot.

A visually simpler plot for exploring this relationship is using side-by-side boxplots.

ggplot(diamonds, aes(x = cut, y = price)) +  
 geom\_boxplot()

|  |
| --- |
|  |

We see much less information about the distribution, but the boxplots are much more compact so we can more easily compare them (and fit more on one plot). It supports the counter-intuitive finding that better quality diamonds are typically cheaper! In the exercises, you’ll be challenged to figure out why.

cut is an ordered factor: fair is worse than good, which is worse than very good and so on. Many categorical variables don’t have such an intrinsic order, so you might want to reorder them to make a more informative display. One way to do that is with the fct\_reorder() function.

For example, take the class variable in the mpg dataset. You might be interested to know how highway mileage varies across classes:

ggplot(mpg, aes(x = class, y = hwy)) +  
 geom\_boxplot()

|  |
| --- |
|  |

To make the trend easier to see, we can reorder class based on the median value of hwy:

ggplot(mpg, aes(x = fct\_reorder(class, hwy, median), y = hwy)) +  
 geom\_boxplot()

|  |
| --- |
|  |

If you have long variable names, geom\_boxplot() will work better if you flip it 90°. You can do that by exchanging the x and y aesthetic mappings.

ggplot(mpg, aes(x = hwy, y = fct\_reorder(class, hwy, median))) +  
 geom\_boxplot()

|  |
| --- |
|  |

#### 12.5.1.1 Exercises

1. Use what you’ve learned to improve the visualization of the departure times of cancelled vs. non-cancelled flights.
2. What variable in the diamonds dataset is most important for predicting the price of a diamond? How is that variable correlated with cut? Why does the combination of those two relationships lead to lower quality diamonds being more expensive?
3. Instead of exchanging the x and y variables, add coord\_flip() as a new layer to the vertical boxplot to create a horizontal one. How does this compare to using exchanging the variables?
4. One problem with boxplots is that they were developed in an era of much smaller datasets and tend to display a prohibitively large number of “outlying values”. One approach to remedy this problem is the letter value plot. Install the lvplot package, and try using geom\_lv() to display the distribution of price vs. cut. What do you learn? How do you interpret the plots?
5. Compare and contrast geom\_violin() with a faceted geom\_histogram(), or a colored geom\_freqpoly(). What are the pros and cons of each method?
6. If you have a small dataset, it’s sometimes useful to use geom\_jitter() to see the relationship between a continuous and categorical variable. The ggbeeswarm package provides a number of methods similar to geom\_jitter(). List them and briefly describe what each one does.

### 12.5.2 Two categorical variables

To visualize the covariation between categorical variables, you’ll need to count the number of observations for each combination of levels of these categorical variables. One way to do that is to rely on the built-in geom\_count():

ggplot(diamonds, aes(x = cut, y = color)) +  
 geom\_count()

|  |
| --- |
|  |

The size of each circle in the plot displays how many observations occurred at each combination of values. Covariation will appear as a strong correlation between specific x values and specific y values.

Another approach for exploring the relationship between these variables is computing the counts with dplyr:

diamonds |>   
 count(color, cut)  
#> # A tibble: 35 × 3  
#> color cut n  
#> <ord> <ord> <int>  
#> 1 D Fair 163  
#> 2 D Good 662  
#> 3 D Very Good 1513  
#> 4 D Premium 1603  
#> 5 D Ideal 2834  
#> 6 E Fair 224  
#> # … with 29 more rows

Then visualize with geom\_tile() and the fill aesthetic:

diamonds |>   
 count(color, cut) |>   
 ggplot(aes(x = color, y = cut)) +  
 geom\_tile(aes(fill = n))

|  |
| --- |
|  |

If the categorical variables are unordered, you might want to use the seriation package to simultaneously reorder the rows and columns in order to more clearly reveal interesting patterns. For larger plots, you might want to try the heatmaply package, which creates interactive plots.

#### 12.5.2.1 Exercises

1. How could you rescale the count dataset above to more clearly show the distribution of cut within color, or color within cut?
2. How does the segmented bar chart change if color is mapped to the x aesthetic and cut is mapped to the fill aesthetic? Calculate the counts that fall into each of the segments.
3. Use geom\_tile() together with dplyr to explore how average flight delays vary by destination and month of year. What makes the plot difficult to read? How could you improve it?
4. Why is it slightly better to use aes(x = color, y = cut) rather than aes(x = cut, y = color) in the example above?

### 12.5.3 Two numerical variables

You’ve already seen one great way to visualize the covariation between two numerical variables: draw a scatterplot with geom\_point(). You can see covariation as a pattern in the points. For example, you can see an exponential relationship between the carat size and price of a diamond:

ggplot(smaller, aes(x = carat, y = price)) +  
 geom\_point()

|  |
| --- |
|  |

(In this section we’ll use the smaller dataset to stay focused on the bulk of the diamonds that are smaller than 3 carats)

Scatterplots become less useful as the size of your dataset grows, because points begin to overplot, and pile up into areas of uniform black (as above). You’ve already seen one way to fix the problem: using the alpha aesthetic to add transparency.

ggplot(smaller, aes(x = carat, y = price)) +   
 geom\_point(alpha = 1 / 100)

|  |
| --- |
|  |

But using transparency can be challenging for very large datasets. Another solution is to use bin. Previously you used geom\_histogram() and geom\_freqpoly() to bin in one dimension. Now you’ll learn how to use geom\_bin2d() and geom\_hex() to bin in two dimensions.

geom\_bin2d() and geom\_hex() divide the coordinate plane into 2d bins and then use a fill color to display how many points fall into each bin. geom\_bin2d() creates rectangular bins. geom\_hex() creates hexagonal bins. You will need to install the hexbin package to use geom\_hex().

ggplot(smaller, aes(x = carat, y = price)) +  
 geom\_bin2d()  
  
# install.packages("hexbin")  
ggplot(smaller, aes(x = carat, y = price)) +  
 geom\_hex()

Another option is to bin one continuous variable so it acts like a categorical variable. Then you can use one of the techniques for visualizing the combination of a categorical and a continuous variable that you learned about. For example, you could bin carat and then for each group, display a boxplot:

ggplot(smaller, aes(x = carat, y = price)) +   
 geom\_boxplot(aes(group = cut\_width(carat, 0.1)))

|  |
| --- |
|  |

cut\_width(x, width), as used above, divides x into bins of width width. By default, boxplots look roughly the same (apart from number of outliers) regardless of how many observations there are, so it’s difficult to tell that each boxplot summaries a different number of points. One way to show that is to make the width of the boxplot proportional to the number of points with varwidth = TRUE.

#### 12.5.3.1 Exercises

1. Instead of summarizing the conditional distribution with a boxplot, you could use a frequency polygon. What do you need to consider when using cut\_width() vs. cut\_number()? How does that impact a visualization of the 2d distribution of carat and price?
2. Visualize the distribution of carat, partitioned by price.
3. How does the price distribution of very large diamonds compare to small diamonds? Is it as you expect, or does it surprise you?
4. Combine two of the techniques you’ve learned to visualize the combined distribution of cut, carat, and price.
5. Two dimensional plots reveal outliers that are not visible in one dimensional plots. For example, some points in the following plot have an unusual combination of x and y values, which makes the points outliers even though their x and y values appear normal when examined separately. Why is a scatterplot a better display than a binned plot for this case?

* diamonds |>   
   filter(x >= 4) |>   
   ggplot(aes(x = x, y = y)) +  
   geom\_point() +  
   coord\_cartesian(xlim = c(4, 11), ylim = c(4, 11))

1. Instead of creating boxes of equal width with cut\_width(), we could create boxes that contain roughly equal number of points with cut\_number(). What are the advantages and disadvantages of this approach?

* ggplot(smaller, aes(x = carat, y = price)) +   
   geom\_boxplot(aes(group = cut\_number(carat, 20)))

## 12.6 Patterns and models

Patterns in your data provide clues about relationships. If a systematic relationship exists between two variables it will appear as a pattern in the data. If you spot a pattern, ask yourself:

* Could this pattern be due to coincidence (i.e. random chance)?
* How can you describe the relationship implied by the pattern?
* How strong is the relationship implied by the pattern?
* What other variables might affect the relationship?
* Does the relationship change if you look at individual subgroups of the data?

A scatterplot of Old Faithful eruption lengths versus the wait time between eruptions shows a pattern: longer wait times are associated with longer eruptions. The scatterplot also displays the two clusters that we noticed above.

ggplot(faithful, aes(x = eruptions, y = waiting)) +   
 geom\_point()

|  |
| --- |
|  |

Patterns provide one of the most useful tools for data scientists because they reveal covariation. If you think of variation as a phenomenon that creates uncertainty, covariation is a phenomenon that reduces it. If two variables covary, you can use the values of one variable to make better predictions about the values of the second. If the covariation is due to a causal relationship (a special case), then you can use the value of one variable to control the value of the second.

Models are a tool for extracting patterns out of data. For example, consider the diamonds data. It’s hard to understand the relationship between cut and price, because cut and carat, and carat and price are tightly related. It’s possible to use a model to remove the very strong relationship between price and carat so we can explore the subtleties that remain. The following code fits a model that predicts price from carat and then computes the residuals (the difference between the predicted value and the actual value). The residuals give us a view of the price of the diamond, once the effect of carat has been removed. Note that instead of using the raw values of price and carat, we log transform them first, and fit a model to the log-transformed values. Then, we exponentiate the residuals to put them back in the scale of raw prices.

suppressPackageStartupMessages(  
 library(tidymodels, quietly = TRUE)  
)  
  
diamonds <- diamonds |>  
 mutate(  
 log\_price = log(price),  
 log\_carat = log(carat)  
 )  
  
diamonds\_fit <- linear\_reg() |>  
 fit(log\_price ~ log\_carat, data = diamonds)  
  
diamonds\_aug <- augment(diamonds\_fit, new\_data = diamonds) |>  
 mutate(.resid = exp(.resid))  
  
ggplot(diamonds\_aug, aes(x = carat, y = .resid)) +   
 geom\_point()

|  |
| --- |
|  |

Once you’ve removed the strong relationship between carat and price, you can see what you expect in the relationship between cut and price: relative to their size, better quality diamonds are more expensive.

ggplot(diamonds\_aug, aes(x = cut, y = .resid)) +   
 geom\_boxplot()

|  |
| --- |
|  |

We’re not discussing modelling in this book because understanding what models are and how they work is easiest once you have tools of data wrangling and programming in hand.

## 12.7 Summary

In this chapter you’ve learned a variety of tools to help you understand the variation within your data. You’ve seen technique that work with a single variable at a time and with a pair of variables. This might seem painful restrictive if you have tens or hundreds of variables in your data, but they’re foundation upon which all other techniques are built.

In the next chapter, we’ll tackle our final piece of workflow advice: how to get help when you’re stuck.

# 13. Communication

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 13.1 Introduction

In [Chapter 12](#sec-exploratory-data-analysis), you learned how to use plots as tools for *exploration*. When you make exploratory plots, you know—even before looking—which variables the plot will display. You made each plot for a purpose, could quickly look at it, and then move on to the next plot. In the course of most analyses, you’ll produce tens or hundreds of plots, most of which are immediately thrown away.

Now that you understand your data, you need to *communicate* your understanding to others. Your audience will likely not share your background knowledge and will not be deeply invested in the data. To help others quickly build up a good mental model of the data, you will need to invest considerable effort in making your plots as self-explanatory as possible. In this chapter, you’ll learn some of the tools that ggplot2 provides to do so.

This chapter focuses on the tools you need to create good graphics. We assume that you know what you want, and just need to know how to do it. For that reason, we highly recommend pairing this chapter with a good general visualization book. We particularly like [The Truthful Art](https://www.amazon.com/gp/product/0321934075/), by Albert Cairo. It doesn’t teach the mechanics of creating visualizations, but instead focuses on what you need to think about in order to create effective graphics.

### 13.1.1 Prerequisites

In this chapter, we’ll focus once again on ggplot2. We’ll also use a little dplyr for data manipulation, **scales** to override the default breaks, labels, transformations and palettes, and a few ggplot2 extension packages, including **ggrepel** ([https://ggrepel.slowkow.com](https://ggrepel.slowkow.com/)) by Kamil Slowikowski and **patchwork** ([https://patchwork.data-imaginist.com](https://patchwork.data-imaginist.com/)) by Thomas Lin Pedersen. Don’t forget that you’ll need to install those packages with install.packages() if you don’t already have them.

library(tidyverse)  
library(ggrepel)  
library(patchwork)

## 13.2 Labels

The easiest place to start when turning an exploratory graphic into an expository graphic is with good labels. You add labels with the labs() function. This example adds a plot title:

ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point(aes(color = class)) +  
 geom\_smooth(se = FALSE) +  
 labs(title = "Fuel efficiency generally decreases with engine size")

|  |
| --- |
|  |

The purpose of a plot title is to summarize the main finding. Avoid titles that just describe what the plot is, e.g. “A scatterplot of engine displacement vs. fuel economy”.

If you need to add more text, there are two other useful labels:

* subtitle adds additional detail in a smaller font beneath the title.
* caption adds text at the bottom right of the plot, often used to describe the source of the data.

ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point(aes(color = class)) +  
 geom\_smooth(se = FALSE) +  
 labs(  
 title = "Fuel efficiency generally decreases with engine size",  
 subtitle = "Two seaters (sports cars) are an exception because of their light weight",  
 caption = "Data from fueleconomy.gov"  
 )

|  |
| --- |
|  |

You can also use labs() to replace the axis and legend titles. It’s usually a good idea to replace short variable names with more detailed descriptions, and to include the units.

ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point(aes(color = class)) +  
 geom\_smooth(se = FALSE) +  
 labs(  
 x = "Engine displacement (L)",  
 y = "Highway fuel economy (mpg)",  
 color = "Car type"  
 )

|  |
| --- |
|  |

It’s possible to use mathematical equations instead of text strings. Just switch "" out for quote() and read about the available options in ?plotmath:

df <- tibble(  
 x = 1:10,  
 y = x ^ 2  
)  
  
ggplot(df, aes(x, y)) +  
 geom\_point() +  
 labs(  
 x = quote(sum(x[i] ^ 2, i == 1, n)),  
 y = quote(alpha + beta + frac(delta, theta))  
 )

|  |
| --- |
|  |

### 13.2.1 Exercises

1. Create one plot on the fuel economy data with customized title, subtitle, caption, x, y, and color labels.
2. Recreate the following plot using the fuel economy data. Note that both the colors and shapes of points vary by type of drive train.

|  |
| --- |
|  |

1. Take an exploratory graphic that you’ve created in the last month, and add informative titles to make it easier for others to understand.

## 13.3 Annotations

In addition to labelling major components of your plot, it’s often useful to label individual observations or groups of observations. The first tool you have at your disposal is geom\_text(). geom\_text() is similar to geom\_point(), but it has an additional aesthetic: label. This makes it possible to add textual labels to your plots.

There are two possible sources of labels. First, you might have a tibble that provides labels. In the following plot we pull out the cars with the highest engine size in each drive type and save their information as a new data frame called label\_info. In order to create the label\_info data frame we used a number of new dplyr functions. You’ll learn more about each of these soon!

label\_info <- mpg |>  
 group\_by(drv) |>  
 arrange(desc(displ)) |>  
 slice\_head(n = 1) |>  
 mutate(  
 drive\_type = case\_when(  
 drv == "f" ~ "front-wheel drive",  
 drv == "r" ~ "rear-wheel drive",  
 drv == "4" ~ "4-wheel drive"  
 )  
 ) |>  
 select(displ, hwy, drv, drive\_type)  
  
label\_info  
#> # A tibble: 3 × 4  
#> # Groups: drv [3]  
#> displ hwy drv drive\_type   
#> <dbl> <int> <chr> <chr>   
#> 1 6.5 17 4 4-wheel drive   
#> 2 5.3 25 f front-wheel drive  
#> 3 7 24 r rear-wheel drive

Then, we use this new data frame to directly label the three groups to replace the legend with labels placed directly on the plot. Using the fontface and size arguments we can customize the look of the text labels. They’re larger than the rest of the text on the plot and bolded. (theme(legend.position = "none") turns the legend off — we’ll talk about it more shortly.)

ggplot(mpg, aes(x = displ, y = hwy, color = drv)) +  
 geom\_point(alpha = 0.3) +  
 geom\_smooth(se = FALSE) +  
 geom\_text(  
 data = label\_info,   
 aes(x = displ, y = hwy, label = drive\_type),  
 fontface = "bold", size = 5, hjust = "right", vjust = "bottom"  
 ) +  
 theme(legend.position = "none")  
#> `geom\_smooth()` using method = 'loess' and formula = 'y ~ x'

|  |
| --- |
|  |

Note the use of hjust and vjust to control the alignment of the label.

However the annotated plot we made above is hard to read because the labels overlap with each other, and with the points. We can make things a little better by switching to geom\_label() which draws a rectangle behind the text. We also use the nudge\_y parameter to move the labels slightly above the corresponding points:

ggplot(mpg, aes(x = displ, y = hwy, color = drv)) +  
 geom\_point(alpha = 0.3) +  
 geom\_smooth(se = FALSE) +  
 geom\_label(  
 data = label\_info,   
 aes(x = displ, y = hwy, label = drive\_type),  
 fontface = "bold", size = 5, hjust = "right", alpha = 0.5, nudge\_y = 2,  
 ) +  
 theme(legend.position = "none")  
#> `geom\_smooth()` using method = 'loess' and formula = 'y ~ x'

|  |
| --- |
|  |

That helps a bit, but two of the labels still overlap with each other. This is difficult to fix by applying the same transformation for every label. Instead, we can use the geom\_label\_repel() function from the ggrepel package. This useful package will automatically adjust labels so that they don’t overlap:

ggplot(mpg, aes(x = displ, y = hwy, color = drv)) +  
 geom\_point(alpha = 0.3) +  
 geom\_smooth(se = FALSE) +  
 geom\_label\_repel(  
 data = label\_info,   
 aes(x = displ, y = hwy, label = drive\_type),  
 fontface = "bold", size = 5, nudge\_y = 2,  
 ) +  
 theme(legend.position = "none")  
#> `geom\_smooth()` using method = 'loess' and formula = 'y ~ x'

|  |
| --- |
|  |

You can also use the same idea to highlight certain points on a plot with geom\_text\_repel() from the ggrepel package. Note another handy technique used here: we added a second layer of large, hollow points to further highlight the labelled points.

potential\_outliers <- mpg |>  
 filter(hwy > 40 | (hwy > 20 & displ > 5))  
   
ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point() +  
 geom\_text\_repel(data = potential\_outliers, aes(label = model)) +  
 geom\_point(data = potential\_outliers, color = "red") +  
 geom\_point(data = potential\_outliers, color = "red", size = 3, shape = "circle open")

|  |
| --- |
|  |

Alternatively, you might just want to add a single label to the plot, but you’ll still need to create a data frame. Often, you want the label in the corner of the plot, so it’s convenient to create a new data frame using summarize() to compute the maximum values of x and y.

label\_info <- mpg |>  
 summarize(  
 displ = max(displ),  
 hwy = max(hwy),  
 label = "Increasing engine size is \nrelated to decreasing fuel economy."  
 )  
  
ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point() +  
 geom\_text(  
 data = label\_info, aes(label = label),   
 vjust = "top", hjust = "right"  
 )

|  |
| --- |
|  |

If you want to place the text exactly on the borders of the plot, you can use set displ = Inf and hwy = Inf in the tibble above, instead of the calculated maximum values.

We can alternatively add the annotation without creating a new data frame, using annotate(). This function adds a geom to a plot, but it doesn’t map variables of a data frame to an aesthetic. The first argument of this function, geom, is the geometric object you want to use for annotation.

ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point() +  
 annotate(  
 geom = "text", x = Inf, y = Inf,  
 label = "Increasing engine size is \nrelated to decreasing fuel economy.",  
 vjust = "top", hjust = "right"  
 )

|  |
| --- |
|  |

You can also use a label geom instead of a text geom like we did earlier, set aesthetics like color. Another approach for drawing attention to a plot feature is using a segment geom with the arrow argument. The x and y aesthetics define the starting location of the segment and xend and yend to define the end location.

ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point() +  
 annotate(  
 geom = "label", x = 3.5, y = 38,  
 label = "Increasing engine size is \nrelated to decreasing fuel economy.",  
 hjust = "left", color = "red"  
 ) +  
 annotate(  
 geom = "segment",  
 x = 3, y = 35, xend = 5, yend = 25, color = "red",  
 arrow = arrow(type = "closed")  
 )

|  |
| --- |
|  |

In these examples, we manually broke the label up into lines using "\n". Another approach is to use stringr::str\_wrap() to automatically add line breaks, given the number of characters you want per line:

"Increasing engine size is related to decreasing fuel economy." |>  
 str\_wrap(width = 40) |>  
 writeLines()  
#> Increasing engine size is related to  
#> decreasing fuel economy.

Remember, in addition to geom\_text(), you have many other geoms in ggplot2 available to help annotate your plot. A couple ideas:

* Use geom\_hline() and geom\_vline() to add reference lines. We often make them thick (linewidth = 2) and white (color = white), and draw them underneath the primary data layer. That makes them easy to see, without drawing attention away from the data.
* Use geom\_rect() to draw a rectangle around points of interest. The boundaries of the rectangle are defined by aesthetics xmin, xmax, ymin, ymax.
* Use geom\_segment() with the arrow argument to draw attention to a point with an arrow. Use aesthetics x and y to define the starting location, and xend and yend to define the end location.

The only limit is your imagination (and your patience with positioning annotations to be aesthetically pleasing)!

### 13.3.1 Exercises

1. Use geom\_text() with infinite positions to place text at the four corners of the plot.
2. Use annotate() to add a point geom in the middle of your last plot without having to create a tibble. Customize the shape, size, or color of the point.
3. How do labels with geom\_text() interact with faceting? How can you add a label to a single facet? How can you put a different label in each facet? (Hint: Think about the underlying data.)
4. What arguments to geom\_label() control the appearance of the background box?
5. What are the four arguments to arrow()? How do they work? Create a series of plots that demonstrate the most important options.

## 13.4 Scales

The third way you can make your plot better for communication is to adjust the scales. Scales control the mapping from data values to things that you can perceive.

### 13.4.1 Default scales

Normally, ggplot2 automatically adds scales for you. For example, when you type:

ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point(aes(color = class))

ggplot2 automatically adds default scales behind the scenes:

ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point(aes(color = class)) +  
 scale\_x\_continuous() +  
 scale\_y\_continuous() +  
 scale\_color\_discrete()

Note the naming scheme for scales: scale\_ followed by the name of the aesthetic, then \_, then the name of the scale. The default scales are named according to the type of variable they align with: continuous, discrete, datetime, or date. There are lots of non-default scales which you’ll learn about below.

The default scales have been carefully chosen to do a good job for a wide range of inputs. Nevertheless, you might want to override the defaults for two reasons:

* You might want to tweak some of the parameters of the default scale. This allows you to do things like change the breaks on the axes, or the key labels on the legend.
* You might want to replace the scale altogether, and use a completely different algorithm. Often you can do better than the default because you know more about the data.

### 13.4.2 Axis ticks and legend keys

There are two primary arguments that affect the appearance of the ticks on the axes and the keys on the legend: breaks and labels. Breaks controls the position of the ticks, or the values associated with the keys. Labels controls the text label associated with each tick/key. The most common use of breaks is to override the default choice:

ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point() +  
 scale\_y\_continuous(breaks = seq(15, 40, by = 5))

|  |
| --- |
|  |

You can use labels in the same way (a character vector the same length as breaks), but you can also set it to NULL to suppress the labels altogether. This is useful for maps, or for publishing plots where you can’t share the absolute numbers.

ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point() +  
 scale\_x\_continuous(labels = NULL) +  
 scale\_y\_continuous(labels = NULL)

|  |
| --- |
|  |

The labels argument coupled with labelling functions from the scales package is also useful for formatting numbers as currency, percent, etc. The plot on the left shows default labelling with label\_dollar(), which adds a dollar sign as well as a thousand separator comma. The plot on the right adds further customization by dividing dollar values by 1,000 and adding a suffix “K” (for “thousands”) as well as adding custom breaks. Note that breaks is in the original scale of the data.

# Left  
ggplot(diamonds, aes(x = cut, y = price)) +  
 geom\_boxplot(alpha = 0.05) +  
 scale\_y\_continuous(labels = scales::label\_dollar())  
  
# Right  
ggplot(diamonds, aes(x = cut, y = price)) +  
 geom\_boxplot(alpha = 0.05) +  
 scale\_y\_continuous(  
 labels = scales::label\_dollar(scale = 1/1000, suffix = "K"),   
 breaks = seq(1000, 19000, by = 6000)  
 )

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

Another handy label function is label\_percent():

ggplot(diamonds, aes(x = cut, fill = clarity)) +  
 geom\_bar(position = "fill") +  
 scale\_y\_continuous(  
 name = "Percentage",   
 labels = scales::label\_percent()  
 )

|  |
| --- |
|  |

You can also use breaks and labels to control the appearance of legends. Collectively axes and legends are called **guides**. Axes are used for x and y aesthetics; legends are used for everything else.

Another use of breaks is when you have relatively few data points and want to highlight exactly where the observations occur. For example, take this plot that shows when each US president started and ended their term.

presidential |>  
 mutate(id = 33 + row\_number()) |>  
 ggplot(aes(x = start, y = id)) +  
 geom\_point() +  
 geom\_segment(aes(xend = end, yend = id)) +  
 scale\_x\_date(name = NULL, breaks = presidential$start, date\_labels = "'%y")

|  |
| --- |
|  |

Note that the specification of breaks and labels for date and datetime scales is a little different:

* date\_labels takes a format specification, in the same form as parse\_datetime().
* date\_breaks (not shown here), takes a string like “2 days” or “1 month”.

### 13.4.3 Legend layout

You will most often use breaks and labels to tweak the axes. While they both also work for legends, there are a few other techniques you are more likely to use.

To control the overall position of the legend, you need to use a theme() setting. We’ll come back to themes at the end of the chapter, but in brief, they control the non-data parts of the plot. The theme setting legend.position controls where the legend is drawn:

base <- ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point(aes(color = class))  
  
base + theme(legend.position = "left")  
base + theme(legend.position = "top")  
base + theme(legend.position = "bottom")  
base + theme(legend.position = "right") # the default

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

You can also use legend.position = "none" to suppress the display of the legend altogether.

To control the display of individual legends, use guides() along with guide\_legend() or guide\_colorbar(). The following example shows two important settings: controlling the number of rows the legend uses with nrow, and overriding one of the aesthetics to make the points bigger. This is particularly useful if you have used a low alpha to display many points on a plot.

ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point(aes(color = class)) +  
 geom\_smooth(se = FALSE) +  
 theme(legend.position = "bottom") +  
 guides(color = guide\_legend(nrow = 1, override.aes = list(size = 4)))  
#> `geom\_smooth()` using method = 'loess' and formula = 'y ~ x'

|  |
| --- |
|  |

### 13.4.4 Replacing a scale

Instead of just tweaking the details a little, you can instead replace the scale altogether. There are two types of scales you’re mostly likely to want to switch out: continuous position scales and color scales. Fortunately, the same principles apply to all the other aesthetics, so once you’ve mastered position and color, you’ll be able to quickly pick up other scale replacements.

It’s very useful to plot transformations of your variable. For example, it’s easier to see the precise relationship between carat and price if we log transform them:

# Left  
ggplot(diamonds, aes(x = carat, y = price)) +  
 geom\_bin2d()  
  
# Right  
ggplot(diamonds, aes(x = log10(carat), y = log10(price))) +  
 geom\_bin2d()

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

However, the disadvantage of this transformation is that the axes are now labelled with the transformed values, making it hard to interpret the plot. Instead of doing the transformation in the aesthetic mapping, we can instead do it with the scale. This is visually identical, except the axes are labelled on the original data scale.

ggplot(diamonds, aes(x = carat, y = price)) +  
 geom\_bin2d() +   
 scale\_x\_log10() +   
 scale\_y\_log10()

|  |
| --- |
|  |

Another scale that is frequently customized is color. The default categorical scale picks colors that are evenly spaced around the color wheel. Useful alternatives are the ColorBrewer scales which have been hand tuned to work better for people with common types of color blindness. The two plots below look similar, but there is enough difference in the shades of red and green that the dots on the right can be distinguished even by people with red-green color blindness.

ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point(aes(color = drv))  
  
ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point(aes(color = drv)) +  
 scale\_color\_brewer(palette = "Set1")

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

Don’t forget simpler techniques. If there are just a few colors, you can add a redundant shape mapping. This will also help ensure your plot is interpretable in black and white.

ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point(aes(color = drv, shape = drv)) +  
 scale\_color\_brewer(palette = "Set1")

|  |
| --- |
|  |

The ColorBrewer scales are documented online at <https://colorbrewer2.org/> and made available in R via the **RColorBrewer** package, by Erich Neuwirth. [Figure 13.1](#fig-brewer) shows the complete list of all palettes. The sequential (top) and diverging (bottom) palettes are particularly useful if your categorical values are ordered, or have a “middle”. This often arises if you’ve used cut() to make a continuous variable into a categorical variable.

|  |
| --- |
| Figure 13.1: All colorBrewer scales. |

When you have a predefined mapping between values and colors, use scale\_color\_manual(). For example, if we map presidential party to color, we want to use the standard mapping of red for Republicans and blue for Democrats:

presidential |>  
 mutate(id = 33 + row\_number()) |>  
 ggplot(aes(x = start, y = id, color = party)) +  
 geom\_point() +  
 geom\_segment(aes(xend = end, yend = id)) +  
 scale\_color\_manual(values = c(Republican = "red", Democratic = "blue"))

|  |
| --- |
|  |

For continuous color, you can use the built-in scale\_color\_gradient() or scale\_fill\_gradient(). If you have a diverging scale, you can use scale\_color\_gradient2(). That allows you to give, for example, positive and negative values different colors. That’s sometimes also useful if you want to distinguish points above or below the mean.

Another option is to use the viridis color scales. The designers, Nathaniel Smith and Stéfan van der Walt, carefully tailored continuous color schemes that are perceptible to people with various forms of color blindness as well as perceptually uniform in both color and black and white. These scales are available as continuous (c), discrete (d), and binned (b) palettes in ggplot2.

df <- tibble(  
 x = rnorm(10000),  
 y = rnorm(10000)  
)  
  
ggplot(df, aes(x, y)) +  
 geom\_hex() +  
 coord\_fixed() +  
 labs(title = "Default, continuous")  
  
ggplot(df, aes(x, y)) +  
 geom\_hex() +  
 coord\_fixed() +  
 scale\_fill\_viridis\_c() +  
 labs(title = "Viridis, continuous")  
  
ggplot(df, aes(x, y)) +  
 geom\_hex() +  
 coord\_fixed() +  
 scale\_fill\_viridis\_b() +  
 labs(title = "Viridis, binned")

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

|  |  |
| --- | --- |
| |  | | --- | |  | |

Note that all color scales come in two variety: scale\_color\_x() and scale\_fill\_x() for the color and fill aesthetics respectively (the color scales are available in both UK and US spellings).

### 13.4.5 Zooming

There are three ways to control the plot limits:

1. Adjusting what data are plotted.
2. Setting the limits in each scale.
3. Setting xlim and ylim in coord\_cartesian().

To zoom in on a region of the plot, it’s generally best to use coord\_cartesian(). Compare the following two plots:

ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point(aes(color = class)) +  
 geom\_smooth() +  
 coord\_cartesian(xlim = c(5, 7), ylim = c(10, 30))  
  
mpg |>  
 filter(displ >= 5, displ <= 7, hwy >= 10, hwy <= 30) |>  
 ggplot(aes(x = displ, y = hwy)) +  
 geom\_point(aes(color = class)) +  
 geom\_smooth()

|  |  |
| --- | --- |
|  |  |

You can also set the limits on individual scales. Reducing the limits is basically equivalent to subsetting the data. It is generally more useful if you want to *expand* the limits, for example, to match scales across different plots. For example, if we extract two classes of cars and plot them separately, it’s difficult to compare the plots because all three scales (the x-axis, the y-axis, and the color aesthetic) have different ranges.

suv <- mpg |> filter(class == "suv")  
compact <- mpg |> filter(class == "compact")  
  
ggplot(suv, aes(x = displ, y = hwy, color = drv)) +  
 geom\_point()  
  
ggplot(compact, aes(x = displ, y = hwy, color = drv)) +  
 geom\_point()

|  |  |
| --- | --- |
|  |  |

One way to overcome this problem is to share scales across multiple plots, training the scales with the limits of the full data.

x\_scale <- scale\_x\_continuous(limits = range(mpg$displ))  
y\_scale <- scale\_y\_continuous(limits = range(mpg$hwy))  
col\_scale <- scale\_color\_discrete(limits = unique(mpg$drv))  
  
ggplot(suv, aes(x = displ, y = hwy, color = drv)) +  
 geom\_point() +  
 x\_scale +  
 y\_scale +  
 col\_scale  
  
ggplot(compact, aes(x = displ, y = hwy, color = drv)) +  
 geom\_point() +  
 x\_scale +  
 y\_scale +  
 col\_scale

|  |  |
| --- | --- |
|  |  |

In this particular case, you could have simply used faceting, but this technique is useful more generally, if for instance, you want to spread plots over multiple pages of a report.

### 13.4.6 Exercises

1. Why doesn’t the following code override the default scale?

* df <- tibble(  
   x = rnorm(10000),  
   y = rnorm(10000)  
  )  
    
  ggplot(df, aes(x, y)) +  
   geom\_hex() +  
   scale\_color\_gradient(low = "white", high = "red") +  
   coord\_fixed()

1. What is the first argument to every scale? How does it compare to labs()?
2. Change the display of the presidential terms by:
   1. Combining the two variants shown above.
   2. Improving the display of the y axis.
   3. Labelling each term with the name of the president.
   4. Adding informative plot labels.
   5. Placing breaks every 4 years (this is trickier than it seems!).
3. Use override.aes to make the legend on the following plot easier to see.

* ggplot(diamonds, aes(x = carat, y = price)) +  
   geom\_point(aes(color = cut), alpha = 1/20)

|  |
| --- |
|  |

## 13.5 Themes

Finally, you can customize the non-data elements of your plot with a theme:

ggplot(mpg, aes(x = displ, y = hwy)) +  
 geom\_point(aes(color = class)) +  
 geom\_smooth(se = FALSE) +  
 theme\_bw()
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ggplot2 includes eight themes by default, as shown in [Figure 13.2](#fig-themes). Many more are included in add-on packages like **ggthemes** (<https://jrnold.github.io/ggthemes>), by Jeffrey Arnold. You can also create your own themes, if you are trying to match a particular corporate or journal style.

|  |
| --- |
| Figure 13.2: The eight themes built-in to ggplot2. |

Many people wonder why the default theme has a gray background. This was a deliberate choice because it puts the data forward while still making the grid lines visible. The white grid lines are visible (which is important because they significantly aid position judgments), but they have little visual impact and we can easily tune them out. The grey background gives the plot a similar typographic color to the text, ensuring that the graphics fit in with the flow of a document without jumping out with a bright white background. Finally, the grey background creates a continuous field of color which ensures that the plot is perceived as a single visual entity.

It’s also possible to control individual components of each theme, like the size and color of the font used for the y axis. We’ve already seen that legend.position controls where the legend is drawn. There are many other aspects of the legend that can be customized with theme(). For example, in the plot below we change the direction of the legend as well as put a black border around it. A few other helpful theme() components are used to change the placement for format of the title and caption text.

ggplot(mpg, aes(x = displ, y = hwy, color = drv)) +  
 geom\_point() +  
 labs(  
 title = "Highway mileage decreases as engine size increases",  
 caption = "Source: https://fueleconomy.gov."  
 ) +  
 theme(  
 legend.position = c(0.6, 0.7),  
 legend.direction = "horizontal",  
 legend.box.background = element\_rect(color = "black"),  
 plot.title = element\_text(face = "bold"),  
 plot.title.position = "plot",  
 plot.caption.position = "plot",  
 plot.caption = element\_text(hjust = 0)  
 )
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For an overview of all theme() components, see help with ?theme. The [ggplot2 book](https://ggplot2-book.org/) is also a great place to go for the full details on theming.

### 13.5.1 Exercises

1. Pick a theme offered by the ggthemes package and apply it to the last plot you made.
2. Make the axis labels of your plot blue and bolded.

## 13.6 Layout

So far we talked about how to create and modify a single plot. What if you have multiple plots you want to lay out in a certain way? The patchwork package allows you to combine separate plots into the same graphic. We loaded this package earlier in the chapter.

To place two plots next to each other, you can simply add them to each other. Note that you first need to create the plots and save them as objects (in the following example they’re called p1 and p2). Then, you place them next to each other with +.

p1 <- ggplot(mpg, aes(x = displ, y = hwy)) +   
 geom\_point() +   
 labs(title = "Plot 1")  
p2 <- ggplot(mpg, aes(x = drv, y = hwy)) +   
 geom\_boxplot() +   
 labs(title = "Plot 2")  
p1 + p2

|  |
| --- |
|  |

It’s important to note that in the above code chunk we did not use a new function from the patchwork package. Instead, the package added a new functionality to the + operator.

You can also create arbitrary plot layouts with patchwork. In the following, | places the p1 and p3 next to each other and / moves p2 to the next line.

p3 <- ggplot(mpg, aes(x = cty, y = hwy)) +   
 geom\_point() +   
 labs(title = "Plot 3")  
(p1 | p3) / p2

|  |
| --- |
|  |

Additionally, patchwork allows you to collect legends from multiple plots into one common legend, customize the placement of the legend as well as dimensions of the plots, and add a common title, subtitle, caption, etc. to your plots. In the following, we have 5 plots. We have turned off the legends on the box plots and the scatterplot and collected the legends for the density plots at the top of the plot with & theme(legend.position = "top"). Note the use of the & operator here instead of the usual +. This is because we’re modifying the theme for the patchwork plot as opposed to the individual ggplots. The legend is placed on top, inside the guide\_area(). Finally, we have also customized the heights of the various components of our patchwork – the guide has a height of 1, the box plots 3, density plots 2, and the faceted scatter plot 4. Patchwork divides up the area you have allotted for your plot using this scale and places the components accordingly.

p1 <- ggplot(mpg, aes(x = drv, y = cty, color = drv)) +   
 geom\_boxplot(show.legend = FALSE) +   
 labs(title = "Plot 1")  
  
p2 <- ggplot(mpg, aes(x = drv, y = hwy, color = drv)) +   
 geom\_boxplot(show.legend = FALSE) +   
 labs(title = "Plot 2")  
  
p3 <- ggplot(mpg, aes(x = cty, color = drv, fill = drv)) +   
 geom\_density(alpha = 0.5) +   
 labs(title = "Plot 3")  
  
p4 <- ggplot(mpg, aes(x = hwy, color = drv, fill = drv)) +   
 geom\_density(alpha = 0.5) +   
 labs(title = "Plot 4")  
  
p5 <- ggplot(mpg, aes(x = cty, y = hwy, color = drv)) +   
 geom\_point(show.legend = FALSE) +   
 facet\_wrap(~drv) +  
 labs(title = "Plot 5")  
  
(guide\_area() / (p1 + p2) / (p3 + p4) / p5) +  
 plot\_annotation(  
 title = "City and highway mileage for cars with different drive trains",  
 caption = "Source: Source: https://fueleconomy.gov."  
 ) +  
 plot\_layout(  
 guides = "collect",  
 heights = c(1, 3, 2, 4)  
 ) &  
 theme(legend.position = "top")

|  |
| --- |
|  |

If you’d like to learn more about combining and layout out multiple plots with patchwork, we recommend looking through the guides on the package website: <https://patchwork.data-imaginist.com>.

### 13.6.1 Exercises

1. What happens if you omit the parentheses in the following plot layout. Can you explain why this happens?

* p1 <- ggplot(mpg, aes(x = displ, y = hwy)) +   
   geom\_point() +   
   labs(title = "Plot 1")  
  p2 <- ggplot(mpg, aes(x = drv, y = hwy)) +   
   geom\_boxplot() +   
   labs(title = "Plot 2")  
  p3 <- ggplot(mpg, aes(x = cty, y = hwy)) +   
   geom\_point() +   
   labs(title = "Plot 3")  
    
  (p1 | p2) / p3
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1. Using the three plots from the previous exercise, recreate the following patchwork.

|  |
| --- |
|  |

## 13.7 Summary

In this chapter you’ve learned about adding plot labels such as title, subtitle, caption as well as modifying default axis labels, using annotation to add informational text to your plot or to highlight specific data points, customizing the axis scales, and changing the theme of your plot. You’ve also learned about combining multiple plots in a single graph using both simple and complex plot layouts.

While you’ve so far learned about how to make many different types of plots and how to customize them using a variety of techniques, we’ve barely scratched the surface of what you can create with ggplot2. If you want to get a comprehensive understanding of ggplot2, we recommend reading the book, [*ggplot2: Elegant Graphics for Data Analysis*](https://ggplot2-book.org). Other useful resources are the [*R Graphics Cookbook*](https://r-graphics.org) by Winston Chang and [*Fundamentals of Data Visualization*](https://clauswilke.com/dataviz/) by Claus Wilke.

# 14. Logical vectors

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 14.1 Introduction

In this chapter, you’ll learn tools for working with logical vectors. Logical vectors are the simplest type of vector because each element can only be one of three possible values: TRUE, FALSE, and NA. It’s relatively rare to find logical vectors in your raw data, but you’ll create and manipulate them in the course of almost every analysis.

We’ll begin by discussing the most common way of creating logical vectors: with numeric comparisons. Then you’ll learn about how you can use Boolean algebra to combine different logical vectors, as well as some useful summaries. We’ll finish off with if\_else() and case\_when(), two useful functions for making conditional changes powered by logical vectors.

### 14.1.1 Prerequisites

Most of the functions you’ll learn about in this chapter are provided by base R, so we don’t need the tidyverse, but we’ll still load it so we can use mutate(), filter(), and friends to work with data frames. We’ll also continue to draw examples from the nycflights13::flights dataset.

library(tidyverse)  
library(nycflights13)

However, as we start to cover more tools, there won’t always be a perfect real example. So we’ll start making up some dummy data with c():

x <- c(1, 2, 3, 5, 7, 11, 13)  
x \* 2  
#> [1] 2 4 6 10 14 22 26

This makes it easier to explain individual functions at the cost of making it harder to see how it might apply to your data problems. Just remember that any manipulation we do to a free-floating vector, you can do to a variable inside a data frame with mutate() and friends.

df <- tibble(x)  
df |>   
 mutate(y = x \* 2)  
#> # A tibble: 7 × 2  
#> x y  
#> <dbl> <dbl>  
#> 1 1 2  
#> 2 2 4  
#> 3 3 6  
#> 4 5 10  
#> 5 7 14  
#> 6 11 22  
#> # … with 1 more row

## 14.2 Comparisons

A very common way to create a logical vector is via a numeric comparison with <, <=, >, >=, !=, and ==. So far, we’ve mostly created logical variables transiently within filter() — they are computed, used, and then thrown away. For example, the following filter finds all daytime departures that leave roughly on time:

flights |>   
 filter(dep\_time > 600 & dep\_time < 2000 & abs(arr\_delay) < 20)  
#> # A tibble: 172,286 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 601 600 1 844 850 -6 B6   
#> 2 2013 1 1 602 610 -8 812 820 -8 DL   
#> 3 2013 1 1 602 605 -3 821 805 16 MQ   
#> 4 2013 1 1 606 610 -4 858 910 -12 AA   
#> 5 2013 1 1 606 610 -4 837 845 -8 DL   
#> 6 2013 1 1 607 607 0 858 915 -17 UA   
#> # … with 172,280 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

It’s useful to know that this is a shortcut and you can explicitly create the underlying logical variables with mutate():

flights |>   
 mutate(  
 daytime = dep\_time > 600 & dep\_time < 2000,  
 approx\_ontime = abs(arr\_delay) < 20,  
 .keep = "used"  
 )  
#> # A tibble: 336,776 × 4  
#> dep\_time arr\_delay daytime approx\_ontime  
#> <int> <dbl> <lgl> <lgl>   
#> 1 517 11 FALSE TRUE   
#> 2 533 20 FALSE FALSE   
#> 3 542 33 FALSE FALSE   
#> 4 544 -18 FALSE TRUE   
#> 5 554 -25 FALSE FALSE   
#> 6 554 12 FALSE TRUE   
#> # … with 336,770 more rows

This is particularly useful for more complicated logic because naming the intermediate steps makes it easier to both read your code and check that each step has been computed correctly.

All up, the initial filter is equivalent to:

flights |>   
 mutate(  
 daytime = dep\_time > 600 & dep\_time < 2000,  
 approx\_ontime = abs(arr\_delay) < 20,  
 ) |>   
 filter(daytime & approx\_ontime)

### 14.2.1 Floating point comparison

Beware of using == with numbers. For example, it looks like this vector contains the numbers 1 and 2:

x <- c(1 / 49 \* 49, sqrt(2) ^ 2)  
x  
#> [1] 1 2

But if you test them for equality, you get FALSE:

x == c(1, 2)  
#> [1] FALSE FALSE

What’s going on? Computers store numbers with a fixed number of decimal places so there’s no way to exactly represent 1/49 or sqrt(2) and subsequent computations will be very slightly off. We can see the exact values by calling print() with the digits[[14]](#footnote-14) argument:

print(x, digits = 16)  
#> [1] 0.9999999999999999 2.0000000000000004

You can see why R defaults to rounding these numbers; they really are very close to what you expect.

Now that you’ve seen why == is failing, what can you do about it? One option is to use dplyr::near() which ignores small differences:

near(x, c(1, 2))  
#> [1] TRUE TRUE

### 14.2.2 Missing values

Missing values represent the unknown so they are “contagious”: almost any operation involving an unknown value will also be unknown:

NA > 5  
#> [1] NA  
10 == NA  
#> [1] NA

The most confusing result is this one:

NA == NA  
#> [1] NA

It’s easiest to understand why this is true if we artificially supply a little more context:

# Let x be Mary's age. We don't know how old she is.  
x <- NA  
  
# Let y be John's age. We don't know how old he is.  
y <- NA  
  
# Are John and Mary the same age?  
x == y  
#> [1] NA  
# We don't know!

So if you want to find all flights where dep\_time is missing, the following code doesn’t work because dep\_time == NA will yield NA for every single row, and filter() automatically drops missing values:

flights |>   
 filter(dep\_time == NA)  
#> # A tibble: 0 × 19  
#> # … with 19 variables: year <int>, month <int>, day <int>, dep\_time <int>,  
#> # sched\_dep\_time <int>, dep\_delay <dbl>, arr\_time <int>, …

Instead we’ll need a new tool: is.na().

### 14.2.3 is.na()

is.na(x) works with any type of vector and returns TRUE for missing values and FALSE for everything else:

is.na(c(TRUE, NA, FALSE))  
#> [1] FALSE TRUE FALSE  
is.na(c(1, NA, 3))  
#> [1] FALSE TRUE FALSE  
is.na(c("a", NA, "b"))  
#> [1] FALSE TRUE FALSE

We can use is.na() to find all the rows with a missing dep\_time:

flights |>   
 filter(is.na(dep\_time))  
#> # A tibble: 8,255 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 NA 1630 NA NA 1815 NA EV   
#> 2 2013 1 1 NA 1935 NA NA 2240 NA AA   
#> 3 2013 1 1 NA 1500 NA NA 1825 NA AA   
#> 4 2013 1 1 NA 600 NA NA 901 NA B6   
#> 5 2013 1 2 NA 1540 NA NA 1747 NA EV   
#> 6 2013 1 2 NA 1620 NA NA 1746 NA EV   
#> # … with 8,249 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

is.na() can also be useful in arrange(). arrange() usually puts all the missing values at the end but you can override this default by first sorting by is.na():

flights |>   
 filter(month == 1, day == 1) |>   
 arrange(dep\_time)  
#> # A tibble: 842 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 517 515 2 830 819 11 UA   
#> 2 2013 1 1 533 529 4 850 830 20 UA   
#> 3 2013 1 1 542 540 2 923 850 33 AA   
#> 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
#> 5 2013 1 1 554 600 -6 812 837 -25 DL   
#> 6 2013 1 1 554 558 -4 740 728 12 UA   
#> # … with 836 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …  
  
flights |>   
 filter(month == 1, day == 1) |>   
 arrange(desc(is.na(dep\_time)), dep\_time)  
#> # A tibble: 842 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 NA 1630 NA NA 1815 NA EV   
#> 2 2013 1 1 NA 1935 NA NA 2240 NA AA   
#> 3 2013 1 1 NA 1500 NA NA 1825 NA AA   
#> 4 2013 1 1 NA 600 NA NA 901 NA B6   
#> 5 2013 1 1 517 515 2 830 819 11 UA   
#> 6 2013 1 1 533 529 4 850 830 20 UA   
#> # … with 836 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

We’ll come back to cover missing values in more depth in [Chapter 20](#sec-missing-values).

### 14.2.4 Exercises

1. How does dplyr::near() work? Type near to see the source code.
2. Use mutate(), is.na(), and count() together to describe how the missing values in dep\_time, sched\_dep\_time and dep\_delay are connected.

## 14.3 Boolean algebra

Once you have multiple logical vectors, you can combine them together using Boolean algebra. In R, & is “and”, | is “or”, ! is “not”, and xor() is exclusive or[[15]](#footnote-15). [Figure 14.1](#fig-bool-ops) shows the complete set of Boolean operations and how they work.

|  |
| --- |
| Figure 14.1: The complete set of boolean operations. x is the left-hand circle, y is the right-hand circle, and the shaded region show which parts each operator selects. |

As well as & and |, R also has && and ||. Don’t use them in dplyr functions! These are called short-circuiting operators and only ever return a single TRUE or FALSE. They’re important for programming, not data science.

### 14.3.1 Missing values

The rules for missing values in Boolean algebra are a little tricky to explain because they seem inconsistent at first glance:

df <- tibble(x = c(TRUE, FALSE, NA))  
  
df |>   
 mutate(  
 and = x & NA,  
 or = x | NA  
 )  
#> # A tibble: 3 × 3  
#> x and or   
#> <lgl> <lgl> <lgl>  
#> 1 TRUE NA TRUE   
#> 2 FALSE FALSE NA   
#> 3 NA NA NA

To understand what’s going on, think about NA | TRUE. A missing value in a logical vector means that the value could either be TRUE or FALSE. TRUE | TRUE and FALSE | TRUE are both TRUE, so NA | TRUE must also be TRUE. Similar reasoning applies with NA & FALSE.

### 14.3.2 Order of operations

Note that the order of operations doesn’t work like English. Take the following code that finds all flights that departed in November or December:

flights |>   
 filter(month == 11 | month == 12)

You might be tempted to write it like you’d say in English: “Find all flights that departed in November or December.”:

flights |>   
 filter(month == 11 | 12)  
#> # A tibble: 336,776 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 517 515 2 830 819 11 UA   
#> 2 2013 1 1 533 529 4 850 830 20 UA   
#> 3 2013 1 1 542 540 2 923 850 33 AA   
#> 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
#> 5 2013 1 1 554 600 -6 812 837 -25 DL   
#> 6 2013 1 1 554 558 -4 740 728 12 UA   
#> # … with 336,770 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

This code doesn’t error but it also doesn’t seem to have worked. What’s going on? Here, R first evaluates month == 11 creating a logical vector, which we call nov. It computes nov | 12. When you use a number with a logical operator it converts everything apart from 0 to TRUE, so this is equivalent to nov | TRUE which will always be TRUE, so every row will be selected:

flights |>   
 mutate(  
 nov = month == 11,  
 final = nov | 12,  
 .keep = "used"  
 )  
#> # A tibble: 336,776 × 3  
#> month nov final  
#> <int> <lgl> <lgl>  
#> 1 1 FALSE TRUE   
#> 2 1 FALSE TRUE   
#> 3 1 FALSE TRUE   
#> 4 1 FALSE TRUE   
#> 5 1 FALSE TRUE   
#> 6 1 FALSE TRUE   
#> # … with 336,770 more rows

### 14.3.3 %in%

An easy way to avoid the problem of getting your ==s and |s in the right order is to use %in%. x %in% y returns a logical vector the same length as x that is TRUE whenever a value in x is anywhere in y .

1:12 %in% c(1, 5, 11)  
#> [1] TRUE FALSE FALSE FALSE TRUE FALSE FALSE FALSE FALSE FALSE TRUE FALSE  
letters[1:10] %in% c("a", "e", "i", "o", "u")  
#> [1] TRUE FALSE FALSE FALSE TRUE FALSE FALSE FALSE TRUE FALSE

So to find all flights in November and December we could write:

flights |>   
 filter(month %in% c(11, 12))

Note that %in% obeys different rules for NA to ==, as NA %in% NA is TRUE.

c(1, 2, NA) == NA  
#> [1] NA NA NA  
c(1, 2, NA) %in% NA  
#> [1] FALSE FALSE TRUE

This can make for a useful shortcut:

flights |>   
 filter(dep\_time %in% c(NA, 0800))  
#> # A tibble: 8,803 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 800 800 0 1022 1014 8 DL   
#> 2 2013 1 1 800 810 -10 949 955 -6 MQ   
#> 3 2013 1 1 NA 1630 NA NA 1815 NA EV   
#> 4 2013 1 1 NA 1935 NA NA 2240 NA AA   
#> 5 2013 1 1 NA 1500 NA NA 1825 NA AA   
#> 6 2013 1 1 NA 600 NA NA 901 NA B6   
#> # … with 8,797 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

### 14.3.4 Exercises

1. Find all flights where arr\_delay is missing but dep\_delay is not. Find all flights where neither arr\_time nor sched\_arr\_time are missing, but arr\_delay is.
2. How many flights have a missing dep\_time? What other variables are missing in these rows? What might these rows represent?
3. Assuming that a missing dep\_time implies that a flight is cancelled, look at the number of cancelled flights per day. Is there a pattern? Is there a connection between the proportion of cancelled flights and the average delay of non-cancelled flights?

## 14.4 Summaries

The following sections describe some useful techniques for summarizing logical vectors. As well as functions that only work specifically with logical vectors, you can also use functions that work with numeric vectors.

### 14.4.1 Logical summaries

There are two main logical summaries: any() and all(). any(x) is the equivalent of |; it’ll return TRUE if there are any TRUE’s in x. all(x) is equivalent of &; it’ll return TRUE only if all values of x are TRUE’s. Like all summary functions, they’ll return NA if there are any missing values present, and as usual you can make the missing values go away with na.rm = TRUE.

For example, we could use all() to find out if there were days where every flight was delayed:

flights |>   
 group\_by(year, month, day) |>   
 summarize(  
 all\_delayed = all(arr\_delay >= 0, na.rm = TRUE),  
 any\_delayed = any(arr\_delay >= 0, na.rm = TRUE),  
 .groups = "drop"  
 )  
#> # A tibble: 365 × 5  
#> year month day all\_delayed any\_delayed  
#> <int> <int> <int> <lgl> <lgl>   
#> 1 2013 1 1 FALSE TRUE   
#> 2 2013 1 2 FALSE TRUE   
#> 3 2013 1 3 FALSE TRUE   
#> 4 2013 1 4 FALSE TRUE   
#> 5 2013 1 5 FALSE TRUE   
#> 6 2013 1 6 FALSE TRUE   
#> # … with 359 more rows

In most cases, however, any() and all() are a little too crude, and it would be nice to be able to get a little more detail about how many values are TRUE or FALSE. That leads us to the numeric summaries.

### 14.4.2 Numeric summaries of logical vectors

When you use a logical vector in a numeric context, TRUE becomes 1 and FALSE becomes 0. This makes sum() and mean() very useful with logical vectors because sum(x) will give the number of TRUEs and mean(x) the proportion of TRUEs. That lets us see the distribution of delays across the days of the year as shown in [Figure 14.2](#fig-prop-delayed-dist)

flights |>   
 group\_by(year, month, day) |>   
 summarize(  
 prop\_delayed = mean(arr\_delay > 0, na.rm = TRUE),  
 .groups = "drop"  
 ) |>   
 ggplot(aes(x = prop\_delayed)) +   
 geom\_histogram(binwidth = 0.05)

|  |
| --- |
| Figure 14.2: A histogram showing the proportion of delayed flights each day. |

Or we could ask: “How many flights left before 5am?”, which are often flights that were delayed from the previous day:

flights |>   
 group\_by(year, month, day) |>   
 summarize(  
 n\_early = sum(dep\_time < 500, na.rm = TRUE),  
 .groups = "drop"  
 ) |>   
 arrange(desc(n\_early))  
#> # A tibble: 365 × 4  
#> year month day n\_early  
#> <int> <int> <int> <int>  
#> 1 2013 6 28 32  
#> 2 2013 4 10 30  
#> 3 2013 7 28 30  
#> 4 2013 3 18 29  
#> 5 2013 7 7 29  
#> 6 2013 7 10 29  
#> # … with 359 more rows

### 14.4.3 Logical subsetting

There’s one final use for logical vectors in summaries: you can use a logical vector to filter a single variable to a subset of interest. This makes use of the base [ (pronounced subset) operator, which you’ll learn more about in [Section 29.1](#sec-subset-many).

Imagine we wanted to look at the average delay just for flights that were actually delayed. One way to do so would be to first filter the flights and then calculate the average delay:

flights |>   
 filter(arr\_delay > 0) |>   
 group\_by(year, month, day) |>   
 summarize(  
 behind = mean(arr\_delay),  
 n = n(),  
 .groups = "drop"  
 )  
#> # A tibble: 365 × 5  
#> year month day behind n  
#> <int> <int> <int> <dbl> <int>  
#> 1 2013 1 1 32.5 461  
#> 2 2013 1 2 32.0 535  
#> 3 2013 1 3 27.7 460  
#> 4 2013 1 4 28.3 297  
#> 5 2013 1 5 22.6 238  
#> 6 2013 1 6 24.4 381  
#> # … with 359 more rows

This works, but what if we wanted to also compute the average delay for flights that arrived early? We’d need to perform a separate filter step, and then figure out how to combine the two data frames together[[16]](#footnote-16). Instead you could use [ to perform an inline filtering: arr\_delay[arr\_delay > 0] will yield only the positive arrival delays.

This leads to:

flights |>   
 group\_by(year, month, day) |>   
 summarize(  
 behind = mean(arr\_delay[arr\_delay > 0], na.rm = TRUE),  
 ahead = mean(arr\_delay[arr\_delay < 0], na.rm = TRUE),  
 n = n(),  
 .groups = "drop"  
 )  
#> # A tibble: 365 × 6  
#> year month day behind ahead n  
#> <int> <int> <int> <dbl> <dbl> <int>  
#> 1 2013 1 1 32.5 -12.5 842  
#> 2 2013 1 2 32.0 -14.3 943  
#> 3 2013 1 3 27.7 -18.2 914  
#> 4 2013 1 4 28.3 -17.0 915  
#> 5 2013 1 5 22.6 -14.0 720  
#> 6 2013 1 6 24.4 -13.6 832  
#> # … with 359 more rows

Also note the difference in the group size: in the first chunk n() gives the number of delayed flights per day; in the second, n() gives the total number of flights.

### 14.4.4 Exercises

1. What will sum(is.na(x)) tell you? How about mean(is.na(x))?
2. What does prod() return when applied to a logical vector? What logical summary function is it equivalent to? What does min() return when applied to a logical vector? What logical summary function is it equivalent to? Read the documentation and perform a few experiments.

## 14.5 Conditional transformations

One of the most powerful features of logical vectors are their use for conditional transformations, i.e. doing one thing for condition x, and something different for condition y. There are two important tools for this: if\_else() and case\_when().

### 14.5.1 if\_else()

If you want to use one value when a condition is TRUE and another value when it’s FALSE, you can use dplyr::if\_else()[[17]](#footnote-17). You’ll always use the first three argument of if\_else(). The first argument, condition, is a logical vector, the second, true, gives the output when the condition is true, and the third, false, gives the output if the condition is false.

Let’s begin with a simple example of labeling a numeric vector as either “+ve” or “-ve”:

x <- c(-3:3, NA)  
if\_else(x > 0, "+ve", "-ve")  
#> [1] "-ve" "-ve" "-ve" "-ve" "+ve" "+ve" "+ve" NA

There’s an optional fourth argument, missing which will be used if the input is NA:

if\_else(x > 0, "+ve", "-ve", "???")  
#> [1] "-ve" "-ve" "-ve" "-ve" "+ve" "+ve" "+ve" "???"

You can also use vectors for the the true and false arguments. For example, this allows us to create a minimal implementation of abs():

if\_else(x < 0, -x, x)  
#> [1] 3 2 1 0 1 2 3 NA

So far all the arguments have used the same vectors, but you can of course mix and match. For example, you could implement a simple version of coalesce() like this:

x1 <- c(NA, 1, 2, NA)  
y1 <- c(3, NA, 4, 6)  
if\_else(is.na(x1), y1, x1)  
#> [1] 3 1 2 6

You might have noticed a small infelicity in our labeling example above: zero is neither positive nor negative. We could resolve this by adding an additional if\_else():

if\_else(x == 0, "0", if\_else(x < 0, "-ve", "+ve"), "???")  
#> [1] "-ve" "-ve" "-ve" "0" "+ve" "+ve" "+ve" "???"

This is already a little hard to read, and you can imagine it would only get harder if you have more conditions. Instead, you can switch to dplyr::case\_when().

### 14.5.2 case\_when()

dplyr’s case\_when() is inspired by SQL’s CASE statement and provides a flexible way of performing different computations for different conditions. It has a special syntax that unfortunately looks like nothing else you’ll use in the tidyverse. It takes pairs that look like condition ~ output. condition must be a logical vector; when it’s TRUE, output will be used.

This means we could recreate our previous nested if\_else() as follows:

x <- c(-3:3, NA)  
case\_when(  
 x == 0 ~ "0",  
 x < 0 ~ "-ve",   
 x > 0 ~ "+ve",  
 is.na(x) ~ "???"  
)  
#> [1] "-ve" "-ve" "-ve" "0" "+ve" "+ve" "+ve" "???"

This is more code, but it’s also more explicit.

To explain how case\_when() works, lets explore some simpler cases. If none of the cases match, the output gets an NA:

case\_when(  
 x < 0 ~ "-ve",  
 x > 0 ~ "+ve"  
)  
#> [1] "-ve" "-ve" "-ve" NA "+ve" "+ve" "+ve" NA

If you want to create a “default”/catch all value, use TRUE on the left hand side:

case\_when(  
 x < 0 ~ "-ve",  
 x > 0 ~ "+ve",  
 TRUE ~ "???"  
)  
#> [1] "-ve" "-ve" "-ve" "???" "+ve" "+ve" "+ve" "???"

And note that if multiple conditions match, only the first will be used:

case\_when(  
 x > 0 ~ "+ve",  
 x > 2 ~ "big"  
)  
#> [1] NA NA NA NA "+ve" "+ve" "+ve" NA

Just like with if\_else() you can use variables on both sides of the ~ and you can mix and match variables as needed for your problem. For example, we could use case\_when() to provide some human readable labels for the arrival delay:

flights |>   
 mutate(  
 status = case\_when(  
 is.na(arr\_delay) ~ "cancelled",  
 arr\_delay < -30 ~ "very early",  
 arr\_delay < -15 ~ "early",  
 abs(arr\_delay) <= 15 ~ "on time",  
 arr\_delay < 60 ~ "late",  
 arr\_delay < Inf ~ "very late",  
 ),  
 .keep = "used"  
 )  
#> # A tibble: 336,776 × 2  
#> arr\_delay status   
#> <dbl> <chr>   
#> 1 11 on time  
#> 2 20 late   
#> 3 33 late   
#> 4 -18 early   
#> 5 -25 early   
#> 6 12 on time  
#> # … with 336,770 more rows

Be wary when writing this sort of complex case\_when() statement; my first two attempts used a mix of < and > and I kept accidentally creating overlapping conditions.

### 14.5.3 Compatible types

Note that both if\_else() and case\_when() require **compatible** types in the output. If they’re not compatible, you’ll see errors like this:

if\_else(TRUE, "a", 1)  
#> Error in `if\_else()`:  
#> ! Can't combine `true` <character> and `false` <double>.  
  
case\_when(  
 x < -1 ~ TRUE,   
 x > 0 ~ lubridate::now()  
)  
#> Error in `case\_when()`:  
#> ! Can't combine `TRUE` <logical> and `lubridate::now()` <datetime<local>>.

Overall, relatively few types are compatible, because automatically converting one type of vector to another is a common source of errors. Here are the most important cases that are compatible:

* Numeric and logical vectors are compatible, as we discussed in [Section 14.4.2](#sec-numeric-summaries-of-logicals).
* Strings and factors ([Chapter 18](#sec-factors)) are compatible, because you can think of a factor as a string with a restricted set of values.
* Dates and date-times, which we’ll discuss in [Chapter 19](#sec-dates-and-times), are compatible because you can think of a date as a special case of date-time.
* NA, which is technically a logical vector, is compatible with everything because every vector has some way of representing a missing value.

We don’t expect you to memorize these rules, but they should become second nature over time because they are applied consistently throughout the tidyverse.

## 14.6 Summary

The definition of a logical vector is simple because each value must be either TRUE, FALSE, or NA. But logical vectors provide a huge amount of power. In this chapter, you learned how to create logical vectors with >, <, <=, =>, ==, !=, and is.na(), how to combine them with !, &, and |, and how to summarize them with any(), all(), sum(), and mean(). You also learned the powerful if\_else() and case\_when() functions that allow you to return values depending on the value of a logical vector.

We’ll see logical vectors again and again in the following chapters. For example in [Chapter 16](#sec-strings) you’ll learn about str\_detect(x, pattern) which returns a logical vector that’s TRUE for the elements of x that match the pattern, and in [Chapter 19](#sec-dates-and-times) you’ll create logical vectors from the comparison of dates and times. But for now, we’re going to move onto the next most important type of vector: numeric vectors.

# 15. Numbers

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 15.1 Introduction

Numeric vectors are the backbone of data science, and you’ve already used them a bunch of times earlier in the book. Now it’s time to systematically survey what you can do with them in R, ensuring that you’re well situated to tackle any future problem involving numeric vectors.

We’ll start by giving you a couple of tools to make numbers if you have strings, and then going into a little more detail of count(). Then we’ll dive into various numeric transformations that pair well with mutate(), including more general transformations that can be applied to other types of vector, but are often used with numeric vectors. We’ll finish off by covering the summary functions that pair well with summarize() and show you how they can also be used with mutate().

### 15.1.1 Prerequisites

This chapter mostly uses functions from base R, which are available without loading any packages. But we still need the tidyverse because we’ll use these base R functions inside of tidyverse functions like mutate() and filter(). Like in the last chapter, we’ll use real examples from nycflights13, as well as toy examples made with c() and tribble().

library(tidyverse)  
library(nycflights13)

## 15.2 Making numbers

In most cases, you’ll get numbers already recorded in one of R’s numeric types: integer or double. In some cases, however, you’ll encounter them as strings, possibly because you’ve created them by pivoting from column headers or because something has gone wrong in your data import process.

readr provides two useful functions for parsing strings into numbers: parse\_double() and parse\_number(). Use parse\_double() when you have numbers that have been written as strings:

x <- c("1.2", "5.6", "1e3")  
parse\_double(x)  
#> [1] 1.2 5.6 1000.0

Use parse\_number() when the string contains non-numeric text that you want to ignore. This is particularly useful for currency data and percentages:

x <- c("$1,234", "USD 3,513", "59%")  
parse\_number(x)  
#> [1] 1234 3513 59

## 15.3 Counts

It’s surprising how much data science you can do with just counts and a little basic arithmetic, so dplyr strives to make counting as easy as possible with count(). This function is great for quick exploration and checks during analysis:

flights |> count(dest)  
#> # A tibble: 105 × 2  
#> dest n  
#> <chr> <int>  
#> 1 ABQ 254  
#> 2 ACK 265  
#> 3 ALB 439  
#> 4 ANC 8  
#> 5 ATL 17215  
#> 6 AUS 2439  
#> # … with 99 more rows

(Despite the advice in [Chapter 7](#sec-workflow-style), we usually put count() on a single line because it’s usually used at the console for a quick check that a calculation is working as expected.)

If you want to see the most common values, add sort = TRUE:

flights |> count(dest, sort = TRUE)  
#> # A tibble: 105 × 2  
#> dest n  
#> <chr> <int>  
#> 1 ORD 17283  
#> 2 ATL 17215  
#> 3 LAX 16174  
#> 4 BOS 15508  
#> 5 MCO 14082  
#> 6 CLT 14064  
#> # … with 99 more rows

And remember that if you want to see all the values, you can use |> View() or |> print(n = Inf).

You can perform the same computation “by hand” with group\_by(), summarize() and n(). This is useful because it allows you to compute other summaries at the same time:

flights |>   
 group\_by(dest) |>   
 summarize(  
 n = n(),  
 delay = mean(arr\_delay, na.rm = TRUE)  
 )  
#> # A tibble: 105 × 3  
#> dest n delay  
#> <chr> <int> <dbl>  
#> 1 ABQ 254 4.38  
#> 2 ACK 265 4.85  
#> 3 ALB 439 14.4   
#> 4 ANC 8 -2.5   
#> 5 ATL 17215 11.3   
#> 6 AUS 2439 6.02  
#> # … with 99 more rows

n() is a special summary function that doesn’t take any arguments and instead accesses information about the “current” group. This means that it only works inside dplyr verbs:

n()  
#> Error in `n()`:  
#> ! Must only be used inside data-masking verbs like `mutate()`,  
#> `filter()`, and `group\_by()`.

There are a couple of variants of n() that you might find useful:

* n\_distinct(x) counts the number of distinct (unique) values of one or more variables. For example, we could figure out which destinations are served by the most carriers:
* flights |>   
   group\_by(dest) |>   
   summarize(carriers = n\_distinct(carrier)) |>   
   arrange(desc(carriers))  
  #> # A tibble: 105 × 2  
  #> dest carriers  
  #> <chr> <int>  
  #> 1 ATL 7  
  #> 2 BOS 7  
  #> 3 CLT 7  
  #> 4 ORD 7  
  #> 5 TPA 7  
  #> 6 AUS 6  
  #> # … with 99 more rows
* A weighted count is a sum. For example you could “count” the number of miles each plane flew:
* flights |>   
   group\_by(tailnum) |>   
   summarize(miles = sum(distance))  
  #> # A tibble: 4,044 × 2  
  #> tailnum miles  
  #> <chr> <dbl>  
  #> 1 D942DN 3418  
  #> 2 N0EGMQ 250866  
  #> 3 N10156 115966  
  #> 4 N102UW 25722  
  #> 5 N103US 24619  
  #> 6 N104UW 25157  
  #> # … with 4,038 more rows
* Weighted counts are a common problem so count() has a wt argument that does the same thing:
* flights |> count(tailnum, wt = distance)
* You can count missing values by combining sum() and is.na(). In the flights dataset this represents flights that are cancelled:
* flights |>   
   group\_by(dest) |>   
   summarize(n\_cancelled = sum(is.na(dep\_time)))   
  #> # A tibble: 105 × 2  
  #> dest n\_cancelled  
  #> <chr> <int>  
  #> 1 ABQ 0  
  #> 2 ACK 0  
  #> 3 ALB 20  
  #> 4 ANC 0  
  #> 5 ATL 317  
  #> 6 AUS 21  
  #> # … with 99 more rows

### 15.3.1 Exercises

1. How can you use count() to count the number rows with a missing value for a given variable?
2. Expand the following calls to count() to instead use group\_by(), summarize(), and arrange():
   1. flights |> count(dest, sort = TRUE)
   2. flights |> count(tailnum, wt = distance)

## 15.4 Numeric transformations

Transformation functions work well with mutate() because their output is the same length as the input. The vast majority of transformation functions are already built into base R. It’s impractical to list them all so this section will show the most useful ones. As an example, while R provides all the trigonometric functions that you might dream of, we don’t list them here because they’re rarely needed for data science.

### 15.4.1 Arithmetic and recycling rules

We introduced the basics of arithmetic (+, -, \*, /, ^) in [Chapter 3](#sec-workflow-basics) and have used them a bunch since. These functions don’t need a huge amount of explanation because they do what you learned in grade school. But we need to briefly talk about the **recycling rules** which determine what happens when the left and right hand sides have different lengths. This is important for operations like flights |> mutate(air\_time = air\_time / 60) because there are 336,776 numbers on the left of / but only one on the right.

R handles mismatched lengths by **recycling,** or repeating, the short vector. We can see this in operation more easily if we create some vectors outside of a data frame:

x <- c(1, 2, 10, 20)  
x / 5  
#> [1] 0.2 0.4 2.0 4.0  
# is shorthand for  
x / c(5, 5, 5, 5)  
#> [1] 0.2 0.4 2.0 4.0

Generally, you only want to recycle single numbers (i.e. vectors of length 1), but R will recycle any shorter length vector. It usually (but not always) gives you a warning if the longer vector isn’t a multiple of the shorter:

x \* c(1, 2)  
#> [1] 1 4 10 40  
x \* c(1, 2, 3)  
#> Warning in x \* c(1, 2, 3): longer object length is not a multiple of shorter  
#> object length  
#> [1] 1 4 30 20

These recycling rules are also applied to logical comparisons (==, <, <=, >, >=, !=) and can lead to a surprising result if you accidentally use == instead of %in% and the data frame has an unfortunate number of rows. For example, take this code which attempts to find all flights in January and February:

flights |>   
 filter(month == c(1, 2))  
#> # A tibble: 25,977 × 19  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 517 515 2 830 819 11 UA   
#> 2 2013 1 1 542 540 2 923 850 33 AA   
#> 3 2013 1 1 554 600 -6 812 837 -25 DL   
#> 4 2013 1 1 555 600 -5 913 854 19 B6   
#> 5 2013 1 1 557 600 -3 838 846 -8 B6   
#> 6 2013 1 1 558 600 -2 849 851 -2 B6   
#> # … with 25,971 more rows, 9 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

The code runs without error, but it doesn’t return what you want. Because of the recycling rules it finds flights in odd numbered rows that departed in January and flights in even numbered rows that departed in February. And unfortunately there’s no warning because flights has an even number of rows.

To protect you from this type of silent failure, most tidyverse functions use a stricter form of recycling that only recycles single values. Unfortunately that doesn’t help here, or in many other cases, because the key computation is performed by the base R function ==, not filter().

### 15.4.2 Minimum and maximum

The arithmetic functions work with pairs of variables. Two closely related functions are pmin() and pmax(), which when given two or more variables will return the smallest or largest value in each row:

df <- tribble(  
 ~x, ~y,  
 1, 3,  
 5, 2,  
 7, NA,  
)  
  
df |>   
 mutate(  
 min = pmin(x, y, na.rm = TRUE),  
 max = pmax(x, y, na.rm = TRUE)  
 )  
#> # A tibble: 3 × 4  
#> x y min max  
#> <dbl> <dbl> <dbl> <dbl>  
#> 1 1 3 1 3  
#> 2 5 2 2 5  
#> 3 7 NA 7 7

Note that these are different to the summary functions min() and max() which take multiple observations and return a single value. You can tell that you’ve used the wrong form when all the minimums and all the maximums have the same value:

df |>   
 mutate(  
 min = min(x, y, na.rm = TRUE),  
 max = max(x, y, na.rm = TRUE)  
 )  
#> # A tibble: 3 × 4  
#> x y min max  
#> <dbl> <dbl> <dbl> <dbl>  
#> 1 1 3 1 7  
#> 2 5 2 1 7  
#> 3 7 NA 1 7

### 15.4.3 Modular arithmetic

Modular arithmetic is the technical name for the type of math you did before you learned about real numbers, i.e. division that yields a whole number and a remainder. In R, %/% does integer division and %% computes the remainder:

1:10 %/% 3  
#> [1] 0 0 1 1 1 2 2 2 3 3  
1:10 %% 3  
#> [1] 1 2 0 1 2 0 1 2 0 1

Modular arithmetic is handy for the flights dataset, because we can use it to unpack the sched\_dep\_time variable into hour and minute:

flights |>   
 mutate(  
 hour = sched\_dep\_time %/% 100,  
 minute = sched\_dep\_time %% 100,  
 .keep = "used"  
 )  
#> # A tibble: 336,776 × 3  
#> sched\_dep\_time hour minute  
#> <int> <dbl> <dbl>  
#> 1 515 5 15  
#> 2 529 5 29  
#> 3 540 5 40  
#> 4 545 5 45  
#> 5 600 6 0  
#> 6 558 5 58  
#> # … with 336,770 more rows

We can combine that with the mean(is.na(x)) trick from [Section 14.4](#sec-logical-summaries) to see how the proportion of cancelled flights varies over the course of the day. The results are shown in [Figure 15.1](#fig-prop-cancelled).

flights |>   
 group\_by(hour = sched\_dep\_time %/% 100) |>   
 summarize(prop\_cancelled = mean(is.na(dep\_time)), n = n()) |>   
 filter(hour > 1) |>   
 ggplot(aes(x = hour, y = prop\_cancelled)) +  
 geom\_line(color = "grey50") +   
 geom\_point(aes(size = n))

|  |
| --- |
| Figure 15.1: A line plot with scheduled departure hour on the x-axis, and proportion of cancelled flights on the y-axis. Cancellations seem to accumulate over the course of the day until 8pm, very late flights are much less likely to be cancelled. |

### 15.4.4 Logarithms

Logarithms are an incredibly useful transformation for dealing with data that ranges across multiple orders of magnitude and convert exponential growth to linear growth. In R, you have a choice of three logarithms: log() (the natural log, base e), log2() (base 2), and log10() (base 10). We recommend using log2() or log10(). log2() is easy to interpret because a difference of 1 on the log scale corresponds to doubling on the original scale and a difference of -1 corresponds to halving; whereas log10() is easy to back-transform because (e.g.) 3 is 10^3 = 1000. The inverse of log() is exp(); to compute the inverse of log2() or log10() you’ll need to use 2^ or 10^.

### 15.4.5 Rounding

Use round(x) to round a number to the nearest integer:

round(123.456)  
#> [1] 123

You can control the precision of the rounding with the second argument, digits. round(x, digits) rounds to the nearest 10^-n so digits = 2 will round to the nearest 0.01. This definition is useful because it implies round(x, -3) will round to the nearest thousand, which indeed it does:

round(123.456, 2) # two digits  
#> [1] 123.46  
round(123.456, 1) # one digit  
#> [1] 123.5  
round(123.456, -1) # round to nearest ten  
#> [1] 120  
round(123.456, -2) # round to nearest hundred  
#> [1] 100

There’s one weirdness with round() that seems surprising at first glance:

round(c(1.5, 2.5))  
#> [1] 2 2

round() uses what’s known as “round half to even” or Banker’s rounding: if a number is half way between two integers, it will be rounded to the **even** integer. This is a good strategy because it keeps the rounding unbiased: half of all 0.5s are rounded up, and half are rounded down.

round() is paired with floor() which always rounds down and ceiling() which always rounds up:

x <- 123.456  
  
floor(x)  
#> [1] 123  
ceiling(x)  
#> [1] 124

These functions don’t have a digits argument, so you can instead scale down, round, and then scale back up:

# Round down to nearest two digits  
floor(x / 0.01) \* 0.01  
#> [1] 123.45  
# Round up to nearest two digits  
ceiling(x / 0.01) \* 0.01  
#> [1] 123.46

You can use the same technique if you want to round() to a multiple of some other number:

# Round to nearest multiple of 4  
round(x / 4) \* 4  
#> [1] 124  
  
# Round to nearest 0.25  
round(x / 0.25) \* 0.25  
#> [1] 123.5

### 15.4.6 Cutting numbers into ranges

Use cut()[[18]](#footnote-18) to break up a numeric vector into discrete buckets:

x <- c(1, 2, 5, 10, 15, 20)  
cut(x, breaks = c(0, 5, 10, 15, 20))  
#> [1] (0,5] (0,5] (0,5] (5,10] (10,15] (15,20]  
#> Levels: (0,5] (5,10] (10,15] (15,20]

The breaks don’t need to be evenly spaced:

cut(x, breaks = c(0, 5, 10, 100))  
#> [1] (0,5] (0,5] (0,5] (5,10] (10,100] (10,100]  
#> Levels: (0,5] (5,10] (10,100]

You can optionally supply your own labels. Note that there should be one less labels than breaks.

cut(x,   
 breaks = c(0, 5, 10, 15, 20),   
 labels = c("sm", "md", "lg", "xl")  
)  
#> [1] sm sm sm md lg xl  
#> Levels: sm md lg xl

Any values outside of the range of the breaks will become NA:

y <- c(NA, -10, 5, 10, 30)  
cut(y, breaks = c(0, 5, 10, 15, 20))  
#> [1] <NA> <NA> (0,5] (5,10] <NA>   
#> Levels: (0,5] (5,10] (10,15] (15,20]

See the documentation for other useful arguments like right and include.lowest, which control if the intervals are [a, b) or (a, b] and if the lowest interval should be [a, b].

### 15.4.7 Cumulative and rolling aggregates

Base R provides cumsum(), cumprod(), cummin(), cummax() for running, or cumulative, sums, products, mins and maxes. dplyr provides cummean() for cumulative means. Cumulative sums tend to come up the most in practice:

x <- 1:10  
cumsum(x)  
#> [1] 1 3 6 10 15 21 28 36 45 55

If you need more complex rolling or sliding aggregates, try the [slider](https://davisvaughan.github.io/slider/) package by Davis Vaughan.

### 15.4.8 Exercises

1. Explain in words what each line of the code used to generate [Figure 15.1](#fig-prop-cancelled) does.
2. What trigonometric functions does R provide? Guess some names and look up the documentation. Do they use degrees or radians?
3. Currently dep\_time and sched\_dep\_time are convenient to look at, but hard to compute with because they’re not really continuous numbers. You can see the basic problem by running the code below: there’s a gap between each hour.

* flights |>   
   filter(month == 1, day == 1) |>   
   ggplot(aes(x = sched\_dep\_time, y = dep\_delay)) +  
   geom\_point()
* Convert them to a more truthful representation of time (either fractional hours or minutes since midnight).

## 15.5 General transformations

The following sections describe some general transformations which are often used with numeric vectors, but can be applied to all other column types.

### 15.5.1 Ranks

dplyr provides a number of ranking functions inspired by SQL, but you should always start with dplyr::min\_rank(). It uses the typical method for dealing with ties, e.g. 1st, 2nd, 2nd, 4th.

x <- c(1, 2, 2, 3, 4, NA)  
min\_rank(x)  
#> [1] 1 2 2 4 5 NA

Note that the smallest values get the lowest ranks; use desc(x) to give the largest values the smallest ranks:

min\_rank(desc(x))  
#> [1] 5 3 3 2 1 NA

If min\_rank() doesn’t do what you need, look at the variants dplyr::row\_number(), dplyr::dense\_rank(), dplyr::percent\_rank(), and dplyr::cume\_dist(). See the documentation for details.

df <- tibble(x = x)  
df |>   
 mutate(  
 row\_number = row\_number(x),  
 dense\_rank = dense\_rank(x),  
 percent\_rank = percent\_rank(x),  
 cume\_dist = cume\_dist(x)  
 )  
#> # A tibble: 6 × 5  
#> x row\_number dense\_rank percent\_rank cume\_dist  
#> <dbl> <int> <int> <dbl> <dbl>  
#> 1 1 1 1 0 0.2  
#> 2 2 2 2 0.25 0.6  
#> 3 2 3 2 0.25 0.6  
#> 4 3 4 3 0.75 0.8  
#> 5 4 5 4 1 1   
#> 6 NA NA NA NA NA

You can achieve many of the same results by picking the appropriate ties.method argument to base R’s rank(); you’ll probably also want to set na.last = "keep" to keep NAs as NA.

row\_number() can also be used without any arguments when inside a dplyr verb. In this case, it’ll give the number of the “current” row. When combined with %% or %/% this can be a useful tool for dividing data into similarly sized groups:

df <- tibble(x = runif(10))  
  
df |>   
 mutate(  
 row0 = row\_number() - 1,  
 three\_groups = row0 %% 3,  
 three\_in\_each\_group = row0 %/% 3,  
 )  
#> # A tibble: 10 × 4  
#> x row0 three\_groups three\_in\_each\_group  
#> <dbl> <dbl> <dbl> <dbl>  
#> 1 0.0808 0 0 0  
#> 2 0.834 1 1 0  
#> 3 0.601 2 2 0  
#> 4 0.157 3 0 1  
#> 5 0.00740 4 1 1  
#> 6 0.466 5 2 1  
#> # … with 4 more rows

### 15.5.2 Offsets

dplyr::lead() and dplyr::lag() allow you to refer the values just before or just after the “current” value. They return a vector of the same length as the input, padded with NAs at the start or end:

x <- c(2, 5, 11, 11, 19, 35)  
lag(x)  
#> [1] NA 2 5 11 11 19  
lead(x)  
#> [1] 5 11 11 19 35 NA

* x - lag(x) gives you the difference between the current and previous value.
* x - lag(x)  
  #> [1] NA 3 6 0 8 16
* x == lag(x) tells you when the current value changes.
* x == lag(x)  
  #> [1] NA FALSE FALSE TRUE FALSE FALSE

You can lead or lag by more than one position by using the second argument, n.

### 15.5.3 Consecutive identifiers

Sometimes you want to start a new group every time some event occurs. For example, when you’re looking at website data, it’s common to want to break up events into sessions, where a session is defined as a gap of more than x minutes since the last activity.

For example, imagine you have the times when someone visited a website:

events <- tibble(  
 time = c(0, 1, 2, 3, 5, 10, 12, 15, 17, 19, 20, 27, 28, 30)  
)

And you’ve the time lag between the events, and figured out if there’s a gap that’s big enough to qualify:

events <- events |>   
 mutate(  
 diff = time - lag(time, default = first(time)),  
 gap = diff >= 5  
 )  
events  
#> # A tibble: 14 × 3  
#> time diff gap   
#> <dbl> <dbl> <lgl>  
#> 1 0 0 FALSE  
#> 2 1 1 FALSE  
#> 3 2 1 FALSE  
#> 4 3 1 FALSE  
#> 5 5 2 FALSE  
#> 6 10 5 TRUE   
#> # … with 8 more rows

But how do we go from that logical vector to something that we can group\_by()? cumsum() from [Section 15.4.7](#sec-cumulative-and-rolling-aggregates) comes to the rescue as each occurring gap, i.e. gap is TRUE, increments group by one (see [Section 14.4.2](#sec-numeric-summaries-of-logicals) on the numerical interpretation of logicals):

events |> mutate(  
 group = cumsum(gap)  
)  
#> # A tibble: 14 × 4  
#> time diff gap group  
#> <dbl> <dbl> <lgl> <int>  
#> 1 0 0 FALSE 0  
#> 2 1 1 FALSE 0  
#> 3 2 1 FALSE 0  
#> 4 3 1 FALSE 0  
#> 5 5 2 FALSE 0  
#> 6 10 5 TRUE 1  
#> # … with 8 more rows

Another approach for creating grouping variables is consecutive\_id(), which starts a new group every time one of its arguments changes. For example, inspired by [this stackoverflow question](https://stackoverflow.com/questions/27482712), imagine you have a data frame with a bunch of repeated values:

df <- tibble(  
 x = c("a", "a", "a", "b", "c", "c", "d", "e", "a", "a", "b", "b"),  
 y = c(1, 2, 3, 2, 4, 1, 3, 9, 4, 8, 10, 199)  
)  
df  
#> # A tibble: 12 × 2  
#> x y  
#> <chr> <dbl>  
#> 1 a 1  
#> 2 a 2  
#> 3 a 3  
#> 4 b 2  
#> 5 c 4  
#> 6 c 1  
#> # … with 6 more rows

You want to keep the first row from each repeated x. That’s easier to express with a combination of consecutive\_id() and slice\_head():

df |>   
 group\_by(id = consecutive\_id(x)) |>   
 slice\_head(n = 1)  
#> # A tibble: 7 × 3  
#> # Groups: id [7]  
#> x y id  
#> <chr> <dbl> <int>  
#> 1 a 1 1  
#> 2 b 2 2  
#> 3 c 4 3  
#> 4 d 3 4  
#> 5 e 9 5  
#> 6 a 4 6  
#> # … with 1 more row

### 15.5.4 Exercises

1. Find the 10 most delayed flights using a ranking function. How do you want to handle ties? Carefully read the documentation for min\_rank().
2. Which plane (tailnum) has the worst on-time record?
3. What time of day should you fly if you want to avoid delays as much as possible?
4. What does flights |> group\_by(dest) |> filter(row\_number() < 4) do? What does flights |> group\_by(dest) |> filter(row\_number(dep\_delay) < 4) do?
5. For each destination, compute the total minutes of delay. For each flight, compute the proportion of the total delay for its destination.
6. Delays are typically temporally correlated: even once the problem that caused the initial delay has been resolved, later flights are delayed to allow earlier flights to leave. Using lag(), explore how the average flight delay for an hour is related to the average delay for the previous hour.

* flights |>   
   mutate(hour = dep\_time %/% 100) |>   
   group\_by(year, month, day, hour) |>   
   summarize(  
   dep\_delay = mean(dep\_delay, na.rm = TRUE),  
   n = n(),  
   .groups = "drop"  
   ) |>   
   filter(n > 5)

1. Look at each destination. Can you find flights that are suspiciously fast (i.e. flights that represent a potential data entry error)? Compute the air time of a flight relative to the shortest flight to that destination. Which flights were most delayed in the air?
2. Find all destinations that are flown by at least two carriers. Use those destinations to come up with a relative ranking of the carriers based on their performance for the same destination.

## 15.6 Numeric summaries

Just using the counts, means, and sums that we’ve introduced already can get you a long way, but R provides many other useful summary functions. Here is a selection that you might find useful.

### 15.6.1 Center

So far, we’ve mostly used mean() to summarize the center of a vector of values. Because the mean is the sum divided by the count, it is sensitive to even just a few unusually high or low values. An alternative is to use the median(), which finds a value that lies in the “middle” of the vector, i.e. 50% of the values is above it and 50% are below it. Depending on the shape of the distribution of the variable you’re interested in, mean or median might be a better measure of center. For example, for symmetric distributions we generally report the mean while for skewed distributions we usually report the median.

[Figure 15.2](#fig-mean-vs-median) compares the mean vs. the median when looking at the hourly vs. median departure delay for each destination. The median delay is always smaller than the mean delay because flights sometimes leave multiple hours late, but never leave multiple hours early.

flights |>  
 group\_by(year, month, day) |>  
 summarize(  
 mean = mean(dep\_delay, na.rm = TRUE),  
 median = median(dep\_delay, na.rm = TRUE),  
 n = n(),  
 .groups = "drop"  
 ) |>   
 ggplot(aes(x = mean, y = median)) +   
 geom\_abline(slope = 1, intercept = 0, color = "white", linewidth = 2) +  
 geom\_point()

|  |
| --- |
| Figure 15.2: A scatterplot showing the differences of summarising hourly depature delay with median instead of mean. |

You might also wonder about the **mode**, or the most common value. This is a summary that only works well for very simple cases (which is why you might have learned about it in high school), but it doesn’t work well for many real datasets. If the data is discrete, there may be multiple most common values, and if the data is continuous, there might be no most common value because every value is ever so slightly different. For these reasons, the mode tends not to be used by statisticians and there’s no mode function included in base R[[19]](#footnote-19).

### 15.6.2 Minimum, maximum, and quantiles

What if you’re interested in locations other than the center? min() and max() will give you the largest and smallest values. Another powerful tool is quantile() which is a generalization of the median: quantile(x, 0.25) will find the value of x that is greater than 25% of the values, quantile(x, 0.5) is equivalent to the median, and quantile(x, 0.95) will find the value that’s greater than 95% of the values.

For the flights data, you might want to look at the 95% quantile of delays rather than the maximum, because it will ignore the 5% of most delayed flights which can be quite extreme.

flights |>  
 group\_by(year, month, day) |>  
 summarize(  
 max = max(dep\_delay, na.rm = TRUE),  
 q95 = quantile(dep\_delay, 0.95, na.rm = TRUE),  
 .groups = "drop"  
 )  
#> # A tibble: 365 × 5  
#> year month day max q95  
#> <int> <int> <int> <dbl> <dbl>  
#> 1 2013 1 1 853 70.1  
#> 2 2013 1 2 379 85   
#> 3 2013 1 3 291 68   
#> 4 2013 1 4 288 60   
#> 5 2013 1 5 327 41   
#> 6 2013 1 6 202 51   
#> # … with 359 more rows

### 15.6.3 Spread

Sometimes you’re not so interested in where the bulk of the data lies, but in how it is spread out. Two commonly used summaries are the standard deviation, sd(x), and the inter-quartile range, IQR(). We won’t explain sd() here since you’re probably already familiar with it, but IQR() might be new — it’s quantile(x, 0.75) - quantile(x, 0.25) and gives you the range that contains the middle 50% of the data.

We can use this to reveal a small oddity in the flights data. You might expect the spread of the distance between origin and destination to be zero, since airports are always in the same place. But the code below makes it looks like one airport, [EGE](https://en.wikipedia.org/wiki/Eagle_County_Regional_Airport), might have moved.

flights |>   
 group\_by(origin, dest) |>   
 summarize(  
 distance\_sd = IQR(distance),   
 n = n(),  
 .groups = "drop"  
 ) |>   
 filter(distance\_sd > 0)  
#> # A tibble: 2 × 4  
#> origin dest distance\_sd n  
#> <chr> <chr> <dbl> <int>  
#> 1 EWR EGE 1 110  
#> 2 JFK EGE 1 103

### 15.6.4 Distributions

It’s worth remembering that all of the summary statistics described above are a way of reducing the distribution down to a single number. This means that they’re fundamentally reductive, and if you pick the wrong summary, you can easily miss important differences between groups. That’s why it’s always a good idea to visualize the distribution before committing to your summary statistics.

[Figure 15.3](#fig-flights-dist) shows the overall distribution of departure delays. The distribution is so skewed that we have to zoom in to see the bulk of the data. This suggests that the mean is unlikely to be a good summary and we might prefer the median instead.

|  |
| --- |
| Figure 15.3: (Left) The histogram of the full data is extremely skewed making it hard to get any details. (Right) Zooming into delays of less than two hours makes it possible to see what’s happening with the bulk of the observations. |

It’s also a good idea to check that distributions for subgroups resemble the whole. [Figure 15.4](#fig-flights-dist-daily) overlays a frequency polygon for each day. The distributions seem to follow a common pattern, suggesting it’s fine to use the same summary for each day.

flights |>  
 filter(dep\_delay < 120) |>   
 ggplot(aes(x = dep\_delay, group = interaction(day, month))) +   
 geom\_freqpoly(binwidth = 5, alpha = 1/5)

|  |
| --- |
| Figure 15.4: 365 frequency polygons of dep\_delay, one for each day. The frequency polygons appear to have the same shape, suggesting that it’s reasonable to compare days by looking at just a few summary statistics. |

Don’t be afraid to explore your own custom summaries specifically tailored for the data that you’re working with. In this case, that might mean separately summarizing the flights that left early vs. the flights that left late, or given that the values are so heavily skewed, you might try a log-transformation. Finally, don’t forget what you learned in [Section 4.5](#sec-sample-size): whenever creating numerical summaries, it’s a good idea to include the number of observations in each group.

### 15.6.5 Positions

There’s one final type of summary that’s useful for numeric vectors, but also works with every other type of value: extracting a value at a specific position. You can do this with the base R [ function, but we’re not going to cover it in detail until [Section 29.1](#sec-subset-many), because it’s a very powerful and general function. For now we’ll introduce three specialized functions that you can use to extract values at a specified position: first(x), last(x), and nth(x, n).

For example, we can find the first and last departure for each day:

flights |>   
 group\_by(year, month, day) |>   
 summarize(  
 first\_dep = first(dep\_time),   
 fifth\_dep = nth(dep\_time, 5),  
 last\_dep = last(dep\_time)  
 )  
#> `summarise()` has grouped output by 'year', 'month'. You can override using  
#> the `.groups` argument.  
#> # A tibble: 365 × 6  
#> # Groups: year, month [12]  
#> year month day first\_dep fifth\_dep last\_dep  
#> <int> <int> <int> <int> <int> <int>  
#> 1 2013 1 1 517 554 NA  
#> 2 2013 1 2 42 535 NA  
#> 3 2013 1 3 32 520 NA  
#> 4 2013 1 4 25 531 NA  
#> 5 2013 1 5 14 534 NA  
#> 6 2013 1 6 16 555 NA  
#> # … with 359 more rows

(These functions currently lack an na.rm argument but will hopefully be fixed by the time you read this book: <https://github.com/tidyverse/dplyr/issues/6242>).

If you’re familiar with [, you might wonder if you ever need these functions. There are two main reasons: the default argument and the order\_by argument. default allows you to set a default value that’s used if the requested position doesn’t exist, e.g. you’re trying to get the 3rd element from a two element group. order\_by lets you locally override the existing ordering of the rows, so you can get the element at the position in the ordering by order\_by().

Extracting values at positions is complementary to filtering on ranks. Filtering gives you all variables, with each observation in a separate row:

flights |>   
 group\_by(year, month, day) |>   
 mutate(r = min\_rank(desc(sched\_dep\_time))) |>   
 filter(r %in% c(1, max(r)))  
#> # A tibble: 1,195 × 20  
#> # Groups: year, month, day [365]  
#> year month day dep\_time sched\_…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
#> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
#> 1 2013 1 1 517 515 2 830 819 11 UA   
#> 2 2013 1 1 2353 2359 -6 425 445 -20 B6   
#> 3 2013 1 1 2353 2359 -6 418 442 -24 B6   
#> 4 2013 1 1 2356 2359 -3 425 437 -12 B6   
#> 5 2013 1 2 42 2359 43 518 442 36 B6   
#> 6 2013 1 2 458 500 -2 703 650 13 US   
#> # … with 1,189 more rows, 10 more variables: flight <int>, tailnum <chr>,  
#> # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>, …

### 15.6.6 With mutate()

As the names suggest, the summary functions are typically paired with summarize(). However, because of the recycling rules we discussed in [Section 15.4.1](#sec-recycling) they can also be usefully paired with mutate(), particularly when you want do some sort of group standardization. For example:

* x / sum(x) calculates the proportion of a total.
* (x - mean(x)) / sd(x) computes a Z-score (standardized to mean 0 and sd 1).
* x / first(x) computes an index based on the first observation.

### 15.6.7 Exercises

1. Brainstorm at least 5 different ways to assess the typical delay characteristics of a group of flights. Consider the following scenarios:
   * A flight is 15 minutes early 50% of the time, and 15 minutes late 50% of the time.
   * A flight is always 10 minutes late.
   * A flight is 30 minutes early 50% of the time, and 30 minutes late 50% of the time.
   * 99% of the time a flight is on time. 1% of the time it’s 2 hours late.

* Which do you think is more important: arrival delay or departure delay?

1. Which destinations show the greatest variation in air speed?
2. Create a plot to further explore the adventures of EGE. Can you find any evidence that the airport moved locations?

## 15.7 Summary

You’re already familiar with many tools for working with numbers, and after reading this chapter you now know how to use them in R. You’ve also learned a handful of useful general transformations that are commonly, but not exclusively, applied to numeric vectors like ranks and offsets. Finally, you worked through a number of numeric summaries, and discussed a few of the statistical challenges that you should consider.

Over the next two chapters, we’ll dive into working with strings with the stringr package. Strings are a big topic so they get two chapters, one on the fundamentals of strings and one on regular expressions.

# 16. Strings

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 16.1 Introduction

So far, you’ve used a bunch of strings without learning much about the details. Now it’s time to dive into them, learn what makes strings tick, and master some of the powerful string manipulation tools you have at your disposal.

We’ll begin with the details of creating strings and character vectors. You’ll then dive into creating strings from data, then the opposite; extracting strings from data. We’ll then discuss tools that work with individual letters. The chapter finishes with functions that work with individual letters and a brief discussion of where your expectations from English might steer you wrong when working with other languages.

We’ll keep working with strings in the next chapter, where you’ll learn more about the power of regular expressions.

### 16.1.1 Prerequisites

In this chapter, we’ll use functions from the stringr package, which is part of the core tidyverse. We’ll also use the babynames data since it provides some fun strings to manipulate.

library(tidyverse)  
library(babynames)

You can quickly tell when you’re using a stringr function because all stringr functions start with str\_. This is particularly useful if you use RStudio because typing str\_ will trigger autocomplete, allowing you to jog your memory of the available functions.
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## 16.2 Creating a string

We’ve created strings in passing earlier in the book but didn’t discuss the details. Firstly, you can create a string using either single quotes (') or double quotes ("). There’s no difference in behavior between the two, so in the interests of consistency, the [tidyverse style guide](https://style.tidyverse.org/syntax.html#character-vectors) recommends using ", unless the string contains multiple ".

string1 <- "This is a string"  
string2 <- 'If I want to include a "quote" inside a string, I use single quotes'

If you forget to close a quote, you’ll see +, the continuation character:

> "This is a string without a closing quote  
+   
+   
+ HELP I'M STUCK IN A STRING

If this happens to you and you can’t figure out which quote to close, press Escape to cancel and try again.

### 16.2.1 Escapes

To include a literal single or double quote in a string, you can use \ to “escape” it:

double\_quote <- "\"" # or '"'  
single\_quote <- '\'' # or "'"

So if you want to include a literal backslash in your string, you’ll need to escape it: "\\":

backslash <- "\\"

Beware that the printed representation of a string is not the same as the string itself because the printed representation shows the escapes (in other words, when you print a string, you can copy and paste the output to recreate that string). To see the raw contents of the string, use str\_view()[[20]](#footnote-20):

x <- c(single\_quote, double\_quote, backslash)  
x  
#> [1] "'" "\"" "\\"  
  
str\_view(x)  
#> [1] │ '  
#> [2] │ "  
#> [3] │ \

### 16.2.2 Raw strings

Creating a string with multiple quotes or backslashes gets confusing quickly. To illustrate the problem, let’s create a string that contains the contents of the code block where we define the double\_quote and single\_quote variables:

tricky <- "double\_quote <- \"\\\"\" # or '\"'  
single\_quote <- '\\'' # or \"'\""  
str\_view(tricky)  
#> [1] │ double\_quote <- "\"" # or '"'  
#> │ single\_quote <- '\'' # or "'"

That’s a lot of backslashes! (This is sometimes called [leaning toothpick syndrome](https://en.wikipedia.org/wiki/Leaning_toothpick_syndrome).) To eliminate the escaping, you can instead use a **raw string**[[21]](#footnote-21):

tricky <- r"(double\_quote <- "\"" # or '"'  
single\_quote <- '\'' # or "'")"  
str\_view(tricky)  
#> [1] │ double\_quote <- "\"" # or '"'  
#> │ single\_quote <- '\'' # or "'"

A raw string usually starts with r"( and finishes with )". But if your string contains )" you can instead use r"[]" or r"{}", and if that’s still not enough, you can insert any number of dashes to make the opening and closing pairs unique, e.g. `r"--()--", `r"---()---", etc. Raw strings are flexible enough to handle any text.

### 16.2.3 Other special characters

As well as \", \', and \\, there are a handful of other special characters that may come in handy. The most common are \n, newline, and \t, tab. You’ll also sometimes see strings containing Unicode escapes that start with \u or \U. This is a way of writing non-English characters that work on all systems. You can see the complete list of other special characters in ?'"'.

x <- c("one\ntwo", "one\ttwo", "\u00b5", "\U0001f604")  
x  
#> [1] "one\ntwo" "one\ttwo" "µ" "😄"  
str\_view(x)  
#> [1] │ one  
#> │ two  
#> [2] │ one{\t}two  
#> [3] │ µ  
#> [4] │ 😄

Note that str\_view() uses a blue background for tabs to make them easier to spot. One of the challenges of working with text is that there’s a variety of ways that white space can end up in the text, so this background helps you recognize that something strange is going on.

### 16.2.4 Exercises

1. Create strings that contain the following values:
   1. He said "That's amazing!"
   2. \a\b\c\d
   3. \\\\\\
2. Create the string in your R session and print it. What happens to the special “\u00a0”? How does str\_view() display it? Can you do a little googling to figure out what this special character is?

* x <- "This\u00a0is\u00a0tricky"

## 16.3 Creating many strings from data

Now that you’ve learned the basics of creating a string or two by “hand”, we’ll go into the details of creating strings from other strings. This will help you solve the common problem where you have some text you wrote that you want to combine with strings from a data frame. For example, you might combine “Hello” with a name variable to create a greeting. We’ll show you how to do this with str\_c() and str\_glue() and how you can use them with mutate(). That naturally raises the question of what string functions you might use with summarize(), so we’ll finish this section with a discussion of str\_flatten(), which is a summary function for strings.

### 16.3.1 str\_c()

str\_c() takes any number of vectors as arguments and returns a character vector:

str\_c("x", "y")  
#> [1] "xy"  
str\_c("x", "y", "z")  
#> [1] "xyz"  
str\_c("Hello ", c("John", "Susan"))  
#> [1] "Hello John" "Hello Susan"

str\_c() is very similar to the base paste0(), but is designed to be used with mutate() by obeying the usual tidyverse rules for recycling and propagating missing values:

df <- tibble(name = c("Flora", "David", "Terra"))  
df |> mutate(greeting = str\_c("Hi ", name, "!"))  
#> # A tibble: 3 × 2  
#> name greeting   
#> <chr> <chr>   
#> 1 Flora Hi Flora!  
#> 2 David Hi David!  
#> 3 Terra Hi Terra!

If you want missing values to display in another way, use coalesce() to replace them. Depending on what you want, you might use it either inside or outside of str\_c():

df |>   
 mutate(  
 greeting1 = str\_c("Hi ", coalesce(name, "you"), "!"),  
 greeting2 = coalesce(str\_c("Hi ", name, "!"), "Hi!")  
 )  
#> # A tibble: 3 × 3  
#> name greeting1 greeting2  
#> <chr> <chr> <chr>   
#> 1 Flora Hi Flora! Hi Flora!  
#> 2 David Hi David! Hi David!  
#> 3 Terra Hi Terra! Hi Terra!

### 16.3.2 str\_glue()

If you are mixing many fixed and variable strings with str\_c(), you’ll notice that you type a lot of "s, making it hard to see the overall goal of the code. An alternative approach is provided by the [glue package](https://glue.tidyverse.org) via str\_glue()[[22]](#footnote-22). You give it a single string that has a special feature: anything inside {} will be evaluated like it’s outside of the quotes:

df |> mutate(greeting = str\_glue("Hi {name}!"))  
#> # A tibble: 3 × 2  
#> name greeting   
#> <chr> <glue>   
#> 1 Flora Hi Flora!  
#> 2 David Hi David!  
#> 3 Terra Hi Terra!

As you can see, str\_glue() currently converts missing values to the string "NA" unfortunately making it inconsistent with str\_c().

You also might wonder what happens if you need to include a regular { or } in your string. You’re on the right track if you guess you’ll need to escape it somehow. The trick is that glue uses a slightly different escaping technique; instead of prefixing with special character like \, you double up the special characters:

df |> mutate(greeting = str\_glue("{{Hi {name}!}}"))  
#> # A tibble: 3 × 2  
#> name greeting   
#> <chr> <glue>   
#> 1 Flora {Hi Flora!}  
#> 2 David {Hi David!}  
#> 3 Terra {Hi Terra!}

### 16.3.3 str\_flatten()

str\_c() and glue() work well with mutate() because their output is the same length as their inputs. What if you want a function that works well with summarize(), i.e. something that always returns a single string? That’s the job of str\_flatten()[[23]](#footnote-23): it takes a character vector and combines each element of the vector into a single string:

str\_flatten(c("x", "y", "z"))  
#> [1] "xyz"  
str\_flatten(c("x", "y", "z"), ", ")  
#> [1] "x, y, z"  
str\_flatten(c("x", "y", "z"), ", ", last = ", and ")  
#> [1] "x, y, and z"

This makes it work well with summarize():

df <- tribble(  
 ~ name, ~ fruit,  
 "Carmen", "banana",  
 "Carmen", "apple",  
 "Marvin", "nectarine",  
 "Terence", "cantaloupe",  
 "Terence", "papaya",  
 "Terence", "madarine"  
)  
df |>  
 group\_by(name) |>   
 summarize(fruits = str\_flatten(fruit, ", "))  
#> # A tibble: 3 × 2  
#> name fruits   
#> <chr> <chr>   
#> 1 Carmen banana, apple   
#> 2 Marvin nectarine   
#> 3 Terence cantaloupe, papaya, madarine

### 16.3.4 Exercises

1. Compare and contrast the results of paste0() with str\_c() for the following inputs:

* str\_c("hi ", NA)  
  str\_c(letters[1:2], letters[1:3])

1. Convert the following expressions from str\_c() to str\_glue() or vice versa:
   1. str\_c("The price of ", food, " is ", price)
   2. str\_glue("I'm {age} years old and live in {country}")
   3. str\_c("\\section{", title, "}")

## 16.4 Extracting data from strings

It’s very common for multiple variables to be crammed together into a single string. In this section, you’ll learn how to use four tidyr functions to extract them:

* df |> separate\_longer\_delim(col, delim)
* df |> separate\_longer\_position(col, width)
* df |> separate\_wider\_delim(col, delim, names)
* df |> separate\_wider\_position(col, widths)

If you look closely, you can see there’s a common pattern here: separate\_, then longer or wider, then \_, then by delim or position. That’s because these four functions are composed of two simpler primitives:

* longer makes the input data frame longer, creating new rows; wider makes the input data frame wider, generating new columns.
* delim splits up a string with a delimiter like ", " or " "; position splits at specified widths, like c(3, 5, 2).

We’ll return to the last member of this family, separate\_regex\_wider(), in [Chapter 17](#sec-regular-expressions). It’s the most flexible of the wider functions, but you need to know something about regular expressions before you can use it.

The following two sections will give you the basic idea behind these separate functions, first separating into rows (which is a little simpler) and then separating into columns. We’ll finish off by discussing the tools that the wider functions give you to diagnose problems.

### 16.4.1 Separating into rows

Separating a string into rows tends to be most useful when the number of components varies from row to row. The most common case is requiring separate\_longer\_delim() to split based on a delimiter:

df1 <- tibble(x = c("a,b,c", "d,e", "f"))  
df1 |>   
 separate\_longer\_delim(x, delim = ",")  
#> # A tibble: 6 × 1  
#> x   
#> <chr>  
#> 1 a   
#> 2 b   
#> 3 c   
#> 4 d   
#> 5 e   
#> 6 f

It’s rarer to see separate\_longer\_position() in the wild, but some older datasets do use a very compact format where each character is used to record a value:

df2 <- tibble(x = c("1211", "131", "21"))  
df2 |>   
 separate\_longer\_position(x, width = 1)  
#> # A tibble: 9 × 1  
#> x   
#> <chr>  
#> 1 1   
#> 2 2   
#> 3 1   
#> 4 1   
#> 5 1   
#> 6 3   
#> # … with 3 more rows

### 16.4.2 Separating into columns

Separating a string into columns tends to be most useful when there are a fixed number of components in each string, and you want to spread them into columns. They are slightly more complicated than their longer equivalents because you need to name the columns. For example, in this following dataset, x is made up of a code, an edition number, and a year, separated by ".". To use separate\_wider\_delim(), we supply the delimiter and the names in two arguments:

df3 <- tibble(x = c("a10.1.2022", "b10.2.2011", "e15.1.2015"))  
df3 |>   
 separate\_wider\_delim(  
 x,  
 delim = ".",  
 names = c("code", "edition", "year")  
 )  
#> # A tibble: 3 × 3  
#> code edition year   
#> <chr> <chr> <chr>  
#> 1 a10 1 2022   
#> 2 b10 2 2011   
#> 3 e15 1 2015

If a specific piece is not useful you can use an NA name to omit it from the results:

df3 |>   
 separate\_wider\_delim(  
 x,  
 delim = ".",  
 names = c("code", NA, "year")  
 )  
#> # A tibble: 3 × 2  
#> code year   
#> <chr> <chr>  
#> 1 a10 2022   
#> 2 b10 2011   
#> 3 e15 2015

separate\_wider\_position() works a little differently because you typically want to specify the width of each column. So you give it a named integer vector, where the name gives the name of the new column, and the value is the number of characters it occupies. You can omit values from the output by not naming them:

df4 <- tibble(x = c("202215TX", "202122LA", "202325CA"))   
df4 |>   
 separate\_wider\_position(  
 x,  
 widths = c(year = 4, age = 2, state = 2)  
 )  
#> # A tibble: 3 × 3  
#> year age state  
#> <chr> <chr> <chr>  
#> 1 2022 15 TX   
#> 2 2021 22 LA   
#> 3 2023 25 CA

### 16.4.3 Diagnosing widening problems

separate\_wider\_delim()[[24]](#footnote-24) requires a fixed and known set of columns. What happens if some of the rows don’t have the expected number of pieces? There are two possible problems, too few or too many pieces, so separate\_wider\_delim() provides two arguments to help: too\_few and too\_many. Let’s first look at the too\_few case with the following sample dataset:

df <- tibble(x = c("1-1-1", "1-1-2", "1-3", "1-3-2", "1"))  
  
df |>   
 separate\_wider\_delim(  
 x,  
 delim = "-",  
 names = c("x", "y", "z")  
 )  
#> Error in `separate\_wider\_delim()`:  
#> ! Expected 3 pieces in each element of `x`.  
#> ! 2 values were too short.  
#> ℹ Use `too\_few = "debug"` to diagnose the problem.  
#> ℹ Use `too\_few = "align\_start"/"align\_end"` to silence this message.

You’ll notice that we get an error, but the error gives us some suggestions on how you might proceed. Let’s start by debugging the problem:

debug <- df |>   
 separate\_wider\_delim(  
 x,  
 delim = "-",  
 names = c("x", "y", "z"),  
 too\_few = "debug"  
 )  
#> Warning: Debug mode activated: adding variables `x\_ok`, `x\_pieces`, and  
#> `x\_remainder`.  
debug  
#> # A tibble: 5 × 6  
#> x y z x\_ok x\_pieces x\_remainder  
#> <chr> <chr> <chr> <lgl> <int> <chr>   
#> 1 1-1-1 1 1 TRUE 3 ""   
#> 2 1-1-2 1 2 TRUE 3 ""   
#> 3 1-3 3 <NA> FALSE 2 ""   
#> 4 1-3-2 3 2 TRUE 3 ""   
#> 5 1 <NA> <NA> FALSE 1 ""

When you use the debug mode, you get three extra columns added to the output: x\_ok, x\_pieces, and x\_remainder (if you separate a variable with a different name, you’ll get a different prefix). Here, x\_ok lets you quickly find the inputs that failed:

debug |> filter(!x\_ok)  
#> # A tibble: 2 × 6  
#> x y z x\_ok x\_pieces x\_remainder  
#> <chr> <chr> <chr> <lgl> <int> <chr>   
#> 1 1-3 3 <NA> FALSE 2 ""   
#> 2 1 <NA> <NA> FALSE 1 ""

x\_pieces tells us how many pieces were found, compared to the expected 3 (the length of names). x\_remainder isn’t useful when there are too few pieces, but we’ll see it again shortly.

Sometimes looking at this debugging information will reveal a problem with your delimiter strategy or suggest that you need to do more preprocessing before separating. In that case, fix the problem upstream and make sure to remove too\_few = "debug" to ensure that new problems become errors.

In other cases, you may want to fill in the missing pieces with NAs and move on. That’s the job of too\_few = "align\_start" and too\_few = "align\_end" which allow you to control where the NAs should go:

df |>   
 separate\_wider\_delim(  
 x,  
 delim = "-",  
 names = c("x", "y", "z"),  
 too\_few = "align\_start"  
 )  
#> # A tibble: 5 × 3  
#> x y z   
#> <chr> <chr> <chr>  
#> 1 1 1 1   
#> 2 1 1 2   
#> 3 1 3 <NA>   
#> 4 1 3 2   
#> 5 1 <NA> <NA>

The same principles apply if you have too many pieces:

df <- tibble(x = c("1-1-1", "1-1-2", "1-3-5-6", "1-3-2", "1-3-5-7-9"))  
  
df |>   
 separate\_wider\_delim(  
 x,  
 delim = "-",  
 names = c("x", "y", "z")  
 )  
#> Error in `separate\_wider\_delim()`:  
#> ! Expected 3 pieces in each element of `x`.  
#> ! 2 values were too long.  
#> ℹ Use `too\_many = "debug"` to diagnose the problem.  
#> ℹ Use `too\_many = "drop"/"merge"` to silence this message.

But now, when we debug the result, you can see the purpose of x\_remainder:

debug <- df |>   
 separate\_wider\_delim(  
 x,  
 delim = "-",  
 names = c("x", "y", "z"),  
 too\_many = "debug"  
 )  
#> Warning: Debug mode activated: adding variables `x\_ok`, `x\_pieces`, and  
#> `x\_remainder`.  
debug |> filter(!x\_ok)  
#> # A tibble: 2 × 6  
#> x y z x\_ok x\_pieces x\_remainder  
#> <chr> <chr> <chr> <lgl> <int> <chr>   
#> 1 1-3-5-6 3 5 FALSE 4 -6   
#> 2 1-3-5-7-9 3 5 FALSE 5 -7-9

You have a slightly different set of options for handling too many pieces: you can either silently “drop” any additional pieces or “merge” them all into the final column:

df |>   
 separate\_wider\_delim(  
 x,  
 delim = "-",  
 names = c("x", "y", "z"),  
 too\_many = "drop"  
 )  
#> # A tibble: 5 × 3  
#> x y z   
#> <chr> <chr> <chr>  
#> 1 1 1 1   
#> 2 1 1 2   
#> 3 1 3 5   
#> 4 1 3 2   
#> 5 1 3 5  
  
  
df |>   
 separate\_wider\_delim(  
 x,  
 delim = "-",  
 names = c("x", "y", "z"),  
 too\_many = "merge"  
 )  
#> # A tibble: 5 × 3  
#> x y z   
#> <chr> <chr> <chr>  
#> 1 1 1 1   
#> 2 1 1 2   
#> 3 1 3 5-6   
#> 4 1 3 2   
#> 5 1 3 5-7-9

## 16.5 Letters

In this section, we’ll introduce you to functions that allow you to work with the individual letters within a string. You’ll learn how to find the length of a string, extract substrings, and handle long strings in plots and tables.

### 16.5.1 Length

str\_length() tells you the number of letters in the string:

str\_length(c("a", "R for data science", NA))  
#> [1] 1 18 NA

You could use this with count() to find the distribution of lengths of US babynames and then with filter() to look at the longest names[[25]](#footnote-25):

babynames |>  
 count(length = str\_length(name), wt = n)  
#> # A tibble: 14 × 2  
#> length n  
#> <int> <int>  
#> 1 2 338150  
#> 2 3 8589596  
#> 3 4 48506739  
#> 4 5 87011607  
#> 5 6 90749404  
#> 6 7 72120767  
#> # … with 8 more rows  
  
babynames |>   
 filter(str\_length(name) == 15) |>   
 count(name, wt = n, sort = TRUE)  
#> # A tibble: 34 × 2  
#> name n  
#> <chr> <int>  
#> 1 Franciscojavier 123  
#> 2 Christopherjohn 118  
#> 3 Johnchristopher 118  
#> 4 Christopherjame 108  
#> 5 Christophermich 52  
#> 6 Ryanchristopher 45  
#> # … with 28 more rows

### 16.5.2 Subsetting

You can extract parts of a string using str\_sub(string, start, end), where start and end are the positions where the substring should start and end. The start and end arguments are inclusive, so the length of the returned string will be end - start + 1:

x <- c("Apple", "Banana", "Pear")  
str\_sub(x, 1, 3)  
#> [1] "App" "Ban" "Pea"

You can use negative values to count back from the end of the string: -1 is the last character, -2 is the second to last character, etc.

str\_sub(x, -3, -1)  
#> [1] "ple" "ana" "ear"

Note that str\_sub() won’t fail if the string is too short: it will just return as much as possible:

str\_sub("a", 1, 5)  
#> [1] "a"

We could use str\_sub() with mutate() to find the first and last letter of each name:

babynames |>   
 mutate(  
 first = str\_sub(name, 1, 1),  
 last = str\_sub(name, -1, -1)  
 )  
#> # A tibble: 1,924,665 × 7  
#> year sex name n prop first last   
#> <dbl> <chr> <chr> <int> <dbl> <chr> <chr>  
#> 1 1880 F Mary 7065 0.0724 M y   
#> 2 1880 F Anna 2604 0.0267 A a   
#> 3 1880 F Emma 2003 0.0205 E a   
#> 4 1880 F Elizabeth 1939 0.0199 E h   
#> 5 1880 F Minnie 1746 0.0179 M e   
#> 6 1880 F Margaret 1578 0.0162 M t   
#> # … with 1,924,659 more rows

### 16.5.3 Long strings

Sometimes you care about the length of a string because you’re trying to fit it into a label on a plot or table. stringr provides two useful tools for cases where your string is too long:

* str\_trunc(x, 30) ensures that no string is longer than 30 characters, replacing any letters after 30 with ….
* str\_wrap(x, 30) wraps a string introducing new lines so that each line is at most 30 characters (it doesn’t hyphenate, however, so any word longer than 30 characters will make a longer line)

The following code shows these functions in action with a made-up string:

x <- paste0(  
 "Lorem ipsum dolor sit amet, consectetur adipiscing elit, sed do eiusmod ",  
 "tempor incididunt ut labore et dolore magna aliqua. Ut enim ad minim ",  
 "veniam, quis nostrud exercitation ullamco laboris nisi ut aliquip ex ea",  
 "commodo consequat."  
)  
  
str\_view(str\_trunc(x, 30))  
#> [1] │ Lorem ipsum dolor sit amet,...  
str\_view(str\_wrap(x, 30))  
#> [1] │ Lorem ipsum dolor sit amet,  
#> │ consectetur adipiscing  
#> │ elit, sed do eiusmod tempor  
#> │ incididunt ut labore et dolore  
#> │ magna aliqua. Ut enim ad  
#> │ minim veniam, quis nostrud  
#> │ exercitation ullamco laboris  
#> │ nisi ut aliquip ex eacommodo  
#> │ consequat.

### 16.5.4 Exercises

1. Use str\_length() and str\_sub() to extract the middle letter from each baby name. What will you do if the string has an even number of characters?
2. Are there any major trends in the length of babynames over time? What about the popularity of first and last letters?

## 16.6 Non-English text

So far, we’ve focused on English language text which is particularly easy to work with for two reasons. Firstly, the English alphabet is relatively simple: there are just 26 letters. Secondly (and maybe more importantly), the computing infrastructure we use today was predominantly designed by English speakers. Unfortunately, we don’t have room for a full treatment of non-English languages. Still, we wanted to draw your attention to some of the biggest challenges you might encounter: encoding, letter variations, and locale-dependent functions.

### 16.6.1 Encoding

When working with non-English text, the first challenge is often the **encoding**. To understand what’s going on, we need to dive into how computers represent strings. In R, we can get at the underlying representation of a string using charToRaw():

charToRaw("Hadley")  
#> [1] 48 61 64 6c 65 79

Each of these six hexadecimal numbers represents one letter: 48 is H, 61 is a, and so on. The mapping from hexadecimal number to character is called the encoding, and in this case, the encoding is called ASCII. ASCII does a great job of representing English characters because it’s the **American** Standard Code for Information Interchange.

Things aren’t so easy for languages other than English. In the early days of computing, there were many competing standards for encoding non-English characters. For example, there were two different encodings for Europe: Latin1 (aka ISO-8859-1) was used for Western European languages, and Latin2 (aka ISO-8859-2) was used for Central European languages. In Latin1, the byte b1 is “±”, but in Latin2, it’s “ą”! Fortunately, today there is one standard that is supported almost everywhere: UTF-8. UTF-8 can encode just about every character used by humans today and many extra symbols like emojis.

readr uses UTF-8 everywhere. This is a good default but will fail for data produced by older systems that don’t use UTF-8. If this happens, your strings will look weird when you print them. Sometimes just one or two characters might be messed up; other times, you’ll get complete gibberish. For example here are two inline CSVs with unusual encodings[[26]](#footnote-26):

x1 <- "text\nEl Ni\xf1o was particularly bad this year"  
read\_csv(x1)  
#> # A tibble: 1 × 1  
#> text   
#> <chr>   
#> 1 "El Ni\xf1o was particularly bad this year"  
  
x2 <- "text\n\x82\xb1\x82\xf1\x82\xc9\x82\xbf\x82\xcd"  
read\_csv(x2)  
#> # A tibble: 1 × 1  
#> text   
#> <chr>   
#> 1 "\x82\xb1\x82\xf1\x82\xc9\x82\xbf\x82\xcd"

To read these correctly, you specify the encoding via the locale argument:

read\_csv(x1, locale = locale(encoding = "Latin1"))  
#> # A tibble: 1 × 1  
#> text   
#> <chr>   
#> 1 El Niño was particularly bad this year  
  
read\_csv(x2, locale = locale(encoding = "Shift-JIS"))  
#> # A tibble: 1 × 1  
#> text   
#> <chr>   
#> 1 こんにちは

How do you find the correct encoding? If you’re lucky, it’ll be included somewhere in the data documentation. Unfortunately, that’s rarely the case, so readr provides guess\_encoding() to help you figure it out. It’s not foolproof and works better when you have lots of text (unlike here), but it’s a reasonable place to start. Expect to try a few different encodings before you find the right one.

guess\_encoding(x1)  
#> # A tibble: 1 × 2  
#> encoding confidence  
#> <chr> <dbl>  
#> 1 ISO-8859-1 0.41  
guess\_encoding(x2)  
#> # A tibble: 1 × 2  
#> encoding confidence  
#> <chr> <dbl>  
#> 1 KOI8-R 0.27

Encodings are a rich and complex topic; we’ve only scratched the surface here. If you’d like to learn more, we recommend reading the detailed explanation at <http://kunststube.net/encoding/>.

### 16.6.2 Letter variations

Working in languages with accents poses a significant challenge when determining the position of letters (e.g. with str\_length() and str\_sub()) as accented letters might be encoded as a single individual character (e.g. ü) or as two characters by combining an unaccented letter (e.g. u) with a diacritic mark (e.g. ¨). For example, this code shows two ways of representing ü that look identical:

u <- c("\u00fc", "u\u0308")  
str\_view(u)  
#> [1] │ ü  
#> [2] │ ü

But both strings differ in length, and their first characters are different:

str\_length(u)  
#> [1] 1 2  
str\_sub(u, 1, 1)  
#> [1] "ü" "u"

Finally, note that a comparison of these strings with == interprets these strings as different, while the handy str\_equal() function in stringr recognizes that both have the same appearance:

u[[1]] == u[[2]]  
#> [1] FALSE  
  
str\_equal(u[[1]], u[[2]])  
#> [1] TRUE

### 16.6.3 Locale-dependent functions

Finally, there are a handful of stringr functions whose behavior depends on your **locale**. A locale is similar to a language but includes an optional region specifier to handle regional variations within a language. A locale is specified by a lower-case language abbreviation, optionally followed by a \_ and an upper-case region identifier. For example, “en” is English, “en\_GB” is British English, and “en\_US” is American English. If you don’t already know the code for your language, [Wikipedia](https://en.wikipedia.org/wiki/List_of_ISO_639-1_codes) has a good list, and you can see which are supported in stringr by looking at stringi::stri\_locale\_list().

Base R string functions automatically use the locale set by your operating system. This means that base R string functions do what you expect for your language, but your code might work differently if you share it with someone who lives in a different country. To avoid this problem, stringr defaults to English rules by using the “en” locale and requires you to specify the locale argument to override it. Fortunately, there are two sets of functions where the locale really matters: changing case and sorting.

The rules for changing cases differ among languages. For example, Turkish has two i’s: with and without a dot. Since they’re two distinct letters, they’re capitalized differently:

str\_to\_upper(c("i", "ı"))  
#> [1] "I" "I"  
str\_to\_upper(c("i", "ı"), locale = "tr")  
#> [1] "İ" "I"

Sorting strings depends on the order of the alphabet, and the order of the alphabet is not the same in every language[[27]](#footnote-27)! Here’s an example: in Czech, “ch” is a compound letter that appears after h in the alphabet.

str\_sort(c("a", "c", "ch", "h", "z"))  
#> [1] "a" "c" "ch" "h" "z"  
str\_sort(c("a", "c", "ch", "h", "z"), locale = "cs")  
#> [1] "a" "c" "h" "ch" "z"

This also comes up when sorting strings with dplyr::arrange(), which is why it also has a locale argument.

## 16.7 Summary

In this chapter, you’ve learned about some of the power of the stringr package: how to create, combine, and extract strings, and about some of the challenges you might face with non-English strings. Now it’s time to learn one of the most important and powerful tools for working with strings: regular expressions. Regular expressions are a very concise but very expressive language for describing patterns within strings and are the topic of the next chapter.

# 17. Regular expressions

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 17.1 Introduction

In [Chapter 16](#sec-strings), you learned a whole bunch of useful functions for working with strings. This chapter will focus on functions that use **regular expressions**, a concise and powerful language for describing patterns within strings. The term “regular expression” is a bit of a mouthful, so most people abbreviate it to “regex”[[28]](#footnote-28) or “regexp”.

The chapter starts with the basics of regular expressions and the most useful stringr functions for data analysis. We’ll then expand your knowledge of patterns and cover seven important new topics (escaping, anchoring, character classes, shorthand classes, quantifiers, precedence, and grouping). Next, we’ll talk about some of the other types of patterns that stringr functions can work with and the various “flags” that allow you to tweak the operation of regular expressions. We’ll finish with a survey of other places in the tidyverse and base R where you might use regexes.

### 17.1.1 Prerequisites

In this chapter, we’ll use regular expression functions from stringr and tidyr, both core members of the tidyverse, as well as data from the babynames package.

library(tidyverse)  
library(babynames)

Through this chapter, we’ll use a mix of very simple inline examples so you can get the basic idea, the baby names data, and three character vectors from stringr:

* fruit contains the names of 80 fruits.
* words contains 980 common English words.
* sentences contains 720 short sentences.

## 17.2 Pattern basics

We’ll use str\_view() to learn how regex patterns work. We used str\_view() in the last chapter to better understand a string vs. its printed representation, and now we’ll use it with its second argument, a regular expression. When this is supplied, str\_view() will show only the elements of the string vector that match, surrounding each match with <>, and, where possible, highlighting the match in blue.

The simplest patterns consist of letters and numbers which match those characters exactly:

str\_view(fruit, "berry")  
#> [6] │ bil<berry>  
#> [7] │ black<berry>  
#> [10] │ blue<berry>  
#> [11] │ boysen<berry>  
#> [19] │ cloud<berry>  
#> [21] │ cran<berry>  
#> ... and 8 more  
  
str\_view(fruit, "BERRY")

Letters and numbers match exactly and are called **literal characters**. Punctuation characters like ., +, \*, [, ], ? have special meanings[[29]](#footnote-29) and are called **meta-characters**. For example, . will match any character[[30]](#footnote-30), so "a." will match any string that contains an “a” followed by another character :

str\_view(c("a", "ab", "ae", "bd", "ea", "eab"), "a.")  
#> [2] │ <ab>  
#> [3] │ <ae>  
#> [6] │ e<ab>

Or we could find all the fruits that contain an “a”, followed by three letters, followed by an “e”:

str\_view(fruit, "a...e")  
#> [1] │ <apple>  
#> [7] │ bl<ackbe>rry  
#> [48] │ mand<arine>  
#> [51] │ nect<arine>  
#> [62] │ pine<apple>  
#> [64] │ pomegr<anate>  
#> ... and 2 more

**Quantifiers** control how many times a pattern can match:

* ? makes a pattern optional (i.e. it matches 0 or 1 times)
* + lets a pattern repeat (i.e. it matches at least once)
* \* lets a pattern be optional or repeat (i.e. it matches any number of times, including 0).

# ab? matches an "a", optionally followed by a "b".  
str\_view(c("a", "ab", "abb"), "ab?")  
#> [1] │ <a>  
#> [2] │ <ab>  
#> [3] │ <ab>b  
  
# ab+ matches an "a", followed by at least one "b".  
str\_view(c("a", "ab", "abb"), "ab+")  
#> [2] │ <ab>  
#> [3] │ <abb>  
  
# ab\* matches an "a", followed by any number of "b"s.  
str\_view(c("a", "ab", "abb"), "ab\*")  
#> [1] │ <a>  
#> [2] │ <ab>  
#> [3] │ <abb>

**Character classes** are defined by [] and let you match a set of characters, e.g. [abcd] matches “a”, “b”, “c”, or “d”. You can also invert the match by starting with ^: [^abcd] matches anything **except** “a”, “b”, “c”, or “d”. We can use this idea to find the words with three vowels or four consonants in a row:

str\_view(words, "[aeiou][aeiou][aeiou]")  
#> [79] │ b<eau>ty  
#> [565] │ obv<iou>s  
#> [644] │ prev<iou>s  
#> [670] │ q<uie>t  
#> [741] │ ser<iou>s  
#> [915] │ var<iou>s  
str\_view(words, "[^aeiou][^aeiou][^aeiou][^aeiou]")  
#> [45] │ a<pply>  
#> [198] │ cou<ntry>  
#> [424] │ indu<stry>  
#> [830] │ su<pply>  
#> [836] │ <syst>em

You can combine character classes and quantifiers. For example, the following regexp looks for two vowels followed by two or more consonants:

str\_view(words, "[aeiou][aeiou][^aeiou][^aeiou]+")  
#> [6] │ acc<ount>  
#> [21] │ ag<ainst>  
#> [31] │ alr<eady>  
#> [34] │ alth<ough>  
#> [37] │ am<ount>  
#> [46] │ app<oint>  
#> ... and 66 more

(We’ll learn more elegant ways to express these ideas in [Section 17.4.4](#sec-quantifiers).)

You can use **alternation**, | to pick between one or more alternative patterns. For example, the following patterns look for fruits containing “apple”, “pear”, or “banana”, or a repeated vowel.

str\_view(fruit, "apple|pear|banana")  
#> [1] │ <apple>  
#> [4] │ <banana>  
#> [59] │ <pear>  
#> [62] │ pine<apple>  
str\_view(fruit, "aa|ee|ii|oo|uu")  
#> [9] │ bl<oo>d orange  
#> [33] │ g<oo>seberry  
#> [47] │ lych<ee>  
#> [66] │ purple mangost<ee>n

Regular expressions are very compact and use a lot of punctuation characters, so they can seem overwhelming and hard to read at first. Don’t worry; you’ll get better with practice, and simple patterns will soon become second nature. Let’s kick off that process by practicing with some useful stringr functions.

## 17.3 Key functions

Now that you’ve got the basics of regular expressions under your belt, let’s use them with some stringr and tidyr functions. In the following section, you’ll learn how to detect the presence or absence of a match, how to count the number of matches, how to replace a match with fixed text, and how to extract text using a pattern.

### 17.3.1 Detect matches

str\_detect() returns a logical vector that is TRUE if the pattern matches an element of the character vector and FALSE otherwise:

str\_detect(c("a", "b", "c"), "[aeiou]")  
#> [1] TRUE FALSE FALSE

Since str\_detect() returns a logical vector of the same length as the initial vector, it pairs well with filter(). For example, this code finds all the most popular names containing a lower-case “x”:

babynames |>   
 filter(str\_detect(name, "x")) |>   
 count(name, wt = n, sort = TRUE)  
#> # A tibble: 974 × 2  
#> name n  
#> <chr> <int>  
#> 1 Alexander 665492  
#> 2 Alexis 399551  
#> 3 Alex 278705  
#> 4 Alexandra 232223  
#> 5 Max 148787  
#> 6 Alexa 123032  
#> # … with 968 more rows

We can also use str\_detect() with summarize() by pairing it with sum() or mean(): sum(str\_detect(x, pattern)) tells you the number of observations that match and mean(str\_detect(x, pattern)) tells you the proportion that match. For example, the following snippet computes and visualizes the proportion of baby names[[31]](#footnote-31) that contain “x”, broken down by year. It looks like they’ve radically increased in popularity lately!

babynames |>   
 group\_by(year) |>   
 summarize(prop\_x = mean(str\_detect(name, "x"))) |>   
 ggplot(aes(x = year, y = prop\_x)) +   
 geom\_line()

|  |
| --- |
| Figure 17.1: A time series showing the proportion of baby names that contain a lower case “x”. |

There are two functions that are closely related to str\_detect(), namely str\_subset() which returns just the strings that contain a match and str\_which() which returns the indexes of strings that have a match:

str\_subset(c("a", "b", "c"), "[aeiou]")  
#> [1] "a"  
str\_which(c("a", "b", "c"), "[aeiou]")  
#> [1] 1

### 17.3.2 Count matches

The next step up in complexity from str\_detect() is str\_count(): rather than a simple true or false, it tells you how many matches there are in each string.

x <- c("apple", "banana", "pear")  
str\_count(x, "p")  
#> [1] 2 0 1

Note that each match starts at the end of the previous match; i.e. regex matches never overlap. For example, in "abababa", how many times will the pattern "aba" match? Regular expressions say two, not three:

str\_count("abababa", "aba")  
#> [1] 2  
str\_view("abababa", "aba")  
#> [1] │ <aba>b<aba>

It’s natural to use str\_count() with mutate(). The following example uses str\_count() with character classes to count the number of vowels and consonants in each name.

babynames |>   
 count(name) |>   
 mutate(  
 vowels = str\_count(name, "[aeiou]"),  
 consonants = str\_count(name, "[^aeiou]")  
 )  
#> # A tibble: 97,310 × 4  
#> name n vowels consonants  
#> <chr> <int> <int> <int>  
#> 1 Aaban 10 2 3  
#> 2 Aabha 5 2 3  
#> 3 Aabid 2 2 3  
#> 4 Aabir 1 2 3  
#> 5 Aabriella 5 4 5  
#> 6 Aada 1 2 2  
#> # … with 97,304 more rows

If you look closely, you’ll notice that there’s something off with our calculations: “Aaban” contains three “a”s, but our summary reports only two vowels. That’s because regular expressions are case sensitive. There are three ways we could fix this:

* Add the upper case vowels to the character class: str\_count(name, "[aeiouAEIOU]").
* Tell the regular expression to ignore case: str\_count(regex(name, ignore\_case = TRUE), "[aeiou]"). We’ll talk about more in [Section 17.5.1](#sec-flags).
* Use str\_to\_lower() to convert the names to lower case: str\_count(str\_to\_lower(name), "[aeiou]").

This variety of approaches is pretty typical when working with strings — there are often multiple ways to reach your goal, either by making your pattern more complicated or by doing some preprocessing on your string. If you get stuck trying one approach, it can often be useful to switch gears and tackle the problem from a different perspective.

In this case, since we’re applying two functions to the name, I think it’s easier to transform it first:

babynames |>   
 count(name) |>   
 mutate(  
 name = str\_to\_lower(name),  
 vowels = str\_count(name, "[aeiou]"),  
 consonants = str\_count(name, "[^aeiou]")  
 )  
#> # A tibble: 97,310 × 4  
#> name n vowels consonants  
#> <chr> <int> <int> <int>  
#> 1 aaban 10 3 2  
#> 2 aabha 5 3 2  
#> 3 aabid 2 3 2  
#> 4 aabir 1 3 2  
#> 5 aabriella 5 5 4  
#> 6 aada 1 3 1  
#> # … with 97,304 more rows

### 17.3.3 Replace values

As well as detecting and counting matches, we can also modify them with str\_replace() and str\_replace\_all(). str\_replace() replaces the first match, and as the name suggests, str\_replace\_all() replaces all matches.

x <- c("apple", "pear", "banana")  
str\_replace\_all(x, "[aeiou]", "-")  
#> [1] "-ppl-" "p--r" "b-n-n-"

str\_remove() and str\_remove\_all() are handy shortcuts for str\_replace(x, pattern, "").

x <- c("apple", "pear", "banana")  
str\_remove\_all(x, "[aeiou]")  
#> [1] "ppl" "pr" "bnn"

These functions are naturally paired with mutate() when doing data cleaning, and you’ll often apply them repeatedly to peel off layers of inconsistent formatting.

### 17.3.4 Extract variables

The last function we’ll discuss uses regular expressions to extract data out of one column into one or more new columns: separate\_wider\_regex(). It’s a peer of the separate\_wider\_position() and separate\_wider\_delim() functions that you learned about in [Section 16.4.2](#sec-string-columns). These functions live in tidyr because they operate on (columns of) data frames, rather than individual vectors.

Let’s create a simple dataset to show how it works. Here we have some data derived from babynames where we have the name, gender, and age of a bunch of people in a rather weird format[[32]](#footnote-32):

df <- tribble(  
 ~str,  
 "<Sheryl>-F\_34",  
 "<Kisha>-F\_45",   
 "<Brandon>-N\_33",  
 "<Sharon>-F\_38",   
 "<Penny>-F\_58",  
 "<Justin>-M\_41",   
 "<Patricia>-F\_84",   
)

To extract this data using separate\_wider\_regex() we just need to construct a sequence of regular expressions that match each piece. If we want the contents of that piece to appear in the output, we give it a name:

df |>   
 separate\_wider\_regex(  
 str,  
 patterns = c(  
 "<", name = "[A-Za-z]+", ">-",   
 gender = ".", "\_",   
 age = "[0-9]+"  
 )  
 )  
#> # A tibble: 7 × 3  
#> name gender age   
#> <chr> <chr> <chr>  
#> 1 Sheryl F 34   
#> 2 Kisha F 45   
#> 3 Brandon N 33   
#> 4 Sharon F 38   
#> 5 Penny F 58   
#> 6 Justin M 41   
#> # … with 1 more row

If the match fails, you can use too\_short = "debug" to figure out what went wrong, just like separate\_wider\_delim() and separate\_wider\_position().

### 17.3.5 Exercises

1. What baby name has the most vowels? What name has the highest proportion of vowels? (Hint: what is the denominator?)
2. Replace all forward slashes in a string with backslashes.
3. Implement a simple version of str\_to\_lower() using str\_replace\_all().
4. Create a regular expression that will match telephone numbers as commonly written in your country.

## 17.4 Pattern details

Now that you understand the basics of the pattern language and how to use it with some stringr and tidyr functions, its time to dig into more of the details. First, we’ll start with **escaping**, which allows you to match metacharacters that would otherwise be treated specially. Next, you’ll learn about **anchors** which allow you to match the start or end of the string. Then, you’ll more learn about **character classes** and their shortcuts which allow you to match any character from a set. Next, you’ll learn the final details of **quantifiers** which control how many times a pattern can match. Then, we have to cover the important (but complex) topic of **operator precedence** and parentheses. And we’ll finish off with some details of **grouping** components of the pattern.

The terms we use here are the technical names for each component. They’re not always the most evocative of their purpose, but it’s very helpful to know the correct terms if you later want to Google for more details.

### 17.4.1 Escaping

In order to match a literal ., you need an **escape** which tells the regular expression to match metacharacters literally. Like strings, regexps use the backslash for escaping. So, to match a ., you need the regexp \.. Unfortunately this creates a problem. We use strings to represent regular expressions, and \ is also used as an escape symbol in strings. So to create the regular expression \. we need the string "\\.", as the following example shows.

# To create the regular expression \., we need to use \\.  
dot <- "\\."  
  
# But the expression itself only contains one \  
str\_view(dot)  
#> [1] │ \.  
  
# And this tells R to look for an explicit .  
str\_view(c("abc", "a.c", "bef"), "a\\.c")  
#> [2] │ <a.c>

In this book, we’ll usually write regular expression without quotes, like \.. If we need to emphasize what you’ll actually type, we’ll surround it with quotes and add extra escapes, like "\\.".

If \ is used as an escape character in regular expressions, how do you match a literal \? Well, you need to escape it, creating the regular expression \\. To create that regular expression, you need to use a string, which also needs to escape \. That means to match a literal \ you need to write "\\\\" — you need four backslashes to match one!

x <- "a\\b"  
str\_view(x)  
#> [1] │ a\b  
str\_view(x, "\\\\")  
#> [1] │ a<\>b

Alternatively, you might find it easier to use the raw strings you learned about in [Section 16.2.2](#sec-raw-strings)). That lets you to avoid one layer of escaping:

str\_view(x, r"{\\}")  
#> [1] │ a<\>b

If you’re trying to match a literal ., $, |, \*, +, ?, {, }, (, ), there’s an alternative to using a backslash escape: you can use a character class: [.], [$], [|], ... all match the literal values.

str\_view(c("abc", "a.c", "a\*c", "a c"), "a[.]c")  
#> [2] │ <a.c>  
str\_view(c("abc", "a.c", "a\*c", "a c"), ".[\*]c")  
#> [3] │ <a\*c>

The full set of metacharacters is .^$\|\*+?{}[](). In general, look at punctuation characters with suspicion; if your regular expression isn’t matching what you think it should, check if you’ve used any of these characters.

### 17.4.2 Anchors

By default, regular expressions will match any part of a string. If you want to match at the start of end you need to **anchor** the regular expression using ^ to match the start of the string or $ to match the end of the string:

str\_view(fruit, "^a")  
#> [1] │ <a>pple  
#> [2] │ <a>pricot  
#> [3] │ <a>vocado  
str\_view(fruit, "a$")  
#> [4] │ banan<a>  
#> [15] │ cherimoy<a>  
#> [30] │ feijo<a>  
#> [36] │ guav<a>  
#> [56] │ papay<a>  
#> [74] │ satsum<a>

It’s tempting to think that $ should match the start of a string, because that’s how we write dollar amounts, but it’s not what regular expressions want.

To force a regular expression to match only the full string, anchor it with both ^ and $:

str\_view(fruit, "apple")  
#> [1] │ <apple>  
#> [62] │ pine<apple>  
str\_view(fruit, "^apple$")  
#> [1] │ <apple>

You can also match the boundary between words (i.e. the start or end of a word) with \b. This can be particularly useful when using RStudio’s find and replace tool. For example, if to find all uses of sum(), you can search for \bsum\b to avoid matching summarize, summary, rowsum and so on:

x <- c("summary(x)", "summarize(df)", "rowsum(x)", "sum(x)")  
str\_view(x, "sum")  
#> [1] │ <sum>mary(x)  
#> [2] │ <sum>marize(df)  
#> [3] │ row<sum>(x)  
#> [4] │ <sum>(x)  
str\_view(x, "\\bsum\\b")  
#> [4] │ <sum>(x)

When used alone, anchors will produce a zero-width match:

str\_view("abc", c("$", "^", "\\b"))  
#> [1] │ abc<>  
#> [2] │ <>abc  
#> [3] │ <>abc<>

This helps you understand what happens when you replace a standalone anchor:

str\_replace\_all("abc", c("$", "^", "\\b"), "--")  
#> [1] "abc--" "--abc" "--abc--"

### 17.4.3 Character classes

A **character class**, or character **set**, allows you to match any character in a set. As we discussed above, you can construct your own sets with [], where [abc] matches a, b, or c. There are three characters that have special meaning inside of []:

* - defines a range, e.g. [a-z] matches any lower case letter and [0-9] matches any number.
* ^ takes the inverse of the set, e.g. [^abc] matches anything except a, b, or c.
* \ escapes special characters, so [\^\-\]] matches ^, -, or ].

Here are few examples:

x <- "abcd ABCD 12345 -!@#%."  
str\_view(x, "[abc]+")  
#> [1] │ <abc>d ABCD 12345 -!@#%.  
str\_view(x, "[a-z]+")  
#> [1] │ <abcd> ABCD 12345 -!@#%.  
str\_view(x, "[^a-z0-9]+")  
#> [1] │ abcd< ABCD >12345< -!@#%.>  
  
# You need an escape to match characters that are otherwise  
# special inside of []  
str\_view("a-b-c", "[a-c]")  
#> [1] │ <a>-<b>-<c>  
str\_view("a-b-c", "[a\\-c]")  
#> [1] │ <a><->b<-><c>

Some character classes are used so commonly that they get their own shortcut. You’ve already seen ., which matches any character apart from a newline. There are three other particularly useful pairs[[33]](#footnote-33):

* \d matches any digit;  
  \D matches anything that isn’t a digit.
* \s matches any whitespace (e.g. space, tab, newline);  
  \S matches anything that isn’t whitespace.
* \w matches any “word” character, i.e. letters and numbers;  
  \W matches any “non-word” character.

The following code demonstrates the six shortcuts with a selection of letters, numbers, and punctuation characters.

x <- "abcd ABCD 12345 -!@#%."  
str\_view(x, "\\d+")  
#> [1] │ abcd ABCD <12345> -!@#%.  
str\_view(x, "\\D+")  
#> [1] │ <abcd ABCD >12345< -!@#%.>  
str\_view(x, "\\w+")  
#> [1] │ <abcd> <ABCD> <12345> -!@#%.  
str\_view(x, "\\W+")  
#> [1] │ abcd< >ABCD< >12345< -!@#%.>  
str\_view(x, "\\s+")  
#> [1] │ abcd< >ABCD< >12345< >-!@#%.  
str\_view(x, "\\S+")  
#> [1] │ <abcd> <ABCD> <12345> <-!@#%.>

### 17.4.4 Quantifiers

**Quantifiers** control how many times a pattern matches. In [Section 17.2](#sec-reg-basics) you learned about ? (0 or 1 matches), + (1 or more matches), and \* (0 or more matches). For example, colou?r will match American or British spelling, \d+ will match one or more digits, and \s? will optionally match a single item of whitespace. You can also specify the number of matches precisely with {}:

* {n} matches exactly n times.
* {n,} matches at least n times.
* {n,m} matches between n and m times.

The following code shows how this works for a few simple examples:

x <- "-- -x- -xx- -xxx- -xxxx- -xxxxx-"  
str\_view(x, "-x?-") # [0, 1]  
#> [1] │ <--> <-x-> -xx- -xxx- -xxxx- -xxxxx-  
str\_view(x, "-x+-") # [1, Inf)  
#> [1] │ -- <-x-> <-xx-> <-xxx-> <-xxxx-> <-xxxxx->  
str\_view(x, "-x\*-") # [0, Inf)  
#> [1] │ <--> <-x-> <-xx-> <-xxx-> <-xxxx-> <-xxxxx->  
str\_view(x, "-x{2}-") # [2. 2]  
#> [1] │ -- -x- <-xx-> -xxx- -xxxx- -xxxxx-  
str\_view(x, "-x{2,}-") # [2, Inf)  
#> [1] │ -- -x- <-xx-> <-xxx-> <-xxxx-> <-xxxxx->  
str\_view(x, "-x{2,3}-") # [2, 3]  
#> [1] │ -- -x- <-xx-> <-xxx-> -xxxx- -xxxxx-

### 17.4.5 Operator precedence and parentheses

What does ab+ match? Does it match “a” followed by one or more “b”s, or does it match “ab” repeated any number of times? What does ^a|b$ match? Does it match the complete string a or the complete string b, or does it match a string starting with a or a string starting with “b”?

The answer to these questions is determined by operator precedence, similar to the PEMDAS or BEDMAS rules you might have learned in school. You know that a + b \* c is equivalent to a + (b \* c) not (a + b) \* c because \* has higher precedence and + has lower precedence: you compute \* before +.

Similarly, regular expressions have their own precedence rules: quantifiers have high precedence and alternation has low precedence which means that ab+ is equivalent to a(b+), and ^a|b$ is equivalent to (^a)|(b$). Just like with algebra, you can use parentheses to override the usual order. But unlike algebra you’re unlikely to remember the precedence rules for regexes, so feel free to use parentheses liberally.

### 17.4.6 Grouping and capturing

As well as overriding operator precedence, parentheses have another important effect: they create **capturing groups** that allow you to use sub-components of the match.

The first way to use a capturing group is to refer back to it within a match with **back reference**: \1 refers to the match contained in the first parenthesis, \2 in the second parenthesis, and so on. For example, the following pattern finds all fruits that have a repeated pair of letters:

str\_view(fruit, "(..)\\1")  
#> [4] │ b<anan>a  
#> [20] │ <coco>nut  
#> [22] │ <cucu>mber  
#> [41] │ <juju>be  
#> [56] │ <papa>ya  
#> [73] │ s<alal> berry

And this one finds all words that start and end with the same pair of letters:

str\_view(words, "^(..).\*\\1$")  
#> [152] │ <church>  
#> [217] │ <decide>  
#> [617] │ <photograph>  
#> [699] │ <require>  
#> [739] │ <sense>

You can also use back references in str\_replace(). For example, this code switches the order of the second and third words in sentences:

sentences |>   
 str\_replace("(\\w+) (\\w+) (\\w+)", "\\1 \\3 \\2") |>   
 str\_view()  
#> [1] │ The canoe birch slid on the smooth planks.  
#> [2] │ Glue sheet the to the dark blue background.  
#> [3] │ It's to easy tell the depth of a well.  
#> [4] │ These a days chicken leg is a rare dish.  
#> [5] │ Rice often is served in round bowls.  
#> [6] │ The of juice lemons makes fine punch.  
#> ... and 714 more

If you want extract the matches for each group you can use str\_match(). But str\_match() returns a matrix, so it’s not particularly easy to work with[[34]](#footnote-34):

sentences |>   
 str\_match("the (\\w+) (\\w+)") |>   
 head()  
#> [,1] [,2] [,3]   
#> [1,] "the smooth planks" "smooth" "planks"  
#> [2,] "the sheet to" "sheet" "to"   
#> [3,] "the depth of" "depth" "of"   
#> [4,] NA NA NA   
#> [5,] NA NA NA   
#> [6,] NA NA NA

You could convert to a tibble and name the columns:

sentences |>   
 str\_match("the (\\w+) (\\w+)") |>   
 as\_tibble(.name\_repair = "minimal") |>   
 set\_names("match", "word1", "word2")  
#> # A tibble: 720 × 3  
#> match word1 word2   
#> <chr> <chr> <chr>   
#> 1 the smooth planks smooth planks  
#> 2 the sheet to sheet to   
#> 3 the depth of depth of   
#> 4 <NA> <NA> <NA>   
#> 5 <NA> <NA> <NA>   
#> 6 <NA> <NA> <NA>   
#> # … with 714 more rows

But then you’ve basically recreated your own version of separate\_wider\_regex(). Indeed, behind the scenes, separate\_wider\_regex() converts your vector of patterns to a single regex that uses grouping to capture the named components.

Occasionally, you’ll want to use parentheses without creating matching groups. You can create a non-capturing group with (?:).

x <- c("a gray cat", "a grey dog")  
str\_match(x, "gr(e|a)y")  
#> [,1] [,2]  
#> [1,] "gray" "a"   
#> [2,] "grey" "e"  
str\_match(x, "gr(?:e|a)y")  
#> [,1]   
#> [1,] "gray"  
#> [2,] "grey"

### 17.4.7 Exercises

1. How would you match the literal string "'\? How about "$^$"?
2. Explain why each of these patterns don’t match a \: "\", "\\", "\\\".
3. Given the corpus of common words in stringr::words, create regular expressions that find all words that:
   1. Start with “y”.
   2. Don’t start with “y”.
   3. End with “x”.
   4. Are exactly three letters long. (Don’t cheat by using str\_length()!)
   5. Have seven letters or more.
   6. Contain a vowel-consonant pair.
   7. Contain at least two vowel-consonant pairs in a row.
   8. Only consist of repeated vowel-consonant pairs.
4. Create 11 regular expressions that match the British or American spellings for each of the following words: grey/gray, modelling/modeling, summarize/summarize, aluminium/aluminum, defence/defense, analog/analogue, center/centre, sceptic/skeptic, aeroplane/airplane, arse/ass, doughnut/donut. Try and make the shortest possible regex!
5. Switch the first and last letters in words. Which of those strings are still words?
6. Describe in words what these regular expressions match: (read carefully to see if each entry is a regular expression or a string that defines a regular expression.)
   1. ^.\*$
   2. "\\{.+\\}"
   3. \d{4}-\d{2}-\d{2}
   4. "\\\\{4}"
   5. \..\..\..
   6. (.)\1\1
   7. "(..)\\1"
7. Solve the beginner regexp crosswords at <https://regexcrossword.com/challenges/beginner>.

## 17.5 Pattern control

It’s possible to exercise extra control over the details of the match by using a pattern object instead of just a string. This allows you control the so called regex flags and match various types of fixed strings, as described below.

### 17.5.1 Regex flags

There are a number of settings that can be used to control the details of the regexp. These settings are often called **flags** in other programming languages. In stringr, you can use these by wrapping the pattern in a call to regex(). The most useful flag is probably ignore\_case = TRUE because it allows characters to match either their uppercase or lowercase forms:

bananas <- c("banana", "Banana", "BANANA")  
str\_view(bananas, "banana")  
#> [1] │ <banana>  
str\_view(bananas, regex("banana", ignore\_case = TRUE))  
#> [1] │ <banana>  
#> [2] │ <Banana>  
#> [3] │ <BANANA>

If you’re doing a lot of work with multiline strings (i.e. strings that contain \n), dotalland multiline may also be useful:

* dotall = TRUE lets . match everything, including \n:
* x <- "Line 1\nLine 2\nLine 3"  
  str\_view(x, ".Line")  
  str\_view(x, regex(".Line", dotall = TRUE))  
  #> [1] │ Line 1<  
  #> │ Line> 2<  
  #> │ Line> 3
* multiline = TRUE makes ^ and $ match the start and end of each line rather than the start and end of the complete string:
* x <- "Line 1\nLine 2\nLine 3"  
  str\_view(x, "^Line")  
  #> [1] │ <Line> 1  
  #> │ Line 2  
  #> │ Line 3  
  str\_view(x, regex("^Line", multiline = TRUE))  
  #> [1] │ <Line> 1  
  #> │ <Line> 2  
  #> │ <Line> 3

Finally, if you’re writing a complicated regular expression and you’re worried you might not understand it in the future, you might try comments = TRUE. It tweaks the pattern language to ignore spaces and new lines, as well as everything after #. This allows you to use comments and whitespace to make complex regular expressions more understandable[[35]](#footnote-35), as in the following example:

phone <- regex(  
 r"(  
 \(? # optional opening parens  
 (\d{3}) # area code  
 [)\ -]? # optional closing parens, space, or dash  
 (\d{3}) # another three numbers  
 [\ -]? # optional space or dash  
 (\d{3}) # three more numbers  
 )",   
 comments = TRUE  
)  
  
str\_match("514-791-8141", phone)  
#> [,1] [,2] [,3] [,4]   
#> [1,] "514-791-814" "514" "791" "814"

If you’re using comments and want to match a space, newline, or #, you’ll need to escape it:

str\_view("x x #", regex(r"(x #)", comments = TRUE))  
#> [1] │ <x> <x> #  
str\_view("x x #", regex(r"(x\ \#)", comments = TRUE))  
#> [1] │ x <x #>

### 17.5.2 Fixed matches

You can opt-out of the regular expression rules by using fixed():

str\_view(c("", "a", "."), fixed("."))  
#> [3] │ <.>

fixed() also gives you the ability to ignore case:

str\_view("x X", "X")  
#> [1] │ x <X>  
str\_view("x X", fixed("X", ignore\_case = TRUE))  
#> [1] │ <x> <X>

If you’re working with non-English text, you will probably want coll() instead of fixed(), as it implements the full rules for capitalization as used by the locale you specify. See [Section 16.6](#sec-other-languages) for more details on locales.

str\_view("i İ ı I", fixed("İ", ignore\_case = TRUE))  
#> [1] │ i <İ> ı I  
str\_view("i İ ı I", coll("İ", ignore\_case = TRUE, locale = "tr"))  
#> [1] │ <i> <İ> ı I

## 17.6 Practice

To put these ideas into practice we’ll solve a few semi-authentic problems next. We’ll discuss three general techniques:

1. checking your work by creating simple positive and negative controls
2. combining regular expressions with Boolean algebra
3. creating complex patterns using string manipulation

### 17.6.1 Check your work

First, let’s find all sentences that start with “The”. Using the ^ anchor alone is not enough:

str\_view(sentences, "^The")  
#> [1] │ <The> birch canoe slid on the smooth planks.  
#> [4] │ <The>se days a chicken leg is a rare dish.  
#> [6] │ <The> juice of lemons makes fine punch.  
#> [7] │ <The> box was thrown beside the parked truck.  
#> [8] │ <The> hogs were fed chopped corn and garbage.  
#> [11] │ <The> boy was there when the sun rose.  
#> ... and 271 more

Because that pattern also matches sentences starting with words like They or These. We need to make sure that the “e” is the last letter in the word, which we can do by adding adding a word boundary:

str\_view(sentences, "^The\\b")  
#> [1] │ <The> birch canoe slid on the smooth planks.  
#> [6] │ <The> juice of lemons makes fine punch.  
#> [7] │ <The> box was thrown beside the parked truck.  
#> [8] │ <The> hogs were fed chopped corn and garbage.  
#> [11] │ <The> boy was there when the sun rose.  
#> [13] │ <The> source of the huge river is the clear spring.  
#> ... and 250 more

What about finding all sentences that begin with a pronoun?

str\_view(sentences, "^She|He|It|They\\b")  
#> [3] │ <It>'s easy to tell the depth of a well.  
#> [15] │ <He>lp the woman get back to her feet.  
#> [27] │ <He>r purse was full of useless trash.  
#> [29] │ <It> snowed, rained, and hailed the same morning.  
#> [63] │ <He> ran half way to the hardware store.  
#> [90] │ <He> lay prone and hardly moved a limb.  
#> ... and 57 more

A quick inspection of the results shows that we’re getting some spurious matches. That’s because we’ve forgotten to use parentheses:

str\_view(sentences, "^(She|He|It|They)\\b")  
#> [3] │ <It>'s easy to tell the depth of a well.  
#> [29] │ <It> snowed, rained, and hailed the same morning.  
#> [63] │ <He> ran half way to the hardware store.  
#> [90] │ <He> lay prone and hardly moved a limb.  
#> [116] │ <He> ordered peach pie with ice cream.  
#> [127] │ <It> caught its hind paw in a rusty trap.  
#> ... and 51 more

You might wonder how you might spot such a mistake if it didn’t occur in the first few matches. A good technique is to create a few positive and negative matches and use them to test that your pattern works as expected:

pos <- c("He is a boy", "She had a good time")  
neg <- c("Shells come from the sea", "Hadley said 'It's a great day'")  
  
pattern <- "^(She|He|It|They)\\b"  
str\_detect(pos, pattern)  
#> [1] TRUE TRUE  
str\_detect(neg, pattern)  
#> [1] FALSE FALSE

It’s typically much easier to come up with good positive examples than negative examples, because it takes a while before you’re good enough with regular expressions to predict where your weaknesses are. Nevertheless, they’re still useful: as you work on the problem you can slowly accumulate a collection of your mistakes, ensuring that you never make the same mistake twice.

### 17.6.2 Boolean operations

Imagine we want to find words that only contain consonants. One technique is to create a character class that contains all letters except for the vowels ([^aeiou]), then allow that to match any number of letters ([^aeiou]+), then force it to match the whole string by anchoring to the beginning and the end (^[^aeiou]+$):

str\_view(words, "^[^aeiou]+$")  
#> [123] │ <by>  
#> [249] │ <dry>  
#> [328] │ <fly>  
#> [538] │ <mrs>  
#> [895] │ <try>  
#> [952] │ <why>

But you can make this problem a bit easier by flipping the problem around. Instead of looking for words that contain only consonants, we could look for words that don’t contain any vowels:

str\_view(words[!str\_detect(words, "[aeiou]")])  
#> [1] │ by  
#> [2] │ dry  
#> [3] │ fly  
#> [4] │ mrs  
#> [5] │ try  
#> [6] │ why

This is a useful technique whenever you’re dealing with logical combinations, particularly those involving “and” or “not”. For example, imagine if you want to find all words that contain “a” and “b”. There’s no “and” operator built in to regular expressions so we have to tackle it by looking for all words that contain an “a” followed by a “b”, or a “b” followed by an “a”:

str\_view(words, "a.\*b|b.\*a")  
#> [2] │ <ab>le  
#> [3] │ <ab>out  
#> [4] │ <ab>solute  
#> [62] │ <availab>le  
#> [66] │ <ba>by  
#> [67] │ <ba>ck  
#> ... and 24 more

It’s simpler to combine the results of two calls to str\_detect():

words[str\_detect(words, "a") & str\_detect(words, "b")]  
#> [1] "able" "about" "absolute" "available" "baby" "back"   
#> [7] "bad" "bag" "balance" "ball" "bank" "bar"   
#> [13] "base" "basis" "bear" "beat" "beauty" "because"   
#> [19] "black" "board" "boat" "break" "brilliant" "britain"   
#> [25] "debate" "husband" "labour" "maybe" "probable" "table"

What if we wanted to see if there was a word that contains all vowels? If we did it with patterns we’d need to generate 5! (120) different patterns:

words[str\_detect(words, "a.\*e.\*i.\*o.\*u")]  
# ...  
words[str\_detect(words, "u.\*o.\*i.\*e.\*a")]

It’s much simpler to combine five calls to str\_detect():

words[  
 str\_detect(words, "a") &  
 str\_detect(words, "e") &  
 str\_detect(words, "i") &  
 str\_detect(words, "o") &  
 str\_detect(words, "u")  
]  
#> character(0)

In general, if you get stuck trying to create a single regexp that solves your problem, take a step back and think if you could break the problem down into smaller pieces, solving each challenge before moving onto the next one.

### 17.6.3 Creating a pattern with code

What if we wanted to find all sentences that mention a color? The basic idea is simple: we just combine alternation with word boundaries.

str\_view(sentences, "\\b(red|green|blue)\\b")  
#> [2] │ Glue the sheet to the dark <blue> background.  
#> [26] │ Two <blue> fish swam in the tank.  
#> [92] │ A wisp of cloud hung in the <blue> air.  
#> [148] │ The spot on the blotter was made by <green> ink.  
#> [160] │ The sofa cushion is <red> and of light weight.  
#> [174] │ The sky that morning was clear and bright <blue>.  
#> ... and 20 more

But as the number of colors grows, it would quickly get tedious to construct this pattern by hand. Wouldn’t it be nice if we could store the colors in a vector?

rgb <- c("red", "green", "blue")

Well, we can! We’d just need to create the pattern from the vector using str\_c() and str\_flatten():

str\_c("\\b(", str\_flatten(rgb, "|"), ")\\b")  
#> [1] "\\b(red|green|blue)\\b"

We could make this pattern more comprehensive if we had a good list of colors. One place we could start from is the list of built-in colors that R can use for plots:

str\_view(colors())  
#> [1] │ white  
#> [2] │ aliceblue  
#> [3] │ antiquewhite  
#> [4] │ antiquewhite1  
#> [5] │ antiquewhite2  
#> [6] │ antiquewhite3  
#> ... and 651 more

But lets first eliminate the numbered variants:

cols <- colors()  
cols <- cols[!str\_detect(cols, "\\d")]  
str\_view(cols)  
#> [1] │ white  
#> [2] │ aliceblue  
#> [3] │ antiquewhite  
#> [4] │ aquamarine  
#> [5] │ azure  
#> [6] │ beige  
#> ... and 137 more

Then we can turn this into one giant pattern. We won’t show the pattern here because it’s huge, but you can see it working:

pattern <- str\_c("\\b(", str\_flatten(cols, "|"), ")\\b")  
str\_view(sentences, pattern)  
#> [2] │ Glue the sheet to the dark <blue> background.  
#> [12] │ A rod is used to catch <pink> <salmon>.  
#> [26] │ Two <blue> fish swam in the tank.  
#> [66] │ Cars and busses stalled in <snow> drifts.  
#> [92] │ A wisp of cloud hung in the <blue> air.  
#> [112] │ Leaves turn <brown> and <yellow> in the fall.  
#> ... and 57 more

In this example, cols only contains numbers and letters so you don’t need to worry about metacharacters. But in general, whenever you create patterns from existing strings it’s wise to run them through str\_escape() to ensure they match literally.

### 17.6.4 Exercises

1. For each of the following challenges, try solving it by using both a single regular expression, and a combination of multiple str\_detect() calls.
   1. Find all words that start or end with x.
   2. Find all words that start with a vowel and end with a consonant.
   3. Are there any words that contain at least one of each different vowel?
2. Construct patterns to find evidence for and against the rule “i before e except after c”?
3. colors() contains a number of modifiers like “lightgray” and “darkblue”. How could you automatically identify these modifiers? (Think about how you might detect and then removed the colors that are modified).
4. Create a regular expression that finds any base R dataset. You can get a list of these datasets via a special use of the data() function: data(package = "datasets")$results[, "Item"]. Note that a number of old datasets are individual vectors; these contain the name of the grouping “data frame” in parentheses, so you’ll need to strip those off.

## 17.7 Regular expressions in other places

Just like in the stringr and tidyr functions, there are many other places in R where you can use regular expressions. The following sections describe some other useful functions in the wider tidyverse and base R.

### 17.7.1 tidyverse

There are three other particularly useful places where you might want to use a regular expressions

* matches(pattern) will select all variables whose name matches the supplied pattern. It’s a “tidyselect” function that you can use anywhere in any tidyverse function that selects variables (e.g. select(), rename\_with() and across()).
* pivot\_longer()'s names\_pattern argument takes a vector of regular expressions, just like separate\_wider\_regex(). It’s useful when extracting data out of variable names with a complex structure
* The delim argument in separate\_longer\_delim() and separate\_wider\_delim() usually matches a fixed string, but you can use regex() to make it match a pattern. This is useful, for example, if you want to match a comma that is optionally followed by a space, i.e. regex(", ?").

### 17.7.2 Base R

apropos(pattern) searches all objects available from the global environment that match the given pattern. This is useful if you can’t quite remember the name of a function:

apropos("replace")  
#> [1] "%+replace%" "replace" "replace\_na"   
#> [4] "setReplaceMethod" "str\_replace" "str\_replace\_all"   
#> [7] "str\_replace\_na" "theme\_replace"

list.files(path, pattern) lists all files in path that match a regular expression pattern. For example, you can find all the R Markdown files in the current directory with:

head(list.files(pattern = "\\.Rmd$"))  
#> character(0)

It’s worth noting that the pattern language used by base R is very slightly different to that used by stringr. That’s because stringr is built on top of the [stringi package](https://stringi.gagolewski.com), which is in turn built on top of the [ICU engine](https://unicode-org.github.io/icu/userguide/strings/regexp.html), whereas base R functions use either the [TRE engine](https://github.com/laurikari/tre) or the [PCRE engine](https://www.pcre.org), depending on whether or not you’ve set perl = TRUE. Fortunately, the basics of regular expressions are so well established that you’ll encounter few variations when working with the patterns you’ll learn in this book. You only need to be aware of the difference when you start to rely on advanced features like complex Unicode character ranges or special features that use the (?…) syntax.

## 17.8 Summary

With every punctuation character potentially overloaded with meaning, regular expressions are one of the most compact languages out there. They’re definitely confusing at first but as you train your eyes to read them and your brain to understand them, you unlock a powerful skill that you can use in R and in many other places.

In this chapter, you’ve started your journey to become a regular expression master by learning the most useful stringr functions and the most important components of the regular expression language. And there are plenty of resources to learn more.

A good place to start is vignette("regular-expressions", package = "stringr"): it documents the full set of syntax supported by stringr. Another useful reference is [https://www.regular-expressions.info/](https://www.regular-expressions.info/tutorial.html). It’s not R specific, but you can use it to learn about the most advanced features of regexes and how they work under the hood.

It’s also good to know that stringr is implemented on top of the stringi package by Marek Gagolewsk. If you’re struggling to find a function that does what you need in stringr, don’t be afraid to look in stringi. You’ll find stringi very easy to pick up because it follows many of the the same conventions as stringr.

In the next chapter, we’ll talk about a data structure closely related to strings: factors. Factors are used to represent categorical data in R, i.e. data with a fixed and known set of possible values identified by a vector of strings.

# 18. Factors

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 18.1 Introduction

Factors are used for categorical variables, variables that have a fixed and known set of possible values. They are also useful when you want to display character vectors in a non-alphabetical order.

We’ll start by motivating why factors are needed for data analysis and how you can create them with factor(). We’ll then introduce you to the gss\_cat dataset which contains a bunch of categorical variables to experiment with. You’ll then use that dataset to practice modifying the order and values of factors, before we finish up with a discussion of ordered factors.

### 18.1.1 Prerequisites

Base R provides some basic tools for creating and manipulating factors. We’ll supplement these with the **forcats** package, which is part of the core tidyverse. It provides tools for dealing with **cat**egorical variables (and it’s an anagram of factors!) using a wide range of helpers for working with factors.

library(tidyverse)

## 18.2 Factor basics

Imagine that you have a variable that records month:

x1 <- c("Dec", "Apr", "Jan", "Mar")

Using a string to record this variable has two problems:

1. There are only twelve possible months, and there’s nothing saving you from typos:

* x2 <- c("Dec", "Apr", "Jam", "Mar")

1. It doesn’t sort in a useful way:

* sort(x1)  
  #> [1] "Apr" "Dec" "Jan" "Mar"

You can fix both of these problems with a factor. To create a factor you must start by creating a list of the valid **levels**:

month\_levels <- c(  
 "Jan", "Feb", "Mar", "Apr", "May", "Jun",   
 "Jul", "Aug", "Sep", "Oct", "Nov", "Dec"  
)

Now you can create a factor:

y1 <- factor(x1, levels = month\_levels)  
y1  
#> [1] Dec Apr Jan Mar  
#> Levels: Jan Feb Mar Apr May Jun Jul Aug Sep Oct Nov Dec  
  
sort(y1)  
#> [1] Jan Mar Apr Dec  
#> Levels: Jan Feb Mar Apr May Jun Jul Aug Sep Oct Nov Dec

And any values not in the level will be silently converted to NA:

y2 <- factor(x2, levels = month\_levels)  
y2  
#> [1] Dec Apr <NA> Mar   
#> Levels: Jan Feb Mar Apr May Jun Jul Aug Sep Oct Nov Dec

This seems risky, so you might want to use fct() instead:

y2 <- fct(x2, levels = month\_levels)  
#> Error in `fct()`:  
#> ! All values of `x` must appear in `levels` or `na`  
#> ℹ Missing level: "Jam"

If you omit the levels, they’ll be taken from the data in alphabetical order:

factor(x1)  
#> [1] Dec Apr Jan Mar  
#> Levels: Apr Dec Jan Mar

Sometimes you’d prefer that the order of the levels matches the order of the first appearance in the data. You can do that when creating the factor by setting levels to unique(x), or after the fact, with fct\_inorder():

f1 <- factor(x1, levels = unique(x1))  
f1  
#> [1] Dec Apr Jan Mar  
#> Levels: Dec Apr Jan Mar  
  
f2 <- x1 |> factor() |> fct\_inorder()  
f2  
#> [1] Dec Apr Jan Mar  
#> Levels: Dec Apr Jan Mar

If you ever need to access the set of valid levels directly, you can do so with levels():

levels(f2)  
#> [1] "Dec" "Apr" "Jan" "Mar"

You can also create a factor when reading your data with readr with col\_factor():

csv <- "  
month,value  
Jan,12  
Feb,56  
Mar,12"  
  
df <- read\_csv(csv, col\_types = cols(month = col\_factor(month\_levels)))  
df$month  
#> [1] Jan Feb Mar  
#> Levels: Jan Feb Mar Apr May Jun Jul Aug Sep Oct Nov Dec

## 18.3 General Social Survey

For the rest of this chapter, we’re going to use forcats::gss\_cat. It’s a sample of data from the [General Social Survey](https://gss.norc.org), a long-running US survey conducted by the independent research organization NORC at the University of Chicago. The survey has thousands of questions, so in gss\_cat Hadley selected a handful that will illustrate some common challenges you’ll encounter when working with factors.

gss\_cat  
#> # A tibble: 21,483 × 9  
#> year marital age race rincome partyid   
#> <int> <fct> <int> <fct> <fct> <fct>   
#> 1 2000 Never married 26 White $8000 to 9999 Ind,near rep   
#> 2 2000 Divorced 48 White $8000 to 9999 Not str republican  
#> 3 2000 Widowed 67 White Not applicable Independent   
#> 4 2000 Never married 39 White Not applicable Ind,near rep   
#> 5 2000 Divorced 25 White Not applicable Not str democrat   
#> 6 2000 Married 25 White $20000 - 24999 Strong democrat   
#> # … with 21,477 more rows, and 3 more variables: relig <fct>, denom <fct>,  
#> # tvhours <int>

(Remember, since this dataset is provided by a package, you can get more information about the variables with ?gss\_cat.)

When factors are stored in a tibble, you can’t see their levels so easily. One way to view them is with count():

gss\_cat |>  
 count(race)  
#> # A tibble: 3 × 2  
#> race n  
#> <fct> <int>  
#> 1 Other 1959  
#> 2 Black 3129  
#> 3 White 16395

When working with factors, the two most common operations are changing the order of the levels, and changing the values of the levels. Those operations are described in the sections below.

### 18.3.1 Exercise

1. Explore the distribution of rincome (reported income). What makes the default bar chart hard to understand? How could you improve the plot?
2. What is the most common relig in this survey? What’s the most common partyid?
3. Which relig does denom (denomination) apply to? How can you find out with a table? How can you find out with a visualization?

## 18.4 Modifying factor order

It’s often useful to change the order of the factor levels in a visualization. For example, imagine you want to explore the average number of hours spent watching TV per day across religions:

relig\_summary <- gss\_cat |>  
 group\_by(relig) |>  
 summarize(  
 age = mean(age, na.rm = TRUE),  
 tvhours = mean(tvhours, na.rm = TRUE),  
 n = n()  
 )  
  
ggplot(relig\_summary, aes(x = tvhours, y = relig)) +   
 geom\_point()

|  |
| --- |
|  |

It is hard to read this plot because there’s no overall pattern. We can improve it by reordering the levels of relig using fct\_reorder(). fct\_reorder() takes three arguments:

* f, the factor whose levels you want to modify.
* x, a numeric vector that you want to use to reorder the levels.
* Optionally, fun, a function that’s used if there are multiple values of x for each value of f. The default value is median.

ggplot(relig\_summary, aes(x = tvhours, y = fct\_reorder(relig, tvhours))) +  
 geom\_point()

|  |
| --- |
|  |

Reordering religion makes it much easier to see that people in the “Don’t know” category watch much more TV, and Hinduism & Other Eastern religions watch much less.

As you start making more complicated transformations, we recommend moving them out of aes() and into a separate mutate() step. For example, you could rewrite the plot above as:

relig\_summary |>  
 mutate(  
 relig = fct\_reorder(relig, tvhours)  
 ) |>  
 ggplot(aes(x = tvhours, y = relig)) +  
 geom\_point()

What if we create a similar plot looking at how average age varies across reported income level?

rincome\_summary <- gss\_cat |>  
 group\_by(rincome) |>  
 summarize(  
 age = mean(age, na.rm = TRUE),  
 tvhours = mean(tvhours, na.rm = TRUE),  
 n = n()  
 )  
  
ggplot(rincome\_summary, aes(x = age, y = fct\_reorder(rincome, age))) +   
 geom\_point()

|  |
| --- |
|  |

Here, arbitrarily reordering the levels isn’t a good idea! That’s because rincome already has a principled order that we shouldn’t mess with. Reserve fct\_reorder() for factors whose levels are arbitrarily ordered.

However, it does make sense to pull “Not applicable” to the front with the other special levels. You can use fct\_relevel(). It takes a factor, f, and then any number of levels that you want to move to the front of the line.

ggplot(rincome\_summary, aes(x = age, y = fct\_relevel(rincome, "Not applicable"))) +  
 geom\_point()

|  |
| --- |
|  |

Why do you think the average age for “Not applicable” is so high?

Another type of reordering is useful when you are coloring the lines on a plot. fct\_reorder2(f, x, y) reorders the factor f by the y values associated with the largest x values. This makes the plot easier to read because the colors of the line at the far right of the plot will line up with the legend.

by\_age <- gss\_cat |>  
 filter(!is.na(age)) |>  
 count(age, marital) |>  
 group\_by(age) |>  
 mutate(  
 prop = n / sum(n)  
 )  
  
ggplot(by\_age, aes(x = age, y = prop, color = marital)) +  
 geom\_line(na.rm = TRUE)  
  
ggplot(by\_age, aes(x = age, y = prop, color = fct\_reorder2(marital, age, prop))) +  
 geom\_line() +  
 labs(color = "marital")

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

Finally, for bar plots, you can use fct\_infreq() to order levels in decreasing frequency: this is the simplest type of reordering because it doesn’t need any extra variables. Combine it with fct\_rev() if you want them in increasing frequency so that in the bar plot largest values are on the right, not the left.

gss\_cat |>  
 mutate(marital = marital |> fct\_infreq() |> fct\_rev()) |>  
 ggplot(aes(x = marital)) +  
 geom\_bar()

|  |
| --- |
|  |

### 18.4.1 Exercises

1. There are some suspiciously high numbers in tvhours. Is the mean a good summary?
2. For each factor in gss\_cat identify whether the order of the levels is arbitrary or principled.
3. Why did moving “Not applicable” to the front of the levels move it to the bottom of the plot?

## 18.5 Modifying factor levels

More powerful than changing the orders of the levels is changing their values. This allows you to clarify labels for publication, and collapse levels for high-level displays. The most general and powerful tool is fct\_recode(). It allows you to recode, or change, the value of each level. For example, take the gss\_cat$partyid:

gss\_cat |> count(partyid)  
#> # A tibble: 10 × 2  
#> partyid n  
#> <fct> <int>  
#> 1 No answer 154  
#> 2 Don't know 1  
#> 3 Other party 393  
#> 4 Strong republican 2314  
#> 5 Not str republican 3032  
#> 6 Ind,near rep 1791  
#> # … with 4 more rows

The levels are terse and inconsistent. Let’s tweak them to be longer and use a parallel construction. Like most rename and recoding functions in the tidyverse, the new values go on the left and the old values go on the right:

gss\_cat |>  
 mutate(  
 partyid = fct\_recode(partyid,  
 "Republican, strong" = "Strong republican",  
 "Republican, weak" = "Not str republican",  
 "Independent, near rep" = "Ind,near rep",  
 "Independent, near dem" = "Ind,near dem",  
 "Democrat, weak" = "Not str democrat",  
 "Democrat, strong" = "Strong democrat"  
 )  
 ) |>  
 count(partyid)  
#> # A tibble: 10 × 2  
#> partyid n  
#> <fct> <int>  
#> 1 No answer 154  
#> 2 Don't know 1  
#> 3 Other party 393  
#> 4 Republican, strong 2314  
#> 5 Republican, weak 3032  
#> 6 Independent, near rep 1791  
#> # … with 4 more rows

fct\_recode() will leave the levels that aren’t explicitly mentioned as is, and will warn you if you accidentally refer to a level that doesn’t exist.

To combine groups, you can assign multiple old levels to the same new level:

gss\_cat |>  
 mutate(  
 partyid = fct\_recode(partyid,  
 "Republican, strong" = "Strong republican",  
 "Republican, weak" = "Not str republican",  
 "Independent, near rep" = "Ind,near rep",  
 "Independent, near dem" = "Ind,near dem",  
 "Democrat, weak" = "Not str democrat",  
 "Democrat, strong" = "Strong democrat",  
 "Other" = "No answer",  
 "Other" = "Don't know",  
 "Other" = "Other party"  
 )  
 ) |>  
 count(partyid)  
#> # A tibble: 8 × 2  
#> partyid n  
#> <fct> <int>  
#> 1 Other 548  
#> 2 Republican, strong 2314  
#> 3 Republican, weak 3032  
#> 4 Independent, near rep 1791  
#> 5 Independent 4119  
#> 6 Independent, near dem 2499  
#> # … with 2 more rows

Use this technique with care: if you group together categories that are truly different you will end up with misleading results.

If you want to collapse a lot of levels, fct\_collapse() is a useful variant of fct\_recode(). For each new variable, you can provide a vector of old levels:

gss\_cat |>  
 mutate(  
 partyid = fct\_collapse(partyid,  
 "other" = c("No answer", "Don't know", "Other party"),  
 "rep" = c("Strong republican", "Not str republican"),  
 "ind" = c("Ind,near rep", "Independent", "Ind,near dem"),  
 "dem" = c("Not str democrat", "Strong democrat")  
 )  
 ) |>  
 count(partyid)  
#> # A tibble: 4 × 2  
#> partyid n  
#> <fct> <int>  
#> 1 other 548  
#> 2 rep 5346  
#> 3 ind 8409  
#> 4 dem 7180

Sometimes you just want to lump together the small groups to make a plot or table simpler. That’s the job of the fct\_lump\_\*() family of functions. fct\_lump\_lowfreq() is a simple starting point that progressively lumps the smallest groups categories into “Other”, always keeping “Other” as the smallest category.

gss\_cat |>  
 mutate(relig = fct\_lump\_lowfreq(relig)) |>  
 count(relig)  
#> # A tibble: 2 × 2  
#> relig n  
#> <fct> <int>  
#> 1 Protestant 10846  
#> 2 Other 10637

In this case it’s not very helpful: it is true that the majority of Americans in this survey are Protestant, but we’d probably like to see some more details! Instead, we can use the fct\_lump\_n() to specify that we want exactly 10 groups:

gss\_cat |>  
 mutate(relig = fct\_lump\_n(relig, n = 10)) |>  
 count(relig, sort = TRUE) |>  
 print(n = Inf)  
#> # A tibble: 10 × 2  
#> relig n  
#> <fct> <int>  
#> 1 Protestant 10846  
#> 2 Catholic 5124  
#> 3 None 3523  
#> 4 Christian 689  
#> 5 Other 458  
#> 6 Jewish 388  
#> 7 Buddhism 147  
#> 8 Inter-nondenominational 109  
#> 9 Moslem/islam 104  
#> 10 Orthodox-christian 95

Read the documentation to learn about fct\_lump\_min() and fct\_lump\_prop() which are useful in other cases.

### 18.5.1 Exercises

1. How have the proportions of people identifying as Democrat, Republican, and Independent changed over time?
2. How could you collapse rincome into a small set of categories?
3. Notice there are 9 groups (excluding other) in the fct\_lump example above. Why not 10? (Hint: type ?fct\_lump, and find the default for the argument other\_level is “Other”.)

## 18.6 Ordered factors

Before we go on, there’s a special type of factor that needs to be mentioned briefly: ordered factors. Ordered factors, created with ordered(), imply a strict ordering and equal distance between levels: the first level is “less than” the second level by the same amount that the second level is “less than” the third level, and so on.. You can recognize them when printing because they use < between the factor levels:

ordered(c("a", "b", "c"))  
#> [1] a b c  
#> Levels: a < b < c

In practice, ordered() factors behave very similarly to regular factors. There are only two places where you might notice different behavior:

* If you map an ordered factor to color or fill in ggplot2, it will default to scale\_color\_viridis()/scale\_fill\_viridis(), a color scale that implies a ranking.
* If you use an ordered function in a linear model, it will use “polygonal contrasts”. These are mildly useful, but you are unlikely to have heard of them unless you have a PhD in Statistics, and even then you probably don’t routinely interpret them. If you want to learn more, we recommend vignette("contrasts", package = "faux") by Lisa DeBruine.

Given the arguable utility of these differences, we don’t generally recommend using ordered factors.

## 18.7 Summary

This chapter introduced you to the handy forcats package for working with factors, introducing you to the most commonly used functions. forcats contains a wide range of other helpers that we didn’t have space to discuss here, so whenever you’re facing a factor analysis challenge that you haven’t encountered before, I highly recommend skimming the [reference index](https://forcats.tidyverse.org/reference/index.html) to see if there’s a canned function that can help solve your problem.

If you want to learn more about factors after reading this chapter, we recommend reading Amelia McNamara and Nicholas Horton’s paper, [*Wrangling categorical data in R*](https://peerj.com/preprints/3163/). This paper lays out some of the history discussed in [*stringsAsFactors: An unauthorized biography*](https://simplystatistics.org/posts/2015-07-24-stringsasfactors-an-unauthorized-biography/) and [*stringsAsFactors = <sigh>*](https://notstatschat.tumblr.com/post/124987394001/stringsasfactors-sigh), and compares the tidy approaches to categorical data outlined in this book with base R methods. An early version of the paper helped motivate and scope the forcats package; thanks Amelia & Nick!

In the next chapter we’ll switch gears to start learning about dates and times in R. Dates and times seem deceptively simple, but as you’ll soon see, the more you learn about them, the more complex they seem to get!

# 19. Dates and times

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 19.1 Introduction

This chapter will show you how to work with dates and times in R. At first glance, dates and times seem simple. You use them all the time in your regular life, and they don’t seem to cause much confusion. However, the more you learn about dates and times, the more complicated they seem to get!

To warm up think about how many days there are in a year, and how many hours there are in a day. You probably remembered that most years have 365 days, but leap years have 366. Do you know the full rule for determining if a year is a leap year[[36]](#footnote-36)? The number of hours in a day is a little less obvious: most days have 24 hours, but in places that use daylight saving time (DST), one day each year has 23 hours and another has 25.

Dates and times are hard because they have to reconcile two physical phenomena (the rotation of the Earth and its orbit around the sun) with a whole raft of geopolitical phenomena including months, time zones, and DST. This chapter won’t teach you every last detail about dates and times, but it will give you a solid grounding of practical skills that will help you with common data analysis challenges.

We’ll begin by showing you how to create date-times from various inputs, and then once you’ve got a date-time, how you can extract components like year, month, and day. We’ll then dive into the tricky topic of working with time spans, which come in a variety of flavors depending on what you’re trying to do. We’ll conclude with a brief discussion of the additional challenges posed by time zones.

### 19.1.1 Prerequisites

This chapter will focus on the **lubridate** package, which makes it easier to work with dates and times in R. As of the latest tidyverse release, lubridate is part of core tidyverse so. We will also need nycflights13 for practice data.

library(tidyverse)  
library(nycflights13)  
library(lubridate)

## 19.2 Creating date/times

There are three types of date/time data that refer to an instant in time:

* A **date**. Tibbles print this as <date>.
* A **time** within a day. Tibbles print this as <time>.
* A **date-time** is a date plus a time: it uniquely identifies an instant in time (typically to the nearest second). Tibbles print this as <dttm>. Base R calls these POSIXct, but doesn’t exactly trip off the tongue.

In this chapter we are going to focus on dates and date-times as R doesn’t have a native class for storing times. If you need one, you can use the **hms** package.

You should always use the simplest possible data type that works for your needs. That means if you can use a date instead of a date-time, you should. Date-times are substantially more complicated because of the need to handle time zones, which we’ll come back to at the end of the chapter.

To get the current date or date-time you can use today() or now():

today()  
#> [1] "2023-02-17"  
now()  
#> [1] "2023-02-17 22:00:18 UTC"

Otherwise, the following sections describe the four ways you’re likely to create a date/time:

* While reading a file with readr.
* From a string.
* From individual date-time components.
* From an existing date/time object.

### 19.2.1 During import

If your CSV contains an ISO8601 date or date-time, you don’t need to do anything; readr will automatically recognize it:

csv <- "  
 date,datetime  
 2022-01-02,2022-01-02 05:12  
"  
read\_csv(csv)  
#> # A tibble: 1 × 2  
#> date datetime   
#> <date> <dttm>   
#> 1 2022-01-02 2022-01-02 05:12:00

If you haven’t heard of **ISO8601** before, it’s an international standard[[37]](#footnote-37) for writing dates where the components of a date are organised from biggest to smallest separated by -. For example, in ISO8601 March 5 2022 is 2022-05-03. ISO8601 dates can also include times, where hour, minute, and second are separated by :, and the date and time components are separated by either a T or a space. For example, you could write 4:26pm on March 5 2022 as either 2022-05-03 16:26 or 2022-05-03T16:26.

For other date-time formats, you’ll need to use col\_types plus col\_date() or col\_datetime() along with a date-time format. The date-time format used by readr is a standard used across many programming languages, describing a date component with a % followed by a single character. For example, %Y-%m-%d specifies a date that’s a year, -, month (as number) -, day. Table [Table 19.1](#tbl-date-formats) lists all the options.

Table 19.1: All date formats understood by readr

| Type | Code | Meaning | Example |
| --- | --- | --- | --- |
| Year | %Y | 4 digit year | 2021 |
|  | %y | 2 digit year | 21 |
| Month | %m | Number | 2 |
|  | %b | Abbreviated name | Feb |
|  | %B | Full name | Februrary |
| Day | %d | Two digits | 02 |
|  | %e | One or two digits | 2 |
| Time | %H | 24-hour hour | 13 |
|  | %I | 12-hour hour | 1 |
|  | %p | AM/PM | pm |
|  | %M | Minutes | 35 |
|  | %S | Seconds | 45 |
|  | %OS | Seconds with decimal component | 45.35 |
|  | %Z | Time zone name | America/Chicago |
|  | %z | Offset from UTC | +0800 |
| Other | %. | Skip one non-digit | : |
|  | %\* | Skip any number of non-digits |  |

And this code shows some a few options applied to a very ambiguous date:

csv <- "  
 date  
 01/02/15  
"  
  
read\_csv(csv, col\_types = cols(date = col\_date("%m/%d/%y")))  
#> # A tibble: 1 × 1  
#> date   
#> <date>   
#> 1 2015-01-02  
  
read\_csv(csv, col\_types = cols(date = col\_date("%d/%m/%y")))  
#> # A tibble: 1 × 1  
#> date   
#> <date>   
#> 1 2015-02-01  
  
read\_csv(csv, col\_types = cols(date = col\_date("%y/%m/%d")))  
#> # A tibble: 1 × 1  
#> date   
#> <date>   
#> 1 2001-02-15

Note that no matter how you specify the date format, it’s always displayed the same way once you get it into R.

If you’re using %b or %B and working with non-English dates, you’ll also need to provide a locale(). See the list of built-in languages in date\_names\_langs(), or create your own with date\_names(),

### 19.2.2 From strings

The date-time specification language is powerful, but requires careful analysis of the date format. An alternative approach is to use lubridate’s helpers which attempt to automatically determine the format once you specify the order of the component. To use them, identify the order in which year, month, and day appear in your dates, then arrange “y”, “m”, and “d” in the same order. That gives you the name of the lubridate function that will parse your date. For example:

ymd("2017-01-31")  
#> [1] "2017-01-31"  
mdy("January 31st, 2017")  
#> [1] "2017-01-31"  
dmy("31-Jan-2017")  
#> [1] "2017-01-31"

ymd() and friends create dates. To create a date-time, add an underscore and one or more of “h”, “m”, and “s” to the name of the parsing function:

ymd\_hms("2017-01-31 20:11:59")  
#> [1] "2017-01-31 20:11:59 UTC"  
mdy\_hm("01/31/2017 08:01")  
#> [1] "2017-01-31 08:01:00 UTC"

You can also force the creation of a date-time from a date by supplying a timezone:

ymd("2017-01-31", tz = "UTC")  
#> [1] "2017-01-31 UTC"

### 19.2.3 From individual components

Instead of a single string, sometimes you’ll have the individual components of the date-time spread across multiple columns. This is what we have in the flights data:

flights |>   
 select(year, month, day, hour, minute)  
#> # A tibble: 336,776 × 5  
#> year month day hour minute  
#> <int> <int> <int> <dbl> <dbl>  
#> 1 2013 1 1 5 15  
#> 2 2013 1 1 5 29  
#> 3 2013 1 1 5 40  
#> 4 2013 1 1 5 45  
#> 5 2013 1 1 6 0  
#> 6 2013 1 1 5 58  
#> # … with 336,770 more rows

To create a date/time from this sort of input, use make\_date() for dates, or make\_datetime() for date-times:

flights |>   
 select(year, month, day, hour, minute) |>   
 mutate(departure = make\_datetime(year, month, day, hour, minute))  
#> # A tibble: 336,776 × 6  
#> year month day hour minute departure   
#> <int> <int> <int> <dbl> <dbl> <dttm>   
#> 1 2013 1 1 5 15 2013-01-01 05:15:00  
#> 2 2013 1 1 5 29 2013-01-01 05:29:00  
#> 3 2013 1 1 5 40 2013-01-01 05:40:00  
#> 4 2013 1 1 5 45 2013-01-01 05:45:00  
#> 5 2013 1 1 6 0 2013-01-01 06:00:00  
#> 6 2013 1 1 5 58 2013-01-01 05:58:00  
#> # … with 336,770 more rows

Let’s do the same thing for each of the four time columns in flights. The times are represented in a slightly odd format, so we use modulus arithmetic to pull out the hour and minute components. Once we’ve created the date-time variables, we focus in on the variables we’ll explore in the rest of the chapter.

make\_datetime\_100 <- function(year, month, day, time) {  
 make\_datetime(year, month, day, time %/% 100, time %% 100)  
}  
  
flights\_dt <- flights |>   
 filter(!is.na(dep\_time), !is.na(arr\_time)) |>   
 mutate(  
 dep\_time = make\_datetime\_100(year, month, day, dep\_time),  
 arr\_time = make\_datetime\_100(year, month, day, arr\_time),  
 sched\_dep\_time = make\_datetime\_100(year, month, day, sched\_dep\_time),  
 sched\_arr\_time = make\_datetime\_100(year, month, day, sched\_arr\_time)  
 ) |>   
 select(origin, dest, ends\_with("delay"), ends\_with("time"))  
  
flights\_dt  
#> # A tibble: 328,063 × 9  
#> origin dest dep\_delay arr\_delay dep\_time sched\_dep\_time   
#> <chr> <chr> <dbl> <dbl> <dttm> <dttm>   
#> 1 EWR IAH 2 11 2013-01-01 05:17:00 2013-01-01 05:15:00  
#> 2 LGA IAH 4 20 2013-01-01 05:33:00 2013-01-01 05:29:00  
#> 3 JFK MIA 2 33 2013-01-01 05:42:00 2013-01-01 05:40:00  
#> 4 JFK BQN -1 -18 2013-01-01 05:44:00 2013-01-01 05:45:00  
#> 5 LGA ATL -6 -25 2013-01-01 05:54:00 2013-01-01 06:00:00  
#> 6 EWR ORD -4 12 2013-01-01 05:54:00 2013-01-01 05:58:00  
#> # … with 328,057 more rows, and 3 more variables: arr\_time <dttm>,  
#> # sched\_arr\_time <dttm>, air\_time <dbl>

With this data, we can visualize the distribution of departure times across the year:

flights\_dt |>   
 ggplot(aes(x = dep\_time)) +   
 geom\_freqpoly(binwidth = 86400) # 86400 seconds = 1 day

|  |
| --- |
|  |

Or within a single day:

flights\_dt |>   
 filter(dep\_time < ymd(20130102)) |>   
 ggplot(aes(x = dep\_time)) +   
 geom\_freqpoly(binwidth = 600) # 600 s = 10 minutes

|  |
| --- |
|  |

Note that when you use date-times in a numeric context (like in a histogram), 1 means 1 second, so a binwidth of 86400 means one day. For dates, 1 means 1 day.

### 19.2.4 From other types

You may want to switch between a date-time and a date. That’s the job of as\_datetime() and as\_date():

as\_datetime(today())  
#> [1] "2023-02-17 UTC"  
as\_date(now())  
#> [1] "2023-02-17"

Sometimes you’ll get date/times as numeric offsets from the “Unix Epoch”, 1970-01-01. If the offset is in seconds, use as\_datetime(); if it’s in days, use as\_date().

as\_datetime(60 \* 60 \* 10)  
#> [1] "1970-01-01 10:00:00 UTC"  
as\_date(365 \* 10 + 2)  
#> [1] "1980-01-01"

### 19.2.5 Exercises

1. What happens if you parse a string that contains invalid dates?

* ymd(c("2010-10-10", "bananas"))

1. What does the tzone argument to today() do? Why is it important?
2. For each of the following date-times show how you’d parse it using a readr column-specification and a lubridate function.

* d1 <- "January 1, 2010"  
  d2 <- "2015-Mar-07"  
  d3 <- "06-Jun-2017"  
  d4 <- c("August 19 (2015)", "July 1 (2015)")  
  d5 <- "12/30/14" # Dec 30, 2014  
  t1 <- "1705"  
  t2 <- "11:15:10.12 PM"

## 19.3 Date-time components

Now that you know how to get date-time data into R’s date-time data structures, let’s explore what you can do with them. This section will focus on the accessor functions that let you get and set individual components. The next section will look at how arithmetic works with date-times.

### 19.3.1 Getting components

You can pull out individual parts of the date with the accessor functions year(), month(), mday() (day of the month), yday() (day of the year), wday() (day of the week), hour(), minute(), and second().

datetime <- ymd\_hms("2026-07-08 12:34:56")  
  
year(datetime)  
#> [1] 2026  
month(datetime)  
#> [1] 7  
mday(datetime)  
#> [1] 8  
  
yday(datetime)  
#> [1] 189  
wday(datetime)  
#> [1] 4

For month() and wday() you can set label = TRUE to return the abbreviated name of the month or day of the week. Set abbr = FALSE to return the full name.

month(datetime, label = TRUE)  
#> [1] Jul  
#> 12 Levels: Jan < Feb < Mar < Apr < May < Jun < Jul < Aug < Sep < ... < Dec  
wday(datetime, label = TRUE, abbr = FALSE)  
#> [1] Wednesday  
#> 7 Levels: Sunday < Monday < Tuesday < Wednesday < Thursday < ... < Saturday

We can use wday() to see that more flights depart during the week than on the weekend:

flights\_dt |>   
 mutate(wday = wday(dep\_time, label = TRUE)) |>   
 ggplot(aes(x = wday)) +  
 geom\_bar()

|  |
| --- |
|  |

There’s an interesting pattern if we look at the average departure delay by minute within the hour. It looks like flights leaving in minutes 20-30 and 50-60 have much lower delays than the rest of the hour!

flights\_dt |>   
 mutate(minute = minute(dep\_time)) |>   
 group\_by(minute) |>   
 summarize(  
 avg\_delay = mean(dep\_delay, na.rm = TRUE),  
 n = n()  
 ) |>   
 ggplot(aes(x = minute, y = avg\_delay)) +  
 geom\_line()

|  |
| --- |
|  |

Interestingly, if we look at the *scheduled* departure time we don’t see such a strong pattern:

sched\_dep <- flights\_dt |>   
 mutate(minute = minute(sched\_dep\_time)) |>   
 group\_by(minute) |>   
 summarize(  
 avg\_delay = mean(arr\_delay, na.rm = TRUE),  
 n = n()  
 )  
  
ggplot(sched\_dep, aes(x = minute, y = avg\_delay)) +  
 geom\_line()

|  |
| --- |
|  |

So why do we see that pattern with the actual departure times? Well, like much data collected by humans, there’s a strong bias towards flights leaving at “nice” departure times, as [Figure 19.1](#fig-human-rounding) shows. Always be alert for this sort of pattern whenever you work with data that involves human judgement!

|  |
| --- |
| Figure 19.1: A frequency polygon showing the number of flights scheduled to depart each hour. You can see a strong preference for round numbers like 0 and 30 and generally for numbers that are a multiple of five. |

### 19.3.2 Rounding

An alternative approach to plotting individual components is to round the date to a nearby unit of time, with floor\_date(), round\_date(), and ceiling\_date(). Each function takes a vector of dates to adjust and then the name of the unit round down (floor), round up (ceiling), or round to. This, for example, allows us to plot the number of flights per week:

flights\_dt |>   
 count(week = floor\_date(dep\_time, "week")) |>   
 ggplot(aes(x = week, y = n)) +  
 geom\_line() +   
 geom\_point()

|  |
| --- |
|  |

You can use rounding to show the distribution of flights across the course of a day by computing the difference between dep\_time and the earliest instant of that day:

flights\_dt |>   
 mutate(dep\_hour = dep\_time - floor\_date(dep\_time, "day")) |>   
 ggplot(aes(x = dep\_hour)) +  
 geom\_freqpoly(binwidth = 60 \* 30)  
#> Don't know how to automatically pick scale for object of type <difftime>.  
#> Defaulting to continuous.

|  |
| --- |
|  |

Computing the difference between a pair of date-times yields a difftime (more on that in [Section 19.4.3](#sec-intervals)). We can convert that to an hms object to get a more useful x-axis:

flights\_dt |>   
 mutate(dep\_hour = hms::as\_hms(dep\_time - floor\_date(dep\_time, "day"))) |>   
 ggplot(aes(x = dep\_hour)) +  
 geom\_freqpoly(binwidth = 60 \* 30)

|  |
| --- |
|  |

### 19.3.3 Modifying components

You can also use each accessor function to modify the components of a date/time. This doesn’t come up much in data analysis, but can be useful when cleaning data that has clearly incorrect dates.

(datetime <- ymd\_hms("2026-07-08 12:34:56"))  
#> [1] "2026-07-08 12:34:56 UTC"  
  
year(datetime) <- 2030  
datetime  
#> [1] "2030-07-08 12:34:56 UTC"  
month(datetime) <- 01  
datetime  
#> [1] "2030-01-08 12:34:56 UTC"  
hour(datetime) <- hour(datetime) + 1  
datetime  
#> [1] "2030-01-08 13:34:56 UTC"

Alternatively, rather than modifying an existing variable, you can create a new date-time with update(). This also allows you to set multiple values in one step:

update(datetime, year = 2030, month = 2, mday = 2, hour = 2)  
#> [1] "2030-02-02 02:34:56 UTC"

If values are too big, they will roll-over:

update(ymd("2023-02-01"), mday = 30)  
#> [1] "2023-03-02"  
update(ymd("2023-02-01"), hour = 400)  
#> [1] "2023-02-17 16:00:00 UTC"

### 19.3.4 Exercises

1. How does the distribution of flight times within a day change over the course of the year?
2. Compare dep\_time, sched\_dep\_time and dep\_delay. Are they consistent? Explain your findings.
3. Compare air\_time with the duration between the departure and arrival. Explain your findings. (Hint: consider the location of the airport.)
4. How does the average delay time change over the course of a day? Should you use dep\_time or sched\_dep\_time? Why?
5. On what day of the week should you leave if you want to minimise the chance of a delay?
6. What makes the distribution of diamonds$carat and flights$sched\_dep\_time similar?
7. Confirm our hypothesis that the early departures of flights in minutes 20-30 and 50-60 are caused by scheduled flights that leave early. Hint: create a binary variable that tells you whether or not a flight was delayed.

## 19.4 Time spans

Next you’ll learn about how arithmetic with dates works, including subtraction, addition, and division. Along the way, you’ll learn about three important classes that represent time spans:

* **Durations**, which represent an exact number of seconds.
* **Periods**, which represent human units like weeks and months.
* **Intervals**, which represent a starting and ending point.

How do you pick between duration, periods, and intervals? As always, pick the simplest data structure that solves your problem. If you only care about physical time, use a duration; if you need to add human times, use a period; if you need to figure out how long a span is in human units, use an interval.

### 19.4.1 Durations

In R, when you subtract two dates, you get a difftime object:

# How old is Hadley?  
h\_age <- today() - ymd("1979-10-14")  
h\_age  
#> Time difference of 15832 days

A difftime class object records a time span of seconds, minutes, hours, days, or weeks. This ambiguity can make difftimes a little painful to work with, so lubridate provides an alternative which always uses seconds: the **duration**.

as.duration(h\_age)  
#> [1] "1367884800s (~43.35 years)"

Durations come with a bunch of convenient constructors:

dseconds(15)  
#> [1] "15s"  
dminutes(10)  
#> [1] "600s (~10 minutes)"  
dhours(c(12, 24))  
#> [1] "43200s (~12 hours)" "86400s (~1 days)"  
ddays(0:5)  
#> [1] "0s" "86400s (~1 days)" "172800s (~2 days)"  
#> [4] "259200s (~3 days)" "345600s (~4 days)" "432000s (~5 days)"  
dweeks(3)  
#> [1] "1814400s (~3 weeks)"  
dyears(1)  
#> [1] "31557600s (~1 years)"

Durations always record the time span in seconds. Larger units are created by converting minutes, hours, days, weeks, and years to seconds: 60 seconds in a minute, 60 minutes in an hour, 24 hours in a day, and 7 days in a week. Larger time units are more problematic. A year uses the “average” number of days in a year, i.e. 365.25. There’s no way to convert a month to a duration, because there’s just too much variation.

You can add and multiply durations:

2 \* dyears(1)  
#> [1] "63115200s (~2 years)"  
dyears(1) + dweeks(12) + dhours(15)  
#> [1] "38869200s (~1.23 years)"

You can add and subtract durations to and from days:

tomorrow <- today() + ddays(1)  
last\_year <- today() - dyears(1)

However, because durations represent an exact number of seconds, sometimes you might get an unexpected result:

one\_am <- ymd\_hms("2026-03-08 01:00:00", tz = "America/New\_York")  
  
one\_am  
#> [1] "2026-03-08 01:00:00 EST"  
one\_am + ddays(1)  
#> [1] "2026-03-09 02:00:00 EDT"

Why is one day after 1am March 8, 2am March 9? If you look carefully at the date you might also notice that the time zones have changed. March 8 only has 23 hours because it’s when DST starts, so if we add a full days worth of seconds we end up with a different time.

### 19.4.2 Periods

To solve this problem, lubridate provides **periods**. Periods are time spans but don’t have a fixed length in seconds, instead they work with “human” times, like days and months. That allows them to work in a more intuitive way:

one\_am  
#> [1] "2026-03-08 01:00:00 EST"  
one\_am + days(1)  
#> [1] "2026-03-09 01:00:00 EDT"

Like durations, periods can be created with a number of friendly constructor functions.

hours(c(12, 24))  
#> [1] "12H 0M 0S" "24H 0M 0S"  
days(7)  
#> [1] "7d 0H 0M 0S"  
months(1:6)  
#> [1] "1m 0d 0H 0M 0S" "2m 0d 0H 0M 0S" "3m 0d 0H 0M 0S" "4m 0d 0H 0M 0S"  
#> [5] "5m 0d 0H 0M 0S" "6m 0d 0H 0M 0S"

You can add and multiply periods:

10 \* (months(6) + days(1))  
#> [1] "60m 10d 0H 0M 0S"  
days(50) + hours(25) + minutes(2)  
#> [1] "50d 25H 2M 0S"

And of course, add them to dates. Compared to durations, periods are more likely to do what you expect:

# A leap year  
ymd("2024-01-01") + dyears(1)  
#> [1] "2024-12-31 06:00:00 UTC"  
ymd("2024-01-01") + years(1)  
#> [1] "2025-01-01"  
  
# Daylight Savings Time  
one\_am + ddays(1)  
#> [1] "2026-03-09 02:00:00 EDT"  
one\_am + days(1)  
#> [1] "2026-03-09 01:00:00 EDT"

Let’s use periods to fix an oddity related to our flight dates. Some planes appear to have arrived at their destination *before* they departed from New York City.

flights\_dt |>   
 filter(arr\_time < dep\_time)   
#> # A tibble: 10,633 × 9  
#> origin dest dep\_delay arr\_delay dep\_time sched\_dep\_time   
#> <chr> <chr> <dbl> <dbl> <dttm> <dttm>   
#> 1 EWR BQN 9 -4 2013-01-01 19:29:00 2013-01-01 19:20:00  
#> 2 JFK DFW 59 NA 2013-01-01 19:39:00 2013-01-01 18:40:00  
#> 3 EWR TPA -2 9 2013-01-01 20:58:00 2013-01-01 21:00:00  
#> 4 EWR SJU -6 -12 2013-01-01 21:02:00 2013-01-01 21:08:00  
#> 5 EWR SFO 11 -14 2013-01-01 21:08:00 2013-01-01 20:57:00  
#> 6 LGA FLL -10 -2 2013-01-01 21:20:00 2013-01-01 21:30:00  
#> # … with 10,627 more rows, and 3 more variables: arr\_time <dttm>,  
#> # sched\_arr\_time <dttm>, air\_time <dbl>

These are overnight flights. We used the same date information for both the departure and the arrival times, but these flights arrived on the following day. We can fix this by adding days(1) to the arrival time of each overnight flight.

flights\_dt <- flights\_dt |>   
 mutate(  
 overnight = arr\_time < dep\_time,  
 arr\_time = arr\_time + days(if\_else(overnight, 0, 1)),  
 sched\_arr\_time = sched\_arr\_time + days(overnight \* 1)  
 )

Now all of our flights obey the laws of physics.

flights\_dt |>   
 filter(overnight, arr\_time < dep\_time)   
#> # A tibble: 10,633 × 10  
#> origin dest dep\_delay arr\_delay dep\_time sched\_dep\_time   
#> <chr> <chr> <dbl> <dbl> <dttm> <dttm>   
#> 1 EWR BQN 9 -4 2013-01-01 19:29:00 2013-01-01 19:20:00  
#> 2 JFK DFW 59 NA 2013-01-01 19:39:00 2013-01-01 18:40:00  
#> 3 EWR TPA -2 9 2013-01-01 20:58:00 2013-01-01 21:00:00  
#> 4 EWR SJU -6 -12 2013-01-01 21:02:00 2013-01-01 21:08:00  
#> 5 EWR SFO 11 -14 2013-01-01 21:08:00 2013-01-01 20:57:00  
#> 6 LGA FLL -10 -2 2013-01-01 21:20:00 2013-01-01 21:30:00  
#> # … with 10,627 more rows, and 4 more variables: arr\_time <dttm>,  
#> # sched\_arr\_time <dttm>, air\_time <dbl>, overnight <lgl>

### 19.4.3 Intervals

It’s obvious what dyears(1) / ddays(365) should return: one, because durations are always represented by a number of seconds, and a duration of a year is defined as 365 days worth of seconds.

What should years(1) / days(1) return? Well, if the year was 2015 it should return 365, but if it was 2016, it should return 366! There’s not quite enough information for lubridate to give a single clear answer. What it does instead is give an estimate:

years(1) / days(1)  
#> [1] 365.25

If you want a more accurate measurement, you’ll have to use an **interval**. An interval is a pair of starting and ending date times, or you can think of it as a duration with a starting point.

You can create an interval by writing start %--% end:

y2023 <- ymd("2023-01-01") %--% ymd("2024-01-01")  
y2024 <- ymd("2024-01-01") %--% ymd("2025-01-01")  
  
y2023  
#> [1] 2023-01-01 UTC--2024-01-01 UTC  
y2024  
#> [1] 2024-01-01 UTC--2025-01-01 UTC

You could then divide it by days() to find out how many days fit in the year:

y2023 / days(1)  
#> [1] 365  
y2024 / days(1)  
#> [1] 366

### 19.4.4 Exercises

1. Explain days(overnight \* 1) to someone who has just started learning R. How does it work?
2. Create a vector of dates giving the first day of every month in 2015. Create a vector of dates giving the first day of every month in the *current* year.
3. Write a function that given your birthday (as a date), returns how old you are in years.
4. Why can’t (today() %--% (today() + years(1))) / months(1) work?

## 19.5 Time zones

Time zones are an enormously complicated topic because of their interaction with geopolitical entities. Fortunately we don’t need to dig into all the details as they’re not all important for data analysis, but there are a few challenges we’ll need to tackle head on.

The first challenge is that everyday names of time zones tend to be ambiguous. For example, if you’re American you’re probably familiar with EST, or Eastern Standard Time. However, both Australia and Canada also have EST! To avoid confusion, R uses the international standard IANA time zones. These use a consistent naming scheme {area}/{location}, typically in the form {continent}/{city} or {ocean}/{city}. Examples include “America/New\_York”, “Europe/Paris”, and “Pacific/Auckland”.

You might wonder why the time zone uses a city, when typically you think of time zones as associated with a country or region within a country. This is because the IANA database has to record decades worth of time zone rules. Over the course of decades, countries change names (or break apart) fairly frequently, but city names tend to stay the same. Another problem is that the name needs to reflect not only the current behavior, but also the complete history. For example, there are time zones for both “America/New\_York” and “America/Detroit”. These cities both currently use Eastern Standard Time but in 1969-1972 Michigan (the state in which Detroit is located), did not follow DST, so it needs a different name. It’s worth reading the raw time zone database (available at <https://www.iana.org/time-zones>) just to read some of these stories!

You can find out what R thinks your current time zone is with Sys.timezone():

Sys.timezone()  
#> [1] "UTC"

(If R doesn’t know, you’ll get an NA.)

And see the complete list of all time zone names with OlsonNames():

length(OlsonNames())  
#> [1] 610  
head(OlsonNames())  
#> [1] "Africa/Abidjan" "Africa/Accra" "Africa/Addis\_Ababa"  
#> [4] "Africa/Algiers" "Africa/Asmara" "Africa/Asmera"

In R, the time zone is an attribute of the date-time that only controls printing. For example, these three objects represent the same instant in time:

x1 <- ymd\_hms("2024-06-01 12:00:00", tz = "America/New\_York")  
x1  
#> [1] "2024-06-01 12:00:00 EDT"  
  
x2 <- ymd\_hms("2024-06-01 18:00:00", tz = "Europe/Copenhagen")  
x2  
#> [1] "2024-06-01 18:00:00 CEST"  
  
x3 <- ymd\_hms("2024-06-02 04:00:00", tz = "Pacific/Auckland")  
x3  
#> [1] "2024-06-02 04:00:00 NZST"

You can verify that they’re the same time using subtraction:

x1 - x2  
#> Time difference of 0 secs  
x1 - x3  
#> Time difference of 0 secs

Unless otherwise specified, lubridate always uses UTC. UTC (Coordinated Universal Time) is the standard time zone used by the scientific community and is roughly equivalent to GMT (Greenwich Mean Time). It does not have DST, which makes a convenient representation for computation. Operations that combine date-times, like c(), will often drop the time zone. In that case, the date-times will display in your local time zone:

x4 <- c(x1, x2, x3)  
x4  
#> [1] "2024-06-01 12:00:00 EDT" "2024-06-01 12:00:00 EDT"  
#> [3] "2024-06-01 12:00:00 EDT"

You can change the time zone in two ways:

* Keep the instant in time the same, and change how it’s displayed. Use this when the instant is correct, but you want a more natural display.
* x4a <- with\_tz(x4, tzone = "Australia/Lord\_Howe")  
  x4a  
  #> [1] "2024-06-02 02:30:00 +1030" "2024-06-02 02:30:00 +1030"  
  #> [3] "2024-06-02 02:30:00 +1030"  
  x4a - x4  
  #> Time differences in secs  
  #> [1] 0 0 0
* (This also illustrates another challenge of times zones: they’re not all integer hour offsets!)
* Change the underlying instant in time. Use this when you have an instant that has been labelled with the incorrect time zone, and you need to fix it.
* x4b <- force\_tz(x4, tzone = "Australia/Lord\_Howe")  
  x4b  
  #> [1] "2024-06-01 12:00:00 +1030" "2024-06-01 12:00:00 +1030"  
  #> [3] "2024-06-01 12:00:00 +1030"  
  x4b - x4  
  #> Time differences in hours  
  #> [1] -14.5 -14.5 -14.5

## 19.6 Summary

This chapter has introduced you to the tools that lubridate provides to help you work with date-time data. Working with dates and times can seem harder than necessary, but hopefully this chapter has helped you see why — date-times are more complex than they seem at first glance, and handling every possible situation adds complexity. Even if your data never crosses a day light savings boundary or involves a leap year, the functions need to be able to handle it.

The next chapter gives a round up of missing values. You’ve seen them in a few places and have no doubt encounter in your own analysis, and it’s how time to provide a grab bag of useful techniques for dealing with them.

# 20. Missing values

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 20.1 Introduction

You’ve already learned the basics of missing values earlier in the book. You first saw them in [Chapter 2](#sec-data-visualization) where they resulted in a warning when making a plot as well as in [Section 4.4.2](#sec-summarize) where they interfered with computing summary statistics, and you learned about their infectious nature and how to check for their presence in [Section 14.2.2](#sec-na-comparison). Now we’ll come back to them in more depth, so you can learn more of the details.

We’ll start by discussing some general tools for working with missing values recorded as NAs. We’ll then explore the idea of implicitly missing values, values are that are simply absent from your data, and show some tools you can use to make them explicit. We’ll finish off with a related discussion of empty groups, caused by factor levels that don’t appear in the data.

### 20.1.1 Prerequisites

The functions for working with missing data mostly come from dplyr and tidyr, which are core members of the tidyverse.

library(tidyverse)

## 20.2 Explicit missing values

To begin, let’s explore a few handy tools for creating or eliminating missing explicit values, i.e. cells where you see an NA.

### 20.2.1 Last observation carried forward

A common use for missing values is as a data entry convenience. When data is entered by hand, missing values sometimes indicate that the value in the previous row has been repeated (or carried forward):

treatment <- tribble(  
 ~person, ~treatment, ~response,  
 "Derrick Whitmore", 1, 7,  
 NA, 2, 10,  
 NA, 3, NA,  
 "Katherine Burke", 1, 4  
)

You can fill in these missing values with tidyr::fill(). It works like select(), taking a set of columns:

treatment |>  
 fill(everything())  
#> # A tibble: 4 × 3  
#> person treatment response  
#> <chr> <dbl> <dbl>  
#> 1 Derrick Whitmore 1 7  
#> 2 Derrick Whitmore 2 10  
#> 3 Derrick Whitmore 3 10  
#> 4 Katherine Burke 1 4

This treatment is sometimes called “last observation carried forward”, or **locf** for short. You can use the .direction argument to fill in missing values that have been generated in more exotic ways.

### 20.2.2 Fixed values

Some times missing values represent some fixed and known value, most commonly 0. You can use dplyr::coalesce() to replace them:

x <- c(1, 4, 5, 7, NA)  
coalesce(x, 0)  
#> [1] 1 4 5 7 0

Sometimes you’ll hit the opposite problem where some concrete value actually represents a missing value. This typically arises in data generated by older software that doesn’t have a proper way to represent missing values, so it must instead use some special value like 99 or -999.

If possible, handle this when reading in the data, for example, by using the na argument to readr::read\_csv(). If you discover the problem later, or your data source doesn’t provide a way to handle on it read, you can use dplyr::na\_if():

x <- c(1, 4, 5, 7, -99)  
na\_if(x, -99)  
#> [1] 1 4 5 7 NA

### 20.2.3 NaN

Before we continue, there’s one special type of missing value that you’ll encounter from time to time: a NaN (pronounced “nan”), or **n**ot **a** **n**umber. It’s not that important to know about because it generally behaves just like NA:

x <- c(NA, NaN)  
x \* 10  
#> [1] NA NaN  
x == 1  
#> [1] NA NA  
is.na(x)  
#> [1] TRUE TRUE

In the rare case you need to distinguish an NA from a NaN, you can use is.nan(x).

You’ll generally encounter a NaN when you perform a mathematical operation that has an indeterminate result:

0 / 0   
#> [1] NaN  
0 \* Inf  
#> [1] NaN  
Inf - Inf  
#> [1] NaN  
sqrt(-1)  
#> Warning in sqrt(-1): NaNs produced  
#> [1] NaN

## 20.3 Implicit missing values

So far we’ve talked about missing values that are **explicitly** missing, i.e. you can see an NA in your data. But missing values can also be **implicitly** missing, if an entire row of data is simply absent from the data. Let’s illustrate the difference with a simple data set that records the price of some stock each quarter:

stocks <- tibble(  
 year = c(2020, 2020, 2020, 2020, 2021, 2021, 2021),  
 qtr = c( 1, 2, 3, 4, 2, 3, 4),  
 price = c(1.88, 0.59, 0.35, NA, 0.92, 0.17, 2.66)  
)

This dataset has two missing observations:

* The price in the fourth quarter of 2020 is explicitly missing, because its value is NA.
* The price for the first quarter of 2021 is implicitly missing, because it simply does not appear in the dataset.

One way to think about the difference is with this Zen-like koan:

An explicit missing value is the presence of an absence.

An implicit missing value is the absence of a presence.

Sometimes you want to make implicit missings explicit in order to have something physical to work with. In other cases, explicit missings are forced upon you by the structure of the data and you want to get rid of them. The following sections discuss some tools for moving between implicit and explicit missingness.

### 20.3.1 Pivoting

You’ve already seen one tool that can make implicit missings explicit and vice versa: pivoting. Making data wider can make implicit missing values explicit because every combination of the rows and new columns must have some value. For example, if we pivot stocks to put the quarter in the columns, both missing values become explicit:

stocks |>  
 pivot\_wider(  
 names\_from = qtr,   
 values\_from = price  
 )  
#> # A tibble: 2 × 5  
#> year `1` `2` `3` `4`  
#> <dbl> <dbl> <dbl> <dbl> <dbl>  
#> 1 2020 1.88 0.59 0.35 NA   
#> 2 2021 NA 0.92 0.17 2.66

By default, making data longer preserves explicit missing values, but if they are structurally missing values that only exist because the data is not tidy, you can drop them (make them implicit) by setting values\_drop\_na = TRUE. See the examples in [Section 6.2](#sec-tidy-data) for more details.

### 20.3.2 Complete

tidyr::complete() allows you to generate explicit missing values by providing a set of variables that define the combination of rows that should exist. For example, we know that all combinations of year and qtr should exist in the stocks data:

stocks |>  
 complete(year, qtr)  
#> # A tibble: 8 × 3  
#> year qtr price  
#> <dbl> <dbl> <dbl>  
#> 1 2020 1 1.88  
#> 2 2020 2 0.59  
#> 3 2020 3 0.35  
#> 4 2020 4 NA   
#> 5 2021 1 NA   
#> 6 2021 2 0.92  
#> # … with 2 more rows

Typically, you’ll call complete() with names of existing variables, filling in the missing combinations. However, sometimes the individual variables are themselves incomplete, so you can instead provide your own data. For example, you might know that the stocks dataset is supposed to run from 2019 to 2021, so you could explicitly supply those values for year:

stocks |>  
 complete(year = 2019:2021, qtr)  
#> # A tibble: 12 × 3  
#> year qtr price  
#> <dbl> <dbl> <dbl>  
#> 1 2019 1 NA   
#> 2 2019 2 NA   
#> 3 2019 3 NA   
#> 4 2019 4 NA   
#> 5 2020 1 1.88  
#> 6 2020 2 0.59  
#> # … with 6 more rows

If the range of a variable is correct, but not all values are present, you could use full\_seq(x, 1) to generate all values from min(x) to max(x) spaced out by 1.

In some cases, the complete set of observations can’t be generated by a simple combination of variables. In that case, you can do manually what complete() does for you: create a data frame that contains all the rows that should exist (using whatever combination of techniques you need), then combine it with your original dataset with dplyr::full\_join().

### 20.3.3 Joins

This brings us to another important way of revealing implicitly missing observations: joins. You’ll learn more about joins in [Chapter 21](#sec-joins), but we wanted to quickly mention them to you here since you can often only know that values are missing from one dataset when you compare it another.

dplyr::anti\_join(x, y) is a particularly useful tool here because it selects only the rows in x that don’t have a match in y. For example, we can use two anti\_join()s to reveal that we’re missing information for four airports and 722 planes mentioned in flights:

library(nycflights13)  
  
flights |>   
 distinct(faa = dest) |>   
 anti\_join(airports)  
#> Joining with `by = join\_by(faa)`  
#> # A tibble: 4 × 1  
#> faa   
#> <chr>  
#> 1 BQN   
#> 2 SJU   
#> 3 STT   
#> 4 PSE  
  
flights |>   
 distinct(tailnum) |>   
 anti\_join(planes)  
#> Joining with `by = join\_by(tailnum)`  
#> # A tibble: 722 × 1  
#> tailnum  
#> <chr>   
#> 1 N3ALAA   
#> 2 N3DUAA   
#> 3 N542MQ   
#> 4 N730MQ   
#> 5 N9EAMQ   
#> 6 N532UA   
#> # … with 716 more rows

### 20.3.4 Exercises

1. Can you find any relationship between the carrier and the rows that appear to be missing from planes?

## 20.4 Factors and empty groups

A final type of missingness is the empty group, a group that doesn’t contain any observations, which can arise when working with factors. For example, imagine we have a dataset that contains some health information about people:

health <- tibble(  
 name = c("Ikaia", "Oletta", "Leriah", "Dashay", "Tresaun"),  
 smoker = factor(c("no", "no", "no", "no", "no"), levels = c("yes", "no")),  
 age = c(34L, 88L, 75L, 47L, 56L),  
)

And we want to count the number of smokers with dplyr::count():

health |> count(smoker)  
#> # A tibble: 1 × 2  
#> smoker n  
#> <fct> <int>  
#> 1 no 5

This dataset only contains non-smokers, but we know that smokers exist; the group of non-smoker is empty. We can request count() to keep all the groups, even those not seen in the data by using .drop = FALSE:

health |> count(smoker, .drop = FALSE)  
#> # A tibble: 2 × 2  
#> smoker n  
#> <fct> <int>  
#> 1 yes 0  
#> 2 no 5

The same principle applies to ggplot2’s discrete axes, which will also drop levels that don’t have any values. You can force them to display by supplying drop = FALSE to the appropriate discrete axis:

ggplot(health, aes(x = smoker)) +  
 geom\_bar() +  
 scale\_x\_discrete()  
  
ggplot(health, aes(x = smoker)) +  
 geom\_bar() +  
 scale\_x\_discrete(drop = FALSE)

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | --- | |  | | |  | | --- | |  | |

The same problem comes up more generally with dplyr::group\_by(). And again you can use .drop = FALSE to preserve all factor levels:

health |>   
 group\_by(smoker, .drop = FALSE) |>   
 summarize(  
 n = n(),  
 mean\_age = mean(age),  
 min\_age = min(age),  
 max\_age = max(age),  
 sd\_age = sd(age)  
 )  
#> Warning: There were 2 warnings in `summarize()`.  
#> The first warning was:  
#> ℹ In argument: `min\_age = min(age)`.  
#> ℹ In group 1: `smoker = yes`.  
#> Caused by warning in `min()`:  
#> ! no non-missing arguments to min; returning Inf  
#> ℹ Run `dplyr::last\_dplyr\_warnings()` to see the 1 remaining warning.  
#> # A tibble: 2 × 6  
#> smoker n mean\_age min\_age max\_age sd\_age  
#> <fct> <int> <dbl> <dbl> <dbl> <dbl>  
#> 1 yes 0 NaN Inf -Inf NA   
#> 2 no 5 60 34 88 21.6

We get some interesting results here because when summarizing an empty group, the summary functions are applied to zero-length vectors. There’s an important distinction between empty vectors, which have length 0, and missing values, each of which has length 1.

# A vector containing two missing values  
x1 <- c(NA, NA)  
length(x1)  
#> [1] 2  
  
# A vector containing nothing  
x2 <- numeric()  
length(x2)  
#> [1] 0

All summary functions work with zero-length vectors, but they may return results that are surprising at first glance. Here we see mean(age) returning NaN because mean(age) = sum(age)/length(age) which here is 0/0. max() and min() return -Inf and Inf for empty vectors so if you combine the results with a non-empty vector of new data and recompute you’ll get the minimum or maximum of the new data[[38]](#footnote-38).

Sometimes a simpler approach is to perform the summary and then make the implicit missings explicit with complete().

health |>   
 group\_by(smoker) |>   
 summarize(  
 n = n(),  
 mean\_age = mean(age),  
 min\_age = min(age),  
 max\_age = max(age),  
 sd\_age = sd(age)  
 ) |>   
 complete(smoker)  
#> # A tibble: 2 × 6  
#> smoker n mean\_age min\_age max\_age sd\_age  
#> <fct> <int> <dbl> <int> <int> <dbl>  
#> 1 yes NA NA NA NA NA   
#> 2 no 5 60 34 88 21.6

The main drawback of this approach is that you get an NA for the count, even though you know that it should be zero.

## 20.5 Summary

Missing values are weird! Sometimes they’re recorded as an explicit NA but other times you only notice them by their absence. This chapter has given you some tools for working with explicit missing values, tools for uncovering implicit missing values, and discussed some of the ways that implicit can become explicit and vice versa.

In the next chapter, we tackle the final chapter in this part of the book: joins. This is a bit of a change from the chapters so far because we’re going to discuss tools that work with data frames as a whole, not something that you put inside a data frame.

# 21. Joins

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 21.1 Introduction

It’s rare that a data analysis involves only a single data frame. Typically you have many data frames, and you must **join** them together to answer the questions that you’re interested in. This chapter will introduce you to two important types of joins:

* Mutating joins, which add new variables to one data frame from matching observations in another.
* Filtering joins, which filter observations from one data frame based on whether or not they match an observation in another.

We’ll begin by discussing keys, the variables used to connect a pair of data frames in a join. We cement the theory with an examination of the keys in the datasets from the nycflights13 package, then use that knowledge to start joining data frames together. Next we’ll discuss how joins work, focusing on their action on the rows. We’ll finish up with a discussion of non-equi-joins, a family of joins that provide a more flexible way of matching keys than the default equality relationship.

### 21.1.1 Prerequisites

In this chapter, we’ll explore the five related datasets from nycflights13 using the join functions from dplyr.

library(tidyverse)  
library(nycflights13)  
library(lubridate)

## 21.2 Keys

To understand joins, you need to first understand how two tables can be connected through a pair of keys, within each table. In this section, you’ll learn about the two types of key and see examples of both in the datasets of the nycflights13 package. You’ll also learn how to check that your keys are valid, and what to do if your table lacks a key.

### 21.2.1 Primary and foreign keys

Every join involves a pair of keys: a primary key and a foreign key. A **primary key** is a variable or set of variables that uniquely identifies each observation. When more than one variable is needed, the key is called a **compound key.** For example, in nycfights13:

* airlines records two pieces of data about each airline: its carrier code and its full name. You can identify an airline with its two letter carrier code, making carrier the primary key.
* airlines  
  #> # A tibble: 16 × 2  
  #> carrier name   
  #> <chr> <chr>   
  #> 1 9E Endeavor Air Inc.   
  #> 2 AA American Airlines Inc.   
  #> 3 AS Alaska Airlines Inc.   
  #> 4 B6 JetBlue Airways   
  #> 5 DL Delta Air Lines Inc.   
  #> 6 EV ExpressJet Airlines Inc.  
  #> # … with 10 more rows
* airports records data about each airport. You can identify each airport by its three letter airport code, making faa the primary key.
* airports  
  #> # A tibble: 1,458 × 8  
  #> faa name lat lon alt tz dst   
  #> <chr> <chr> <dbl> <dbl> <dbl> <dbl> <chr>  
  #> 1 04G Lansdowne Airport 41.1 -80.6 1044 -5 A   
  #> 2 06A Moton Field Municipal Airport 32.5 -85.7 264 -6 A   
  #> 3 06C Schaumburg Regional 42.0 -88.1 801 -6 A   
  #> 4 06N Randall Airport 41.4 -74.4 523 -5 A   
  #> 5 09J Jekyll Island Airport 31.1 -81.4 11 -5 A   
  #> 6 0A9 Elizabethton Municipal Airpo… 36.4 -82.2 1593 -5 A   
  #> # … with 1,452 more rows, and 1 more variable: tzone <chr>
* planes records data about each plane. You can identify a plane by its tail number, making tailnum the primary key.
* planes  
  #> # A tibble: 3,322 × 9  
  #> tailnum year type manufacturer model engines  
  #> <chr> <int> <chr> <chr> <chr> <int>  
  #> 1 N10156 2004 Fixed wing multi… EMBRAER EMB-145XR 2  
  #> 2 N102UW 1998 Fixed wing multi… AIRBUS INDUSTR… A320-214 2  
  #> 3 N103US 1999 Fixed wing multi… AIRBUS INDUSTR… A320-214 2  
  #> 4 N104UW 1999 Fixed wing multi… AIRBUS INDUSTR… A320-214 2  
  #> 5 N10575 2002 Fixed wing multi… EMBRAER EMB-145LR 2  
  #> 6 N105UW 1999 Fixed wing multi… AIRBUS INDUSTR… A320-214 2  
  #> # … with 3,316 more rows, and 3 more variables: seats <int>,  
  #> # speed <int>, engine <chr>
* weather records data about the weather at the origin airports. You can identify each observation by the combination of location and time, making origin and time\_hour the compound primary key.
* weather  
  #> # A tibble: 26,115 × 15  
  #> origin year month day hour temp dewp humid wind\_dir wind\_…¹  
  #> <chr> <int> <int> <int> <int> <dbl> <dbl> <dbl> <dbl> <dbl>  
  #> 1 EWR 2013 1 1 1 39.0 26.1 59.4 270 10.4   
  #> 2 EWR 2013 1 1 2 39.0 27.0 61.6 250 8.06  
  #> 3 EWR 2013 1 1 3 39.0 28.0 64.4 240 11.5   
  #> 4 EWR 2013 1 1 4 39.9 28.0 62.2 250 12.7   
  #> 5 EWR 2013 1 1 5 39.0 28.0 64.4 260 12.7   
  #> 6 EWR 2013 1 1 6 37.9 28.0 67.2 240 11.5   
  #> # … with 26,109 more rows, 5 more variables: wind\_gust <dbl>,  
  #> # precip <dbl>, pressure <dbl>, visib <dbl>, time\_hour <dttm>, …

A **foreign key** is a variable (or set of variables) that corresponds to a primary key in another table. For example:

* flights$tailnum is a foreign key that corresponds to the primary key planes$tailnum.
* flights$carrier is a foreign key that corresponds to the primary key airlines$carrier.
* flights$origin is a foreign key that corresponds to the primary key airports$faa.
* flights$dest is a foreign key that corresponds to the primary key airports$faa.
* flights$origin-flights$time\_hour is a compound foreign key that corresponds to the compound primary key weather$origin-weather$time\_hour.

These relationships are summarized visually in [Figure 21.1](#fig-flights-relationships).

|  |
| --- |
| Figure 21.1: Connections between all five data frames in the nycflights13 package. Variables making up a primary key are colored grey, and are connected to their corresponding foreign keys with arrows. |

You’ll notice a nice feature in the design of these keys: the primary and foreign keys almost always have the same names, which, as you’ll see shortly, will make your joining life much easier. It’s also worth noting the opposite relationship: almost every variable name used in multiple tables has the same meaning in each place. There’s only one exception: year means year of departure in flights and year of manufacturer in planes. This will become important when we start actually joining tables together.

### 21.2.2 Checking primary keys

Now that that we’ve identified the primary keys in each table, it’s good practice to verify that they do indeed uniquely identify each observation. One way to do that is to count() the primary keys and look for entries where n is greater than one. This reveals that planes and weather both look good:

planes |>   
 count(tailnum) |>   
 filter(n > 1)  
#> # A tibble: 0 × 2  
#> # … with 2 variables: tailnum <chr>, n <int>  
  
weather |>   
 count(time\_hour, origin) |>   
 filter(n > 1)  
#> # A tibble: 0 × 3  
#> # … with 3 variables: time\_hour <dttm>, origin <chr>, n <int>

You should also check for missing values in your primary keys — if a value is missing then it can’t identify an observation!

planes |>   
 filter(is.na(tailnum))  
#> # A tibble: 0 × 9  
#> # … with 9 variables: tailnum <chr>, year <int>, type <chr>,  
#> # manufacturer <chr>, model <chr>, engines <int>, seats <int>, …  
  
weather |>   
 filter(is.na(time\_hour) | is.na(origin))  
#> # A tibble: 0 × 15  
#> # … with 15 variables: origin <chr>, year <int>, month <int>, day <int>,  
#> # hour <int>, temp <dbl>, dewp <dbl>, humid <dbl>, wind\_dir <dbl>, …

### 21.2.3 Surrogate keys

So far we haven’t talked about the primary key for flights. It’s not super important here, because there are no data frames that use it as a foreign key, but it’s still useful to consider because it’s easier to work with observations if we have some way to describe them to others.

After a little thinking and experimentation, we determined that there are three variables that together uniquely identify each flight:

flights |>   
 count(time\_hour, carrier, flight) |>   
 filter(n > 1)  
#> # A tibble: 0 × 4  
#> # … with 4 variables: time\_hour <dttm>, carrier <chr>, flight <int>, n <int>

Does the absence of duplicates automatically make time\_hour-carrier-flight a primary key? It’s certainly a good start, but it doesn’t guarantee it. For example, are altitude and latitude a good primary key for airports?

airports |>  
 count(alt, lat) |>   
 filter(n > 1)  
#> # A tibble: 1 × 3  
#> alt lat n  
#> <dbl> <dbl> <int>  
#> 1 13 40.6 2

Identifying an airport by it’s altitude and latitude is clearly a bad idea, and in general it’s not possible to know from the data alone whether or not a combination of variables makes a good a primary key. But for flights, the combination of time\_hour, carrier, and flight seems reasonable because it would be really confusing for an airline and its customers if there were multiple flights with the same flight number in the air at the same time.

That said, we might be better off introducing a simple numeric surrogate key using the row number:

flights2 <- flights |>   
 mutate(id = row\_number(), .before = 1)  
flights2  
#> # A tibble: 336,776 × 20  
#> id year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵  
#> <int> <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl>  
#> 1 1 2013 1 1 517 515 2 830 819 11  
#> 2 2 2013 1 1 533 529 4 850 830 20  
#> 3 3 2013 1 1 542 540 2 923 850 33  
#> 4 4 2013 1 1 544 545 -1 1004 1022 -18  
#> 5 5 2013 1 1 554 600 -6 812 837 -25  
#> 6 6 2013 1 1 554 558 -4 740 728 12  
#> # … with 336,770 more rows, 10 more variables: carrier <chr>, flight <int>,  
#> # tailnum <chr>, origin <chr>, dest <chr>, air\_time <dbl>, …

Surrogate keys can be particular useful when communicating to other humans: it’s much easier to tell someone to take a look at flight 2001 than to say look at UA430 which departed 9am 2013-01-03.

### 21.2.4 Exercises

1. We forgot to draw the relationship between weather and airports in [Figure 21.1](#fig-flights-relationships). What is the relationship and how should it appear in the diagram?
2. weather only contains information for the three origin airports in NYC. If it contained weather records for all airports in the USA, what additional connection would it make to flights?
3. The year, month, day, hour, and origin variables almost form a compound key for weather, but there’s one hour that has duplicate observations. Can you figure out what’s special about that hour?
4. We know that some days of the year are special and fewer people than usual fly on them (e.g. Christmas eve and Christmas day). How might you represent that data as a data frame? What would be the primary key? How would it connect to the existing data frames?
5. Draw a diagram illustrating the connections between the Batting, People, and Salaries data frames in the Lahman package. Draw another diagram that shows the relationship between People, Managers, AwardsManagers. How would you characterise the relationship between the Batting, Pitching, and Fielding data frames?

## 21.3 Basic joins

Now that you understand how data frames are connected via keys, we can start using joins to better understand the flights dataset. dplyr provides six join functions: left\_join(), inner\_join(), right\_join(), semi\_join(), anti\_join(), and full\_join(). They all have the same interface: they take a pair of data frames (x and y) and return a data frame. The order of the rows and columns in the output is primarily determined by x.

In this section, you’ll learn how to use one mutating join, left\_join(), and two filtering joins, semi\_join() and anti\_join(). In the next section, you’ll learn exactly how these functions work, and about the remaining inner\_join(), right\_join() and full\_join().

### 21.3.1 Mutating joins

A **mutating join** allows you to combine variables from two data frames: it first matches observations by their keys, then copies across variables from one data frame to the other. Like mutate(), the join functions add variables to the right, so if your dataset has many variables, you won’t see the new ones. For these examples, we’ll make it easier to see what’s going on by creating a narrower dataset with just six variables[[39]](#footnote-39):

flights2 <- flights |>   
 select(year, time\_hour, origin, dest, tailnum, carrier)  
flights2  
#> # A tibble: 336,776 × 6  
#> year time\_hour origin dest tailnum carrier  
#> <int> <dttm> <chr> <chr> <chr> <chr>   
#> 1 2013 2013-01-01 05:00:00 EWR IAH N14228 UA   
#> 2 2013 2013-01-01 05:00:00 LGA IAH N24211 UA   
#> 3 2013 2013-01-01 05:00:00 JFK MIA N619AA AA   
#> 4 2013 2013-01-01 05:00:00 JFK BQN N804JB B6   
#> 5 2013 2013-01-01 06:00:00 LGA ATL N668DN DL   
#> 6 2013 2013-01-01 05:00:00 EWR ORD N39463 UA   
#> # … with 336,770 more rows

There are four types of mutating join, but there’s one that you’ll use almost all of the time: left\_join(). It’s special because the output will always have the same rows as x[[40]](#footnote-40). The primary use of left\_join() is to add in additional metadata. For example, we can use left\_join() to add the full airline name to the flights2 data:

flights2 |>  
 left\_join(airlines)  
#> Joining with `by = join\_by(carrier)`  
#> # A tibble: 336,776 × 7  
#> year time\_hour origin dest tailnum carrier name   
#> <int> <dttm> <chr> <chr> <chr> <chr> <chr>   
#> 1 2013 2013-01-01 05:00:00 EWR IAH N14228 UA United Air Lines In…  
#> 2 2013 2013-01-01 05:00:00 LGA IAH N24211 UA United Air Lines In…  
#> 3 2013 2013-01-01 05:00:00 JFK MIA N619AA AA American Airlines I…  
#> 4 2013 2013-01-01 05:00:00 JFK BQN N804JB B6 JetBlue Airways   
#> 5 2013 2013-01-01 06:00:00 LGA ATL N668DN DL Delta Air Lines Inc.  
#> 6 2013 2013-01-01 05:00:00 EWR ORD N39463 UA United Air Lines In…  
#> # … with 336,770 more rows

Or we could find out the temperature and wind speed when each plane departed:

flights2 |>   
 left\_join(weather |> select(origin, time\_hour, temp, wind\_speed))  
#> Joining with `by = join\_by(time\_hour, origin)`  
#> # A tibble: 336,776 × 8  
#> year time\_hour origin dest tailnum carrier temp wind\_speed  
#> <int> <dttm> <chr> <chr> <chr> <chr> <dbl> <dbl>  
#> 1 2013 2013-01-01 05:00:00 EWR IAH N14228 UA 39.0 12.7  
#> 2 2013 2013-01-01 05:00:00 LGA IAH N24211 UA 39.9 15.0  
#> 3 2013 2013-01-01 05:00:00 JFK MIA N619AA AA 39.0 15.0  
#> 4 2013 2013-01-01 05:00:00 JFK BQN N804JB B6 39.0 15.0  
#> 5 2013 2013-01-01 06:00:00 LGA ATL N668DN DL 39.9 16.1  
#> 6 2013 2013-01-01 05:00:00 EWR ORD N39463 UA 39.0 12.7  
#> # … with 336,770 more rows

Or what size of plane was flying:

flights2 |>   
 left\_join(planes |> select(tailnum, type, engines, seats))  
#> Joining with `by = join\_by(tailnum)`  
#> # A tibble: 336,776 × 9  
#> year time\_hour origin dest tailnum carrier type   
#> <int> <dttm> <chr> <chr> <chr> <chr> <chr>   
#> 1 2013 2013-01-01 05:00:00 EWR IAH N14228 UA Fixed wing multi en…  
#> 2 2013 2013-01-01 05:00:00 LGA IAH N24211 UA Fixed wing multi en…  
#> 3 2013 2013-01-01 05:00:00 JFK MIA N619AA AA Fixed wing multi en…  
#> 4 2013 2013-01-01 05:00:00 JFK BQN N804JB B6 Fixed wing multi en…  
#> 5 2013 2013-01-01 06:00:00 LGA ATL N668DN DL Fixed wing multi en…  
#> 6 2013 2013-01-01 05:00:00 EWR ORD N39463 UA Fixed wing multi en…  
#> # … with 336,770 more rows, and 2 more variables: engines <int>, seats <int>

When left\_join() fails to find a match for a row in x, it fills in the new variables with missing values. For example, there’s no information about the plane with tail number N3ALAA so the type, engines, and seats will be missing:

flights2 |>   
 filter(tailnum == "N3ALAA") |>   
 left\_join(planes |> select(tailnum, type, engines, seats))  
#> Joining with `by = join\_by(tailnum)`  
#> # A tibble: 63 × 9  
#> year time\_hour origin dest tailnum carrier type engines seats  
#> <int> <dttm> <chr> <chr> <chr> <chr> <chr> <int> <int>  
#> 1 2013 2013-01-01 06:00:00 LGA ORD N3ALAA AA <NA> NA NA  
#> 2 2013 2013-01-02 18:00:00 LGA ORD N3ALAA AA <NA> NA NA  
#> 3 2013 2013-01-03 06:00:00 LGA ORD N3ALAA AA <NA> NA NA  
#> 4 2013 2013-01-07 19:00:00 LGA ORD N3ALAA AA <NA> NA NA  
#> 5 2013 2013-01-08 17:00:00 JFK ORD N3ALAA AA <NA> NA NA  
#> 6 2013 2013-01-16 06:00:00 LGA ORD N3ALAA AA <NA> NA NA  
#> # … with 57 more rows

We’ll come back to this problem a few times in the rest of the chapter.

### 21.3.2 Specifying join keys

By default, left\_join() will use all variables that appear in both data frames as the join key, the so called **natural** join. This is a useful heuristic, but it doesn’t always work. For example, what happens if we try to join flights2 with the complete planes dataset?

flights2 |>   
 left\_join(planes)  
#> Joining with `by = join\_by(year, tailnum)`  
#> # A tibble: 336,776 × 13  
#> year time\_hour origin dest tailnum carrier type manufa…¹ model  
#> <int> <dttm> <chr> <chr> <chr> <chr> <chr> <chr> <chr>  
#> 1 2013 2013-01-01 05:00:00 EWR IAH N14228 UA <NA> <NA> <NA>   
#> 2 2013 2013-01-01 05:00:00 LGA IAH N24211 UA <NA> <NA> <NA>   
#> 3 2013 2013-01-01 05:00:00 JFK MIA N619AA AA <NA> <NA> <NA>   
#> 4 2013 2013-01-01 05:00:00 JFK BQN N804JB B6 <NA> <NA> <NA>   
#> 5 2013 2013-01-01 06:00:00 LGA ATL N668DN DL <NA> <NA> <NA>   
#> 6 2013 2013-01-01 05:00:00 EWR ORD N39463 UA <NA> <NA> <NA>   
#> # … with 336,770 more rows, 4 more variables: engines <int>, seats <int>,  
#> # speed <int>, engine <chr>, and abbreviated variable name ¹​manufacturer

We get a lot of missing matches because our join is trying to use tailnum and year as a compound key. Both flights and planes have a year column but they mean different things: flights$year is year the flight occurred and planes$year is the year the plane was built. We only want to join on tailnum so we need to provide an explicit specification with join\_by():

flights2 |>   
 left\_join(planes, join\_by(tailnum))  
#> # A tibble: 336,776 × 14  
#> year.x time\_hour origin dest tailnum carrier year.y  
#> <int> <dttm> <chr> <chr> <chr> <chr> <int>  
#> 1 2013 2013-01-01 05:00:00 EWR IAH N14228 UA 1999  
#> 2 2013 2013-01-01 05:00:00 LGA IAH N24211 UA 1998  
#> 3 2013 2013-01-01 05:00:00 JFK MIA N619AA AA 1990  
#> 4 2013 2013-01-01 05:00:00 JFK BQN N804JB B6 2012  
#> 5 2013 2013-01-01 06:00:00 LGA ATL N668DN DL 1991  
#> 6 2013 2013-01-01 05:00:00 EWR ORD N39463 UA 2012  
#> # … with 336,770 more rows, and 7 more variables: type <chr>,  
#> # manufacturer <chr>, model <chr>, engines <int>, seats <int>, …

Note that the year variables are disambiguated in the output with a suffix (year.x and year.y), which tells you whether the variable came from the x or y argument. You can override the default suffixes with the suffix argument.

join\_by(tailnum) is short for join\_by(tailnum == tailnum). It’s important to know about this fuller form for two reasons. Firstly, it describes the relationship between the two tables: the keys must be equal. That’s why this type of join is often called an **equi-join**. You’ll learn about non-equi-joins in [Section 21.4.4](#sec-non-equi-joins).

Secondly, it’s how you specify different join keys in each table. For example, there are two ways to join the flight2 and airports table: either by dest or origin:

flights2 |>   
 left\_join(airports, join\_by(dest == faa))  
#> # A tibble: 336,776 × 13  
#> year time\_hour origin dest tailnum carrier name   
#> <int> <dttm> <chr> <chr> <chr> <chr> <chr>   
#> 1 2013 2013-01-01 05:00:00 EWR IAH N14228 UA George Bush Interco…  
#> 2 2013 2013-01-01 05:00:00 LGA IAH N24211 UA George Bush Interco…  
#> 3 2013 2013-01-01 05:00:00 JFK MIA N619AA AA Miami Intl   
#> 4 2013 2013-01-01 05:00:00 JFK BQN N804JB B6 <NA>   
#> 5 2013 2013-01-01 06:00:00 LGA ATL N668DN DL Hartsfield Jackson …  
#> 6 2013 2013-01-01 05:00:00 EWR ORD N39463 UA Chicago Ohare Intl   
#> # … with 336,770 more rows, and 6 more variables: lat <dbl>, lon <dbl>,  
#> # alt <dbl>, tz <dbl>, dst <chr>, tzone <chr>  
  
flights2 |>   
 left\_join(airports, join\_by(origin == faa))  
#> # A tibble: 336,776 × 13  
#> year time\_hour origin dest tailnum carrier name   
#> <int> <dttm> <chr> <chr> <chr> <chr> <chr>   
#> 1 2013 2013-01-01 05:00:00 EWR IAH N14228 UA Newark Liberty Intl  
#> 2 2013 2013-01-01 05:00:00 LGA IAH N24211 UA La Guardia   
#> 3 2013 2013-01-01 05:00:00 JFK MIA N619AA AA John F Kennedy Intl  
#> 4 2013 2013-01-01 05:00:00 JFK BQN N804JB B6 John F Kennedy Intl  
#> 5 2013 2013-01-01 06:00:00 LGA ATL N668DN DL La Guardia   
#> 6 2013 2013-01-01 05:00:00 EWR ORD N39463 UA Newark Liberty Intl  
#> # … with 336,770 more rows, and 6 more variables: lat <dbl>, lon <dbl>,  
#> # alt <dbl>, tz <dbl>, dst <chr>, tzone <chr>

In older code you might see a different way of specifying the join keys, using a character vector:

* by = "x" corresponds to join\_by(x).
* by = c("a" = "x") corresponds to join\_by(a == x).

Now that it exists, we prefer join\_by() since it provides a clearer and more flexible specification.

### 21.3.3 Filtering joins

As you might guess the primary action of a **filtering join** is to filter the rows. There are two types: semi-joins and anti-joins. **Semi-joins** keep all rows in x that have a match in y. For example, we could use a semi-join to filter the airports dataset to show just the origin airports:

airports |>   
 semi\_join(flights2, join\_by(faa == origin))  
#> # A tibble: 3 × 8  
#> faa name lat lon alt tz dst tzone   
#> <chr> <chr> <dbl> <dbl> <dbl> <dbl> <chr> <chr>   
#> 1 EWR Newark Liberty Intl 40.7 -74.2 18 -5 A America/New\_York  
#> 2 JFK John F Kennedy Intl 40.6 -73.8 13 -5 A America/New\_York  
#> 3 LGA La Guardia 40.8 -73.9 22 -5 A America/New\_York

Or just the destinations:

airports |>   
 semi\_join(flights2, join\_by(faa == dest))  
#> # A tibble: 101 × 8  
#> faa name lat lon alt tz dst tzone   
#> <chr> <chr> <dbl> <dbl> <dbl> <dbl> <chr> <chr>   
#> 1 ABQ Albuquerque Internati… 35.0 -107. 5355 -7 A America/Denver   
#> 2 ACK Nantucket Mem 41.3 -70.1 48 -5 A America/New\_Yo…  
#> 3 ALB Albany Intl 42.7 -73.8 285 -5 A America/New\_Yo…  
#> 4 ANC Ted Stevens Anchorage… 61.2 -150. 152 -9 A America/Anchor…  
#> 5 ATL Hartsfield Jackson At… 33.6 -84.4 1026 -5 A America/New\_Yo…  
#> 6 AUS Austin Bergstrom Intl 30.2 -97.7 542 -6 A America/Chicago  
#> # … with 95 more rows

**Anti-joins** are the opposite: they return all rows in x that don’t have a match in y. They’re useful for finding missing values that are **implicit** in the data, the topic of [Section 20.3](#sec-missing-implicit). Implicitly missing values don’t show up as NAs but instead only exist as an absence. For example, we can find rows that are missing from airports by looking for flights that don’t have a matching destination airport:

flights2 |>   
 anti\_join(airports, join\_by(dest == faa)) |>   
 distinct(dest)  
#> # A tibble: 4 × 1  
#> dest   
#> <chr>  
#> 1 BQN   
#> 2 SJU   
#> 3 STT   
#> 4 PSE

Or we can find which tailnums are missing from planes:

flights2 |>  
 anti\_join(planes, join\_by(tailnum)) |>   
 distinct(tailnum)  
#> # A tibble: 722 × 1  
#> tailnum  
#> <chr>   
#> 1 N3ALAA   
#> 2 N3DUAA   
#> 3 N542MQ   
#> 4 N730MQ   
#> 5 N9EAMQ   
#> 6 N532UA   
#> # … with 716 more rows

### 21.3.4 Exercises

1. Find the 48 hours (over the course of the whole year) that have the worst delays. Cross-reference it with the weather data. Can you see any patterns?
2. Imagine you’ve found the top 10 most popular destinations using this code:

* top\_dest <- flights2 |>  
   count(dest, sort = TRUE) |>  
   head(10)
* How can you find all flights to those destinations?

1. Does every departing flight have corresponding weather data for that hour?
2. What do the tail numbers that don’t have a matching record in planes have in common? (Hint: one variable explains ~90% of the problems.)
3. Add a column to planes that lists every carrier that has flown that plane. You might expect that there’s an implicit relationship between plane and airline, because each plane is flown by a single airline. Confirm or reject this hypothesis using the tools you’ve learned in previous chapters.
4. Add the latitude and the longitude of the origin *and* destination airport to flights. Is it easier to rename the columns before or after the join?
5. Compute the average delay by destination, then join on the airports data frame so you can show the spatial distribution of delays. Here’s an easy way to draw a map of the United States:

* airports |>  
   semi\_join(flights, join\_by(faa == dest)) |>  
   ggplot(aes(x = lon, y = lat)) +  
   borders("state") +  
   geom\_point() +  
   coord\_quickmap()
* You might want to use the size or color of the points to display the average delay for each airport.

1. What happened on June 13 2013? Draw a map of the delays, and then use Google to cross-reference with the weather.

## 21.4 How do joins work?

Now that you’ve used joins a few times it’s time to learn more about how they work, focusing on how each row in x matches rows in y. We’ll begin by using [Figure 21.2](#fig-join-setup) to introduce a visual representation of the two simple tibbles defined below. In these examples we’ll use a single key called key and a single value column (val\_x and val\_y), but the ideas all generalize to multiple keys and multiple values.

x <- tribble(  
 ~key, ~val\_x,  
 1, "x1",  
 2, "x2",  
 3, "x3"  
)  
y <- tribble(  
 ~key, ~val\_y,  
 1, "y1",  
 2, "y2",  
 4, "y3"  
)

|  |
| --- |
| Figure 21.2: Graphical representation of two simple tables. The colored key columns map background color to key value. The grey columns represent the “value” columns that are carried along for the ride. |

[Figure 21.3](#fig-join-setup2) shows all potential matches between x and y as the intersection between lines drawn from each row of x and each row of y. The rows and columns in the output are primarily determined by x, so the x table is horizontal and lines up with the output.

|  |
| --- |
| Figure 21.3: To understand how joins work, it’s useful to think of every possible match. Here we show that with a grid of connecting lines. |

In an actual join, matches will be indicated with dots, as in [Figure 21.4](#fig-join-inner). The number of dots equals the number of matches, which in turn equals the number of rows in the output, a new data frame that contains the key, the x values, and the y values. The join shown here is a so-called **equi** **inner join**, where rows match if the keys are equal, so that the output contains only the rows with keys that appear in both x and y. Equi-joins are the most common type of join, so we’ll typically omit the equi prefix, and just call it an inner join. We’ll come back to non-equi joins in [Section 21.4.4](#sec-non-equi-joins).

|  |
| --- |
| Figure 21.4: An inner join matches each row in x to the row in y that has the same value of key. Each match becomes a row in the output. |

An **outer join** keeps observations that appear in at least one of the data frames. These joins work by adding an additional “virtual” observation to each data frame. This observation has a key that matches if no other key matches, and values filled with NA. There are three types of outer joins:

* A **left join** keeps all observations in x, [Figure 21.5](#fig-join-left). Every row of x is preserved in the output because it can fall back to matching a row of NAs in y.

|  |
| --- |
| * Figure 21.5: A visual representation of the left join where every row in x appears in the output. |

* A **right join** keeps all observations in y, [Figure 21.6](#fig-join-right). Every row of y is preserved in the output because it can fall back to matching a row of NAs in x. The output still matches x as much as possible; any extra rows from y are added to the end.

|  |
| --- |
| * Figure 21.6: A visual representation of the right join where every row of y appears in the output. |

* A **full join** keeps all observations that appear in x or y, [Figure 21.7](#fig-join-full). Every row of x and y is included in the output because both x and y have a fall back row of NAs. Again, the output starts with all rows from x, followed by the remaining unmatched y rows.

|  |
| --- |
| * Figure 21.7: A visual representation of the full join where every row in x and y appears in the output. |

Another way to show how the types of outer join differ is with a Venn diagram, as in [Figure 21.8](#fig-join-venn). However, this is not a great representation because while it might jog your memory about which rows are preserved, it fails to illustrate what’s happening with the columns.

|  |
| --- |
| Figure 21.8: Venn diagrams showing the difference between inner, left, right, and full joins. |

### 21.4.1 Row matching

So far we’ve explored what happens if a row in x matches zero or one rows in y. What happens if it matches more than one row? To understand what’s going let’s first narrow our focus to the inner\_join() and then draw a picture, [Figure 21.9](#fig-join-match-types).

|  |
| --- |
| Figure 21.9: The three ways a row in x can match. x1 matches one row in y, x2 matches two rows in y, x3 matches zero rows in y. Note that while there are three rows in x and three rows in the output, there isn’t a direct correspondence between the rows. |

There are three possible outcomes for a row in x:

* If it doesn’t match anything, it’s dropped.
* If it matches 1 row in y, it’s preserved.
* If it matches more than 1 row in y, it’s duplicated once for each match.

In principle, this means that there’s no guaranteed correspondence between the rows in the output and the rows in the x:

* There might be fewer rows if some rows in x don’t match any rows in y.
* There might be more rows if some rows in x match multiple rows in y.
* There might be the same number of rows if every row in x matches one row in y.
* There might be the same number of rows if some rows don’t match any rows, and exactly the same number of rows match two rows in y!!

Row expansion is a fundamental property of joins, but it’s dangerous because it might happen without you realizing it. To avoid this problem, dplyr will warn whenever there are multiple matches:

df1 <- tibble(key = c(1, 2, 3), val\_x = c("x1", "x2", "x3"))  
df2 <- tibble(key = c(1, 2, 2), val\_y = c("y1", "y2", "y3"))  
  
df1 |>   
 inner\_join(df2, join\_by(key))  
#> Warning in inner\_join(df1, df2, join\_by(key)): Each row in `x` is expected to match at most 1 row in `y`.  
#> ℹ Row 2 of `x` matches multiple rows.  
#> ℹ If multiple matches are expected, set `multiple = "all"` to silence this  
#> warning.  
#> # A tibble: 3 × 3  
#> key val\_x val\_y  
#> <dbl> <chr> <chr>  
#> 1 1 x1 y1   
#> 2 2 x2 y2   
#> 3 2 x2 y3

This is one reason we like left\_join() — if it runs without warning, you know that each row of the output matches the row in the same position in x.

You can gain further control over row matching with two arguments:

* unmatched controls what happens when a row in x fails to match any rows in y. It defaults to "drop" which will silently drop any unmatched rows.
* multiple controls what happens when a row in x matches more than one row in y. For equi-joins, it defaults to "warn" which emits a warning message if any rows have multiple matches.

There are two common cases in which you might want to override these defaults: enforcing a one-to-one mapping or deliberately allowing the rows to increase.

### 21.4.2 One-to-one mapping

Both unmatched and multiple can take value "error" which means that the join will fail unless each row in x matches exactly one row in y:

df1 <- tibble(x = 1)  
df2 <- tibble(x = c(1, 1))  
df3 <- tibble(x = 3)  
  
df1 |>   
 inner\_join(df2, join\_by(x), unmatched = "error", multiple = "error")  
#> Error in `inner\_join()`:  
#> ! Each row in `x` must match at most 1 row in `y`.  
#> ℹ Row 1 of `x` matches multiple rows.  
df1 |>   
 inner\_join(df3, join\_by(x), unmatched = "error", multiple = "error")  
#> Error in `inner\_join()`:  
#> ! Each row of `x` must have a match in `y`.  
#> ℹ Row 1 of `x` does not have a match.

Note that unmatched = "error" is not useful with left\_join() because, as described above, every row in x has a fallback match to a virtual row in y.

### 21.4.3 Allow multiple rows

Sometimes it’s useful to deliberately expand the number of rows in the output. This can come about naturally if you “flip” the direction of the question you’re asking. For example, as we’ve seen above, it’s natural to supplement the flights data with information about the plane that flew each flight:

flights2 |>   
 left\_join(planes, by = "tailnum")

But it’s also reasonable to ask what flights did each plane fly:

plane\_flights <- planes |>   
 select(tailnum, type, engines, seats) |>   
 left\_join(flights2, by = "tailnum")  
#> Warning in left\_join(select(planes, tailnum, type, engines, seats), flights2, : Each row in `x` is expected to match at most 1 row in `y`.  
#> ℹ Row 1 of `x` matches multiple rows.  
#> ℹ If multiple matches are expected, set `multiple = "all"` to silence this  
#> warning.

Since this duplicates rows in x (the planes), we need to explicitly say that we’re ok with the multiple matches by setting multiple = "all":

plane\_flights <- planes |>   
 select(tailnum, type, engines, seats) |>   
 left\_join(flights2, by = "tailnum", multiple = "all")  
  
plane\_flights  
#> # A tibble: 284,170 × 9  
#> tailnum type engines seats year time\_hour origin  
#> <chr> <chr> <int> <int> <int> <dttm> <chr>   
#> 1 N10156 Fixed wing multi en… 2 55 2013 2013-01-10 06:00:00 EWR   
#> 2 N10156 Fixed wing multi en… 2 55 2013 2013-01-10 10:00:00 EWR   
#> 3 N10156 Fixed wing multi en… 2 55 2013 2013-01-10 15:00:00 EWR   
#> 4 N10156 Fixed wing multi en… 2 55 2013 2013-01-11 06:00:00 EWR   
#> 5 N10156 Fixed wing multi en… 2 55 2013 2013-01-11 11:00:00 EWR   
#> 6 N10156 Fixed wing multi en… 2 55 2013 2013-01-11 18:00:00 EWR   
#> # … with 284,164 more rows, and 2 more variables: dest <chr>, carrier <chr>

### 21.4.4 Filtering joins

The number of matches also determines the behavior of the filtering joins. The semi-join keeps rows in x that have one or more matches in y, as in [Figure 21.10](#fig-join-semi). The anti-join keeps rows in x that match zero rows in y, as in [Figure 21.11](#fig-join-anti). In both cases, only the existence of a match is important; it doesn’t matter how many times it matches. This means that filtering joins never duplicate rows like mutating joins do.

|  |
| --- |
| Figure 21.10: In a semi-join it only matters that there is a match; otherwise values in y don’t affect the output. |

|  |
| --- |
| Figure 21.11: An anti-join is the inverse of a semi-join, dropping rows from x that have a match in y. |

## 21.5 Non-equi joins

So far you’ve only seen equi-joins, joins where the rows match if the x key equals the y key. Now we’re going to relax that restriction and discuss other ways of determining if a pair of rows match.

But before we can do that, we need to revisit a simplification we made above. In equi-joins the x keys and y are always equal, so we only need to show one in the output. We can request that dplyr keep both keys with keep = TRUE, leading to the code below and the re-drawn inner\_join() in [Figure 21.12](#fig-inner-both).

x |> left\_join(y, by = "key", keep = TRUE)  
#> # A tibble: 3 × 4  
#> key.x val\_x key.y val\_y  
#> <dbl> <chr> <dbl> <chr>  
#> 1 1 x1 1 y1   
#> 2 2 x2 2 y2   
#> 3 3 x3 NA <NA>

|  |
| --- |
| Figure 21.12: A left join showing both x and y keys in the output. |

When we move away from equi-joins we’ll always show the keys, because the key values will often be different. For example, instead of matching only when the x$key and y$key are equal, we could match whenever the x$key is greater than or equal to the y$key, leading to [Figure 21.13](#fig-join-gte). dplyr’s join functions understand this distinction equi and non-equi joins so will always show both keys when you perform a non-equi join.

|  |
| --- |
| Figure 21.13: A non-equi join where the x key must greater than or equal to than the y key. Many rows generate multiple matches. |

Non-equi-join isn’t a particularly useful term because it only tells you what the join is not, not what it is. dplyr helps by identifying four particularly useful types of non-equi-join:

* **Cross joins** match every pair of rows.
* **Inequality joins** use <, <=, >, and >= instead of ==.
* **Rolling joins** are similar to inequality joins but only find the closest match.
* **Overlap joins** are a special type of inequality join designed to work with ranges.

Each of these is described in more detail in the following sections.

### 21.5.1 Cross joins

A cross join matches everything, as in [Figure 21.14](#fig-join-cross), generating the Cartesian product of rows. This means the output will have nrow(x) \* nrow(y) rows.

|  |
| --- |
| Figure 21.14: A cross join matches each row in x with every row in y. |

Cross joins are useful when generating permutations. For example, the code below generates every possible pair of names. Since we’re joining df to itself, this is sometimes called a **self-join**. Cross joins use a different join function because there’s no distinction between inner/left/right/full when you’re matching every row.

df <- tibble(name = c("John", "Simon", "Tracy", "Max"))  
df |> cross\_join(df)  
#> # A tibble: 16 × 2  
#> name.x name.y  
#> <chr> <chr>   
#> 1 John John   
#> 2 John Simon   
#> 3 John Tracy   
#> 4 John Max   
#> 5 Simon John   
#> 6 Simon Simon   
#> # … with 10 more rows

### 21.5.2 Inequality joins

Inequality joins use <, <=, >=, or > to restrict the set of possible matches, as in [Figure 21.13](#fig-join-gte) and [Figure 21.15](#fig-join-lt).

|  |
| --- |
| Figure 21.15: An inequality join where x is joined to y on rows where the key of x is less than the key of y. This makes a triangular shape in the top-left corner. |

Inequality joins are extremely general, so general that it’s hard to come up with meaningful specific use cases. One small useful technique is to use them to restrict the cross join so that instead of generating all permutations, we generate all combinations:

df <- tibble(id = 1:4, name = c("John", "Simon", "Tracy", "Max"))  
  
df |> left\_join(df, join\_by(id < id))  
#> # A tibble: 7 × 4  
#> id.x name.x id.y name.y  
#> <int> <chr> <int> <chr>   
#> 1 1 John 2 Simon   
#> 2 1 John 3 Tracy   
#> 3 1 John 4 Max   
#> 4 2 Simon 3 Tracy   
#> 5 2 Simon 4 Max   
#> 6 3 Tracy 4 Max   
#> # … with 1 more row

### 21.5.3 Rolling joins

Rolling joins are a special type of inequality join where instead of getting *every* row that satisfies the inequality, you get just the closest row, as in [Figure 21.16](#fig-join-closest). You can turn any inequality join into a rolling join by adding closest(). For example join\_by(closest(x <= y)) matches the smallest y that’s greater than or equal to x, and join\_by(closest(x > y)) matches the biggest y that’s less than x.

|  |
| --- |
| Figure 21.16: A following join is similar to a greater-than-or-equal inequality join but only matches the first value. |

Rolling joins are particularly useful when you have two tables of dates that don’t perfectly line up and you want to find (e.g.) the closest date in table 1 that comes before (or after) some date in table 2.

For example, imagine that you’re in charge of the party planning commission for your office. Your company is rather cheap so instead of having individual parties, you only have a party once each quarter. The rules for determining when a party will be held are a little complex: parties are always on a Monday, you skip the first week of January since a lot of people are on holiday, and the first Monday of Q3 2022 is July 4, so that has to be pushed back a week. That leads to the following party days:

parties <- tibble(  
 q = 1:4,  
 party = lubridate::ymd(c("2022-01-10", "2022-04-04", "2022-07-11", "2022-10-03"))  
)

Now imagine that you have a table of employee birthdays:

employees <- tibble(  
 name = sample(babynames::babynames$name, 100),  
 birthday = lubridate::ymd("2022-01-01") + (sample(365, 100, replace = TRUE) - 1)  
)  
employees  
#> # A tibble: 100 × 2  
#> name birthday   
#> <chr> <date>   
#> 1 Case 2022-09-13  
#> 2 Shonnie 2022-03-30  
#> 3 Burnard 2022-01-10  
#> 4 Omer 2022-11-25  
#> 5 Hillel 2022-07-30  
#> 6 Curlie 2022-12-11  
#> # … with 94 more rows

And for each employee we want to find the first party date that comes after (or on) their birthday. We can express that with a rolling join:

employees |>   
 left\_join(parties, join\_by(closest(birthday >= party)))  
#> # A tibble: 100 × 4  
#> name birthday q party   
#> <chr> <date> <int> <date>   
#> 1 Case 2022-09-13 3 2022-07-11  
#> 2 Shonnie 2022-03-30 1 2022-01-10  
#> 3 Burnard 2022-01-10 1 2022-01-10  
#> 4 Omer 2022-11-25 4 2022-10-03  
#> 5 Hillel 2022-07-30 3 2022-07-11  
#> 6 Curlie 2022-12-11 4 2022-10-03  
#> # … with 94 more rows

There is, however, one problem with this approach: the folks with birthdays before January 10 don’t get a party:

employees |>   
 anti\_join(parties, join\_by(closest(birthday >= party)))  
#> # A tibble: 0 × 2  
#> # … with 2 variables: name <chr>, birthday <date>

To resolve that issue we’ll need to tackle the problem a different way, with overlap joins.

### 21.5.4 Overlap joins

Overlap joins provide three helpers that use inequality joins to make it easier to work with intervals:

* between(x, y\_lower, y\_upper) is short for x >= y\_lower, x <= y\_upper.
* within(x\_lower, x\_upper, y\_lower, y\_upper) is short for x\_lower >= y\_lower, x\_upper <= y\_upper.
* overlaps(x\_lower, x\_upper, y\_lower, y\_upper) is short for x\_lower <= y\_upper, x\_upper >= y\_lower.

Let’s continue the birthday example to see how you might use them. There’s one problem with the strategy we used above: there’s no party preceding the birthdays Jan 1-9. So it might be better to to be explicit about the date ranges that each party spans, and make a special case for those early birthdays:

parties <- tibble(  
 q = 1:4,  
 party = lubridate::ymd(c("2022-01-10", "2022-04-04", "2022-07-11", "2022-10-03")),  
 start = lubridate::ymd(c("2022-01-01", "2022-04-04", "2022-07-11", "2022-10-03")),  
 end = lubridate::ymd(c("2022-04-03", "2022-07-11", "2022-10-02", "2022-12-31"))  
)  
parties  
#> # A tibble: 4 × 4  
#> q party start end   
#> <int> <date> <date> <date>   
#> 1 1 2022-01-10 2022-01-01 2022-04-03  
#> 2 2 2022-04-04 2022-04-04 2022-07-11  
#> 3 3 2022-07-11 2022-07-11 2022-10-02  
#> 4 4 2022-10-03 2022-10-03 2022-12-31

Hadley is hopelessly bad at data entry so he also wanted to check that the party periods don’t overlap. One way to do this is by using a self-join to check to if any start-end interval overlap with another:

parties |>   
 inner\_join(parties, join\_by(overlaps(start, end, start, end), q < q)) |>   
 select(start.x, end.x, start.y, end.y)  
#> # A tibble: 1 × 4  
#> start.x end.x start.y end.y   
#> <date> <date> <date> <date>   
#> 1 2022-04-04 2022-07-11 2022-07-11 2022-10-02

Ooops, there is an overlap, so let’s fix that problem and continue:

parties <- tibble(  
 q = 1:4,  
 party = lubridate::ymd(c("2022-01-10", "2022-04-04", "2022-07-11", "2022-10-03")),  
 start = lubridate::ymd(c("2022-01-01", "2022-04-04", "2022-07-11", "2022-10-03")),  
 end = lubridate::ymd(c("2022-04-03", "2022-07-10", "2022-10-02", "2022-12-31"))  
)

Now we can match each employee to their party. This is a good place to use unmatched = "error" because we want to quickly find out if any employees didn’t get assigned a party.

employees |>   
 inner\_join(parties, join\_by(between(birthday, start, end)), unmatched = "error")  
#> # A tibble: 100 × 6  
#> name birthday q party start end   
#> <chr> <date> <int> <date> <date> <date>   
#> 1 Case 2022-09-13 3 2022-07-11 2022-07-11 2022-10-02  
#> 2 Shonnie 2022-03-30 1 2022-01-10 2022-01-01 2022-04-03  
#> 3 Burnard 2022-01-10 1 2022-01-10 2022-01-01 2022-04-03  
#> 4 Omer 2022-11-25 4 2022-10-03 2022-10-03 2022-12-31  
#> 5 Hillel 2022-07-30 3 2022-07-11 2022-07-11 2022-10-02  
#> 6 Curlie 2022-12-11 4 2022-10-03 2022-10-03 2022-12-31  
#> # … with 94 more rows

### 21.5.5 Exercises

1. Can you explain what’s happening with the keys in this equi-join? Why are they different?

* x |> full\_join(y, by = "key")  
  #> # A tibble: 4 × 3  
  #> key val\_x val\_y  
  #> <dbl> <chr> <chr>  
  #> 1 1 x1 y1   
  #> 2 2 x2 y2   
  #> 3 3 x3 <NA>   
  #> 4 4 <NA> y3  
    
  x |> full\_join(y, by = "key", keep = TRUE)  
  #> # A tibble: 4 × 4  
  #> key.x val\_x key.y val\_y  
  #> <dbl> <chr> <dbl> <chr>  
  #> 1 1 x1 1 y1   
  #> 2 2 x2 2 y2   
  #> 3 3 x3 NA <NA>   
  #> 4 NA <NA> 4 y3

1. When finding if any party period overlapped with another party period we used q < q in the join\_by()? Why? What happens if you remove this inequality?

## 21.6 Summary

In this chapter, you’ve learned how to use mutating and filtering joins to combine data from a pair of data frames. Along the way you learned how to identify keys, and the difference between primary and foreign keys. You also understand how joins work and how to figure out how many rows the output will have. Finally, you’ve gained a glimpse into the power of non-equi-joins and seen a few interesting use cases.

This chapter concludes the “Transform” part of the book where the focus was on the tools you could use with individual columns and tibbles. You learned about dplyr and base functions for working with logical vectors, numbers, and complete tables, stringr functions for working strings, lubridate functions for working with date-times, and forcats functions for working with factors.

In the next part of the book, you’ll learn more about getting various types of data into R in a tidy form.

# 22. Spreadsheets

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 22.1 Introduction

So far, you have learned about importing data from plain text files, e.g. .csv and .tsv files. Sometimes you need to analyze data that lives in a spreadsheet. This chapter will introduce you to tools for working with data in Excel spreadsheets and Google Sheets. This will build on much of what you’ve learned in [Chapter 8](#sec-data-import), but we will also discuss additional considerations and complexities when working with data from spreadsheets.

If you or your collaborators are using spreadsheets for organizing data, we strongly recommend reading the paper “Data Organization in Spreadsheets” by Karl Broman and Kara Woo: <https://doi.org/10.1080/00031305.2017.1375989>. The best practices presented in this paper will save you much headache when you import data from a spreadsheet into R to analyze and visualize.

## 22.2 Excel

### 22.2.1 Prerequisites

In this section, you’ll learn how to load data from Excel spreadsheets in R with the **readxl** package. This package is non-core tidyverse, so you need to load it explicitly, but it is installed automatically when you install the tidyverse package.

library(readxl)  
library(tidyverse)

**openxlsx**, **xlsx**, and **XLConnect** can also be used for reading data from and writing data to Excel spreadsheets. We will discuss openxlsx in [Section 22.2.8](#sec-writing-to-excel). The latter two packages require Java installed on your machine and the rJava package. Due to potential challenges with installation, we recommend using alternative packages we’re introducing in this chapter.

### 22.2.2 Getting started

Most of readxl’s functions allow you to load Excel spreadsheets into R:

* read\_xls() reads Excel files with xls format.
* read\_xlsx() read Excel files with xlsx format.
* read\_excel() can read files with both xls and xlsx format. It guesses the file type based on the input.

These functions all have similar syntax just like other functions we have previously introduced for reading other types of files, e.g. read\_csv(), read\_table(), etc. For the rest of the chapter we will focus on using read\_excel().

### 22.2.3 Reading spreadsheets

[Figure 22.1](#fig-students-excel) shows what the spreadsheet we’re going to read into R looks like in Excel.

|  |
| --- |
| Figure 22.1: Spreadsheet called students.xlsx in Excel. |

The first argument to read\_excel() is the path to the file to read.

students <- read\_excel("data/students.xlsx")

read\_excel() will read the file in as a tibble.

students  
#> # A tibble: 6 × 5  
#> `Student ID` `Full Name` favourite.food mealPlan AGE   
#> <dbl> <chr> <chr> <chr> <chr>  
#> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only 4   
#> 2 2 Barclay Lynn French fries Lunch only 5   
#> 3 3 Jayendra Lyne N/A Breakfast and lunch 7   
#> 4 4 Leon Rossini Anchovies Lunch only <NA>   
#> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch five   
#> 6 6 Güvenç Attila Ice cream Lunch only 6

We have six students in the data and five variables on each student. However there are a few things we might want to address in this dataset:

1. The column names are all over the place. You can provide column names that follow a consistent format; we recommend snake\_case using the col\_names argument.

* read\_excel(  
   "data/students.xlsx",  
   col\_names = c("student\_id", "full\_name", "favourite\_food", "meal\_plan", "age")  
  )  
  #> # A tibble: 7 × 5  
  #> student\_id full\_name favourite\_food meal\_plan age   
  #> <chr> <chr> <chr> <chr> <chr>  
  #> 1 Student ID Full Name favourite.food mealPlan AGE   
  #> 2 1 Sunil Huffmann Strawberry yoghurt Lunch only 4   
  #> 3 2 Barclay Lynn French fries Lunch only 5   
  #> 4 3 Jayendra Lyne N/A Breakfast and lunch 7   
  #> 5 4 Leon Rossini Anchovies Lunch only <NA>   
  #> 6 5 Chidiegwu Dunkel Pizza Breakfast and lunch five   
  #> 7 6 Güvenç Attila Ice cream Lunch only 6
* Unfortunately, this didn’t quite do the trick. We now have the variable names we want, but what was previously the header row now shows up as the first observation in the data. You can explicitly skip that row using the skip argument.
* read\_excel(  
   "data/students.xlsx",  
   col\_names = c("student\_id", "full\_name", "favourite\_food", "meal\_plan", "age"),  
   skip = 1  
  )  
  #> # A tibble: 6 × 5  
  #> student\_id full\_name favourite\_food meal\_plan age   
  #> <dbl> <chr> <chr> <chr> <chr>  
  #> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only 4   
  #> 2 2 Barclay Lynn French fries Lunch only 5   
  #> 3 3 Jayendra Lyne N/A Breakfast and lunch 7   
  #> 4 4 Leon Rossini Anchovies Lunch only <NA>   
  #> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch five   
  #> 6 6 Güvenç Attila Ice cream Lunch only 6

1. In the favourite\_food column, one of the observations is N/A, which stands for “not available” but it’s currently not recognized as an NA (note the contrast between this N/A and the age of the fourth student in the list). You can specify which character strings should be recognized as NAs with the na argument. By default, only "" (empty string, or, in the case of reading from a spreadsheet, an empty cell or a cell with the formula =NA()) is recognized as an NA.

* read\_excel(  
   "data/students.xlsx",  
   col\_names = c("student\_id", "full\_name", "favourite\_food", "meal\_plan", "age"),  
   skip = 1,  
   na = c("", "N/A")  
  )  
  #> # A tibble: 6 × 5  
  #> student\_id full\_name favourite\_food meal\_plan age   
  #> <dbl> <chr> <chr> <chr> <chr>  
  #> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only 4   
  #> 2 2 Barclay Lynn French fries Lunch only 5   
  #> 3 3 Jayendra Lyne <NA> Breakfast and lunch 7   
  #> 4 4 Leon Rossini Anchovies Lunch only <NA>   
  #> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch five   
  #> 6 6 Güvenç Attila Ice cream Lunch only 6

1. One other remaining issue is that age is read in as a character variable, but it really should be numeric. Just like with read\_csv() and friends for reading data from flat files, you can supply a col\_types argument to read\_excel() and specify the column types for the variables you read in. The syntax is a bit different, though. Your options are "skip", "guess", "logical", "numeric", "date", "text" or "list".

* read\_excel(  
   "data/students.xlsx",  
   col\_names = c("student\_id", "full\_name", "favourite\_food", "meal\_plan", "age"),  
   skip = 1,  
   na = c("", "N/A"),  
   col\_types = c("numeric", "text", "text", "text", "numeric")  
  )  
  #> Warning: Expecting numeric in E6 / R6C5: got 'five'  
  #> # A tibble: 6 × 5  
  #> student\_id full\_name favourite\_food meal\_plan age  
  #> <dbl> <chr> <chr> <chr> <dbl>  
  #> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only 4  
  #> 2 2 Barclay Lynn French fries Lunch only 5  
  #> 3 3 Jayendra Lyne <NA> Breakfast and lunch 7  
  #> 4 4 Leon Rossini Anchovies Lunch only NA  
  #> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch NA  
  #> 6 6 Güvenç Attila Ice cream Lunch only 6
* However, this didn’t quite produce the desired result either. By specifying that age should be numeric, we have turned the one cell with the non-numeric entry (which had the value five) into an NA. In this case, we should read age in as "text" and then make the change once the data is loaded in R.
* students <- read\_excel(  
   "data/students.xlsx",  
   col\_names = c("student\_id", "full\_name", "favourite\_food", "meal\_plan", "age"),  
   skip = 1,  
   na = c("", "N/A"),  
   col\_types = c("numeric", "text", "text", "text", "text")  
  )  
    
  students <- students |>  
   mutate(  
   age = if\_else(age == "five", "5", age),  
   age = parse\_number(age)  
   )  
    
  students  
  #> # A tibble: 6 × 5  
  #> student\_id full\_name favourite\_food meal\_plan age  
  #> <dbl> <chr> <chr> <chr> <dbl>  
  #> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only 4  
  #> 2 2 Barclay Lynn French fries Lunch only 5  
  #> 3 3 Jayendra Lyne <NA> Breakfast and lunch 7  
  #> 4 4 Leon Rossini Anchovies Lunch only NA  
  #> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch 5  
  #> 6 6 Güvenç Attila Ice cream Lunch only 6

It took us multiple steps and trial-and-error to load the data in exactly the format we want, and this is not unexpected. Data science is an iterative process, and the process of iteration can be even more tedious when reading data in from spreadsheets compared to other plain text, rectangular data files because humans tend to input data into spreadsheets and use them not just for data storage but also for sharing and communication.

There is no way to know exactly what the data will look like until you load it and take a look at it. Well, there is one way, actually. You can open the file in Excel and take a peek. If you’re going to do so, we recommend making a copy of the Excel file to open and browse interactively while leaving the original data file untouched and reading into R from the untouched file. This will ensure you don’t accidentally overwrite anything in the spreadsheet while inspecting it. You should also not be afraid of doing what we did here: load the data, take a peek, make adjustments to your code, load it again, and repeat until you’re happy with the result.

### 22.2.4 Reading worksheets

An important feature that distinguishes spreadsheets from flat files is the notion of multiple sheets, called worksheets. [Figure 22.2](#fig-penguins-islands) shows an Excel spreadsheet with multiple worksheets. The data come from the **palmerpenguins** package. Each worksheet contains information on penguins from a different island where data were collected.

|  |
| --- |
| Figure 22.2: Spreadsheet called penguins.xlsx in Excel containing three worksheets. |

You can read a single worksheet from a spreadsheet with the sheet argument in read\_excel().

read\_excel("data/penguins.xlsx", sheet = "Torgersen Island")  
#> # A tibble: 52 × 8  
#> species island bill\_length\_mm bill\_depth\_mm flipp…¹ body\_…² sex   
#> <chr> <chr> <chr> <chr> <chr> <chr> <chr>   
#> 1 Adelie Torgersen 39.1 18.7 181 3750 male   
#> 2 Adelie Torgersen 39.5 17.39999999999… 186 3800 female  
#> 3 Adelie Torgersen 40.299999999999997 18 195 3250 female  
#> 4 Adelie Torgersen NA NA NA NA NA   
#> 5 Adelie Torgersen 36.700000000000003 19.3 193 3450 female  
#> 6 Adelie Torgersen 39.299999999999997 20.6 190 3650 male   
#> # … with 46 more rows, 1 more variable: year <dbl>, and abbreviated variable  
#> # names ¹​flipper\_length\_mm, ²​body\_mass\_g

Some variables that appear to contain numerical data are read in as characters due to the character string "NA" not being recognized as a true NA.

penguins\_torgersen <- read\_excel("data/penguins.xlsx", sheet = "Torgersen Island", na = "NA")  
  
penguins\_torgersen  
#> # A tibble: 52 × 8  
#> species island bill\_length\_mm bill\_depth\_mm flipp…¹ body\_…² sex year  
#> <chr> <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
#> 1 Adelie Torgersen 39.1 18.7 181 3750 male 2007  
#> 2 Adelie Torgersen 39.5 17.4 186 3800 female 2007  
#> 3 Adelie Torgersen 40.3 18 195 3250 female 2007  
#> 4 Adelie Torgersen NA NA NA NA <NA> 2007  
#> 5 Adelie Torgersen 36.7 19.3 193 3450 female 2007  
#> 6 Adelie Torgersen 39.3 20.6 190 3650 male 2007  
#> # … with 46 more rows, and abbreviated variable names ¹​flipper\_length\_mm,  
#> # ²​body\_mass\_g

Alternatively, you can use excel\_sheets() to get information on all worksheets in an Excel spreadsheet, and then read the one(s) you’re interested in.

excel\_sheets("data/penguins.xlsx")  
#> [1] "Torgersen Island" "Biscoe Island" "Dream Island"

Once you know the names of the worksheets, you can read them in individually with read\_excel().

penguins\_biscoe <- read\_excel("data/penguins.xlsx", sheet = "Biscoe Island", na = "NA")  
penguins\_dream <- read\_excel("data/penguins.xlsx", sheet = "Dream Island", na = "NA")

In this case the full penguins dataset is spread across three worksheets in the spreadsheet. Each worksheet has the same number of columns but different numbers of rows.

dim(penguins\_torgersen)  
#> [1] 52 8  
dim(penguins\_biscoe)  
#> [1] 168 8  
dim(penguins\_dream)  
#> [1] 124 8

We can put them together with bind\_rows().

penguins <- bind\_rows(penguins\_torgersen, penguins\_biscoe, penguins\_dream)  
penguins  
#> # A tibble: 344 × 8  
#> species island bill\_length\_mm bill\_depth\_mm flipp…¹ body\_…² sex year  
#> <chr> <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
#> 1 Adelie Torgersen 39.1 18.7 181 3750 male 2007  
#> 2 Adelie Torgersen 39.5 17.4 186 3800 female 2007  
#> 3 Adelie Torgersen 40.3 18 195 3250 female 2007  
#> 4 Adelie Torgersen NA NA NA NA <NA> 2007  
#> 5 Adelie Torgersen 36.7 19.3 193 3450 female 2007  
#> 6 Adelie Torgersen 39.3 20.6 190 3650 male 2007  
#> # … with 338 more rows, and abbreviated variable names ¹​flipper\_length\_mm,  
#> # ²​body\_mass\_g

In [Chapter 28](#sec-iteration) we’ll talk about ways of doing this sort of task without repetitive code.

### 22.2.5 Reading part of a sheet

Since many use Excel spreadsheets for presentation as well as for data storage, it’s quite common to find cell entries in a spreadsheet that are not part of the data you want to read into R. [Figure 22.3](#fig-deaths-excel) shows such a spreadsheet: in the middle of the sheet is what looks like a data frame but there is extraneous text in cells above and below the data.

|  |
| --- |
| Figure 22.3: Spreadsheet called deaths.xlsx in Excel. |

This spreadsheet is one of the example spreadsheets provided in the readxl package. You can use the readxl\_example() function to locate the spreadsheet on your system in the directory where the package is installed. This function returns the path to the spreadsheet, which you can use in read\_excel() as usual.

deaths\_path <- readxl\_example("deaths.xlsx")  
deaths <- read\_excel(deaths\_path)  
#> New names:  
#> • `` -> `...2`  
#> • `` -> `...3`  
#> • `` -> `...4`  
#> • `` -> `...5`  
#> • `` -> `...6`  
deaths  
#> # A tibble: 18 × 6  
#> `Lots of people` ...2 ...3 ...4 ...5 ...6   
#> <chr> <chr> <chr> <chr> <chr> <chr>   
#> 1 simply cannot resi… <NA> <NA> <NA> <NA> some notes   
#> 2 at the top <NA> of their spreadsh…  
#> 3 or merging <NA> <NA> <NA> cells   
#> 4 Name Profession Age Has kids Date of birth Date of death   
#> 5 David Bowie musician 69 TRUE 17175 42379   
#> 6 Carrie Fisher actor 60 TRUE 20749 42731   
#> # … with 12 more rows

The top three rows and the bottom four rows are not part of the data frame.

We could skip the top three rows with skip. Note that we set skip = 4 since the fourth row contains column names, not the data.

read\_excel(deaths\_path, skip = 4)  
#> # A tibble: 14 × 6  
#> Name Profession Age `Has kids` `Date of birth` Date of dea…¹  
#> <chr> <chr> <chr> <chr> <dttm> <chr>   
#> 1 David Bowie musician 69 TRUE 1947-01-08 00:00:00 42379   
#> 2 Carrie Fisher actor 60 TRUE 1956-10-21 00:00:00 42731   
#> 3 Chuck Berry musician 90 TRUE 1926-10-18 00:00:00 42812   
#> 4 Bill Paxton actor 61 TRUE 1955-05-17 00:00:00 42791   
#> 5 Prince musician 57 TRUE 1958-06-07 00:00:00 42481   
#> 6 Alan Rickman actor 69 FALSE 1946-02-21 00:00:00 42383   
#> # … with 8 more rows, and abbreviated variable name ¹​`Date of death`

We could also set n\_max to omit the extraneous rows at the bottom.

read\_excel(deaths\_path, skip = 4, n\_max = 10)  
#> # A tibble: 10 × 6  
#> Name Profession Age `Has kids` `Date of birth`   
#> <chr> <chr> <dbl> <lgl> <dttm>   
#> 1 David Bowie musician 69 TRUE 1947-01-08 00:00:00  
#> 2 Carrie Fisher actor 60 TRUE 1956-10-21 00:00:00  
#> 3 Chuck Berry musician 90 TRUE 1926-10-18 00:00:00  
#> 4 Bill Paxton actor 61 TRUE 1955-05-17 00:00:00  
#> 5 Prince musician 57 TRUE 1958-06-07 00:00:00  
#> 6 Alan Rickman actor 69 FALSE 1946-02-21 00:00:00  
#> # … with 4 more rows, and 1 more variable: `Date of death` <dttm>

Another approach is using cell ranges. In Excel, the top left cell is A1. As you move across columns to the right, the cell label moves down the alphabet, i.e. B1, C1, etc. And as you move down a column, the number in the cell label increases, i.e. A2, A3, etc.

The data we want to read in starts in cell A5 and ends in cell F15. In spreadsheet notation, this is A5:F15.

* Supply this information to the range argument:
* read\_excel(deaths\_path, range = "A5:F15")
* Specify rows:
* read\_excel(deaths\_path, range = cell\_rows(c(5, 15)))

### 22.2.6 Data types

In CSV files, all values are strings. This is not particularly true to the data, but it is simple: everything is a string.

The underlying data in Excel spreadsheets is more complex. A cell can be one of five things:

* A boolean, like TRUE, FALSE, or NA
* A number, like “10” or “10.5”
* A datetime, which can also include time like “11/1/21” or “11/1/21 3:00 PM”
* A text string, like “ten”

When working with spreadsheet data, it’s important to keep in mind that how the underlying data is stored can be very different than what you see in the cell. For example, Excel has no notion of an integer. All numbers are stored as floating points, but you can choose to display the data with a customizable number of decimal points. Similarly, dates are actually stored as numbers, specifically the number of seconds since January 1, 1970. You can customize how you display the date by applying formatting in Excel. Confusingly, it’s also possible to have something that looks like a number but is actually a string (e.g. type '10 into a cell in Excel).

These differences between how the underlying data are stored vs. how they’re displayed can cause surprises when the data are loaded into R. By default readxl will guess the data type in a given column. A recommended workflow is to let readxl guess the column types, confirm that you’re happy with the guessed column types, and if not, go back and re-import specifying col\_types as shown in [Section 22.2.3](#sec-reading-spreadsheets).

Another challenge is when you have a column in your Excel spreadsheet that has a mix of these types, e.g. some cells are numeric, others text, others dates. When importing the data into R readxl has to make some decisions. In these cases you can set the type for this column to "list", which will load the column as a list of length 1 vectors, where the type of each element of the vector is guessed.

### 22.2.7 Data not in cell values

**tidyxl** is useful for importing non-tabular data from Excel files into R. For example, tidyxl doesn’t coerce a pivot table into a data frame. See <https://nacnudus.github.io/spreadsheet-munging-strategies/> for more on strategies for working with non-tabular data from Excel.

### 22.2.8 Writing to Excel

Let’s create a small data frame that we can then write out. Note that item is a factor and quantity is an integer.

bake\_sale <- tibble(  
 item = factor(c("brownie", "cupcake", "cookie")),  
 quantity = c(10, 5, 8)  
)  
  
bake\_sale  
#> # A tibble: 3 × 2  
#> item quantity  
#> <fct> <dbl>  
#> 1 brownie 10  
#> 2 cupcake 5  
#> 3 cookie 8

You can write data back to disk as an Excel file using the write\_xlsx() from the **writexl** package.

library(writexl)  
write\_xlsx(bake\_sale, path = "data/bake-sale.xlsx")

[Figure 22.4](#fig-bake-sale-excel) shows what the data looks like in Excel. Note that column names are included and bolded. These can be turned off by setting col\_names and format\_headers arguments to FALSE.

|  |
| --- |
| Figure 22.4: Spreadsheet called bake\_sale.xlsx in Excel. |

Just like reading from a CSV, information on data type is lost when we read the data back in. This makes Excel files unreliable for caching interim results as well. For alternatives, see [Section 8.5](#sec-writing-to-a-file).

read\_excel("data/bake-sale.xlsx")  
#> # A tibble: 3 × 2  
#> item quantity  
#> <chr> <dbl>  
#> 1 brownie 10  
#> 2 cupcake 5  
#> 3 cookie 8

### 22.2.9 Formatted output

The writexl package is a light-weight solution for writing a simple Excel spreadsheet, but if you’re interested in additional features like writing to sheets within a spreadsheet and styling, you will want to use the **openxlsx** package. We won’t go into the details of using this package here, but we recommend reading <https://ycphs.github.io/openxlsx/articles/Formatting.html> for an extensive discussion on further formatting functionality for data written from R to Excel with openxlsx.

Note that this package is not part of the tidyverse so the functions and workflows may feel unfamiliar. For example, function names are camelCase, multiple functions can’t be composed in pipelines, and arguments are in a different order than they tend to be in the tidyverse. However, this is ok. As your R learning and usage expands outside of this book you will encounter lots of different styles used in various R packages that you might use to accomplish specific goals in R. A good way of familiarizing yourself with the coding style used in a new package is to run the examples provided in function documentation to get a feel for the syntax and the output formats as well as reading any vignettes that might come with the package.

### 22.2.10 Exercises

1. In an Excel file, create the following dataset and save it as survey.xlsx. Alternatively, you can download it as an Excel file from [here](https://docs.google.com/spreadsheets/d/1yc5gL-a2OOBr8M7B3IsDNX5uR17vBHOyWZq6xSTG2G8).

|  |
| --- |
|  |

* Then, read it into R, with survey\_id as a character variable and n\_pets as a numerical variable. Hint: You will need to convert “none” to 0.
* #> # A tibble: 6 × 2  
  #> survey\_id n\_pets  
  #> <dbl> <dbl>  
  #> 1 1 0  
  #> 2 2 1  
  #> 3 3 NA  
  #> 4 4 2  
  #> 5 5 2  
  #> 6 6 NA

1. In another Excel file, create the following dataset and save it as roster.xlsx. Alternatively, you can download it as an Excel file from [here](https://docs.google.com/spreadsheets/d/1LgZ0Bkg9d_NK8uTdP2uHXm07kAlwx8-Ictf8NocebIE).

|  |
| --- |
|  |

* Then, read it into R. The resulting data frame should be called roster and should look like the following.
* #> # A tibble: 12 × 3  
  #> group subgroup id  
  #> <dbl> <chr> <dbl>  
  #> 1 1 A 1  
  #> 2 1 A 2  
  #> 3 1 A 3  
  #> 4 1 B 4  
  #> 5 1 B 5  
  #> 6 1 B 6  
  #> 7 1 B 7  
  #> 8 2 A 8  
  #> 9 2 A 9  
  #> 10 2 B 10  
  #> 11 2 B 11  
  #> 12 2 B 12

1. In a new Excel file, create the following dataset and save it as sales.xlsx. Alternatively, you can download it as an Excel file from [here](https://docs.google.com/spreadsheets/d/1oCqdXUNO8JR3Pca8fHfiz_WXWxMuZAp3YiYFaKze5V0).

|  |
| --- |
|  |

* a. Read sales.xlsx in and save as sales. The data frame should look like the following, with id and n as column names and with 9 rows.
* #> # A tibble: 9 × 2  
  #> id n   
  #> <chr> <chr>  
  #> 1 Brand 1 n   
  #> 2 1234 8   
  #> 3 8721 2   
  #> 4 1822 3   
  #> 5 Brand 2 n   
  #> 6 3333 1   
  #> 7 2156 3   
  #> 8 3987 6   
  #> 9 3216 5
* b. Modify sales further to get it into the following tidy format with three columns (brand, id, and n) and 7 rows of data. Note that id and n are numeric, brand is a character variable.
* #> # A tibble: 7 × 3  
  #> brand id n  
  #> <chr> <dbl> <dbl>  
  #> 1 Brand 1 1234 8  
  #> 2 Brand 1 8721 2  
  #> 3 Brand 1 1822 3  
  #> 4 Brand 2 3333 1  
  #> 5 Brand 2 2156 3  
  #> 6 Brand 2 3987 6  
  #> 7 Brand 2 3216 5

1. Recreate the bake\_sale data frame, write it out to an Excel file using the write.xlsx() function from the openxlsx package.
2. In [Chapter 8](#sec-data-import) you learned about the janitor::clean\_names() function to turn columns names into snake case. Read the students.xlsx file that we introduced earlier in this section and use this function to “clean” the column names.
3. What happens if you try to read in a file with .xlsx extension with read\_xls()?

## 22.3 Google Sheets

### 22.3.1 Prerequisites

This section will also focus on spreadsheets, but this time you’ll be loading data from a Google Sheet with the **googlesheets4** package. This package is non-core tidyverse as well, you need to load it explicitly.

library(googlesheets4)  
library(tidyverse)

A quick note about the name of the package: googlesheets4 uses v4 of the [Sheets API v4](https://developers.google.com/sheets/api/) to provide an R interface to Google Sheets, hence the name.

### 22.3.2 Getting started

The main function of the googlesheets4 package is read\_sheet(), which reads a Google Sheet from a URL or a file id. This function also goes by the name range\_read().

You can also create a brand new sheet with gs4\_create() or write to an existing sheet with sheet\_write() and friends.

In this section we’ll work with the same datasets as the ones in the Excel section to highlight similarities and differences between workflows for reading data from Excel and Google Sheets. readxl and googlesheets4 packages are both designed to mimic the functionality of the readr package, which provides the read\_csv() function you’ve seen in [Chapter 8](#sec-data-import). Therefore, many of the tasks can be accomplished with simply swapping out read\_excel() for read\_sheet(). However you’ll also see that Excel and Google Sheets don’t behave in exactly the same way, therefore other tasks may require further updates to the function calls.

### 22.3.3 Read sheets

[Figure 22.5](#fig-students-googlesheets) shows what the spreadsheet we’re going to read into R looks like in Google Sheets. This is the same dataset as in [Figure 22.1](#fig-students-excel), except it’s stored in a Google Sheet instead of Excel.

|  |
| --- |
| Figure 22.5: Google Sheet called students in a browser window. |

The first argument to read\_sheet() is the URL of the file to read. You can also access this file via <https://pos.it/r4ds-students>, however note that at the time of writing this book you can’t read a sheet directly from a short link.

students\_url <- "https://docs.google.com/spreadsheets/d/1V1nPp1tzOuutXFLb3G9Eyxi3qxeEhnOXUzL5\_BcCQ0w"  
students <- read\_sheet(students\_url)  
#> ✖ Request failed [429]. Retry 1 happens in 1.8 seconds ...  
#> ✖ Request failed [429]. Retry 2 happens in 8 seconds ...  
#> ✖ Request failed [429]. Retry 3 happens in 4.2 seconds ...  
#> ✔ Reading from students.  
#> ✔ Range Sheet1.

read\_sheet() will read the file in as a tibble.

students  
#> # A tibble: 6 × 5  
#> `Student ID` `Full Name` favourite.food mealPlan AGE   
#> <dbl> <chr> <chr> <chr> <list>  
#> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only <dbl>   
#> 2 2 Barclay Lynn French fries Lunch only <dbl>   
#> 3 3 Jayendra Lyne N/A Breakfast and lunch <dbl>   
#> 4 4 Leon Rossini Anchovies Lunch only <NULL>  
#> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch <chr>   
#> 6 6 Güvenç Attila Ice cream Lunch only <dbl>

Just like we did with read\_excel(), we can supply column names, NA strings, and column types to read\_sheet().

students <- read\_sheet(  
 students\_url,  
 col\_names = c("student\_id", "full\_name", "favourite\_food", "meal\_plan", "age"),  
 skip = 1,  
 na = c("", "N/A"),  
 col\_types = c("dcccc")  
) |>  
 mutate(  
 age = if\_else(age == "five", "5", age),  
 age = parse\_number(age)  
 )  
#> ✔ Reading from students.  
#> ✔ Range 2:10000000.  
  
students  
#> # A tibble: 6 × 5  
#> student\_id full\_name favourite\_food meal\_plan age  
#> <dbl> <chr> <chr> <chr> <dbl>  
#> 1 1 Sunil Huffmann Strawberry yoghurt Lunch only 4  
#> 2 2 Barclay Lynn French fries Lunch only 5  
#> 3 3 Jayendra Lyne <NA> Breakfast and lunch 7  
#> 4 4 Leon Rossini Anchovies Lunch only NA  
#> 5 5 Chidiegwu Dunkel Pizza Breakfast and lunch 5  
#> 6 6 Güvenç Attila Ice cream Lunch only 6

Note that we defined column types a bit differently here, using short codes. For example, “dcccc” stands for “double, character, character, character, character”.

It’s also possible to read individual sheets from Google Sheets as well. Let’s read the penguins Google Sheet at <https://pos.it/r4ds-penguins>, and specifically the “Torgersen Island” sheet in it.

penguins\_url <- "https://docs.google.com/spreadsheets/d/1aFu8lnD\_g0yjF5O-K6SFgSEWiHPpgvFCF0NY9D6LXnY"  
read\_sheet(penguins\_url, sheet = "Torgersen Island")  
#> ✖ Request failed [429]. Retry 1 happens in 1.5 seconds ...  
#> ✔ Reading from penguins.  
#> ✔ Range ''Torgersen Island''.  
#> # A tibble: 52 × 8  
#> species island bill\_length\_mm bill\_depth\_mm flipp…¹ body\_…² sex year  
#> <chr> <chr> <list> <list> <list> <list> <chr> <dbl>  
#> 1 Adelie Torgersen <dbl [1]> <dbl [1]> <dbl> <dbl> male 2007  
#> 2 Adelie Torgersen <dbl [1]> <dbl [1]> <dbl> <dbl> female 2007  
#> 3 Adelie Torgersen <dbl [1]> <dbl [1]> <dbl> <dbl> female 2007  
#> 4 Adelie Torgersen <chr [1]> <chr [1]> <chr> <chr> NA 2007  
#> 5 Adelie Torgersen <dbl [1]> <dbl [1]> <dbl> <dbl> female 2007  
#> 6 Adelie Torgersen <dbl [1]> <dbl [1]> <dbl> <dbl> male 2007  
#> # … with 46 more rows, and abbreviated variable names ¹​flipper\_length\_mm,  
#> # ²​body\_mass\_g

You can obtain a list of all sheets within a Google Sheet with sheet\_names():

sheet\_names(penguins\_url)  
#> [1] "Torgersen Island" "Biscoe Island" "Dream Island"

Finally, just like with read\_excel(), we can read in a portion of a Google Sheet by defining a range in read\_sheet(). Note that we’re also using the gs4\_example() function below to locate an example Google Sheet that comes with the googlesheets4 package.

deaths\_url <- gs4\_example("deaths")  
deaths <- read\_sheet(deaths\_url, range = "A5:F15")  
#> ✔ Reading from deaths.  
#> ✔ Range A5:F15.  
deaths  
#> # A tibble: 10 × 6  
#> Name Profession Age `Has kids` `Date of birth`   
#> <chr> <chr> <dbl> <lgl> <dttm>   
#> 1 David Bowie musician 69 TRUE 1947-01-08 00:00:00  
#> 2 Carrie Fisher actor 60 TRUE 1956-10-21 00:00:00  
#> 3 Chuck Berry musician 90 TRUE 1926-10-18 00:00:00  
#> 4 Bill Paxton actor 61 TRUE 1955-05-17 00:00:00  
#> 5 Prince musician 57 TRUE 1958-06-07 00:00:00  
#> 6 Alan Rickman actor 69 FALSE 1946-02-21 00:00:00  
#> # … with 4 more rows, and 1 more variable: `Date of death` <dttm>

### 22.3.4 Write sheets

You can write from R to Google Sheets with write\_sheet():

write\_sheet(bake\_sale, ss = "bake-sale")

If you’d like to write your data to a specific (work)sheet inside a Google Sheet, you can specify that with the sheet argument as well.

write\_sheet(bake\_sale, ss = "bake-sale", sheet = "Sales")

### 22.3.5 Authentication

While you can read from a public Google Sheet without authenticating with your Google account, reading a private sheet or writing to a sheet requires authentication so that googlesheets4 can view and manage *your* Google Sheets.

When you attempt to read in a sheet that requires authentication, googlesheets4 will direct you to a web browser with a prompt to sign in to your Google account and grant permission to operate on your behalf with Google Sheets. However, if you want to specify a specific Google account, authentication scope, etc. you can do so with gs4\_auth(), e.g. gs4\_auth(email = "mine@example.com"), which will force the use of a token associated with a specific email. For further authentication details, we recommend reading the documentation googlesheets4 auth vignette: <https://googlesheets4.tidyverse.org/articles/auth.html>.

### 22.3.6 Exercises

1. Read the students dataset from earlier in the chapter from Excel and also from Google Sheets, with no additional arguments supplied to the read\_excel() and read\_sheet() functions. Are the resulting data frames in R exactly the same? If not, how are they different?
2. Read the Google Sheet titled survey from <https://pos.it/r4ds-survey>, with survey\_id as a character variable and n\_pets as a numerical variable.
3. Read the Google Sheet titled roster from <https://pos.it/r4ds-roster>. The resulting data frame should be called roster and should look like the following.

* #> # A tibble: 12 × 3  
  #> group subgroup id  
  #> <dbl> <chr> <dbl>  
  #> 1 1 A 1  
  #> 2 1 A 2  
  #> 3 1 A 3  
  #> 4 1 B 4  
  #> 5 1 B 5  
  #> 6 1 B 6  
  #> 7 1 B 7  
  #> 8 2 A 8  
  #> 9 2 A 9  
  #> 10 2 B 10  
  #> 11 2 B 11  
  #> 12 2 B 12

## 22.4 Summary

In this chapter you learned how to read data into R from spreadsheets: from Microsoft Excel with read\_excel() from the readxl package and from Google Sheets with read\_sheet() from the googlesheets4 package. These functions work very similarly to each other and have similar arguments for specifying column names, NA strings, rows to skip on top of the file you’re reading in, etc. Additionally, both functions make it possible to read a single sheet from a spreadsheet as well.

On the other hand, writing to an Excel file requires a different package and function (writexl::write\_xlsx()) while you can write to a Google Sheet with the googlesheets4 package, with write\_sheet().

In the next chapter, you’ll learn about a different data source and how to read data from that source into R: databases.

# 23. Databases

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 23.1 Introduction

A huge amount of data lives in databases, so it’s essential that you know how to access it. Sometimes you can ask someone to download a snapshot into a .csv for you, but this gets painful quickly: every time you need to make a change you’ll have to communicate with another human. You want to be able to reach into the database directly to get the data you need, when you need it.

In this chapter, you’ll first learn the basics of the DBI package: how to use it to connect to a database and then retrieve data with a SQL[[41]](#footnote-41) query. **SQL**, short for **s**tructured **q**uery **l**anguage, is the lingua franca of databases, and is an important language for all data scientists to learn. That said, we’re not going to start with SQL, but instead we’ll teach you dbplyr, which can translate your dplyr code to the SQL. We’ll use that as way to teach you some of the most important features of SQL. You won’t become a SQL master by the end of the chapter, but you will be able to identify the most important components and understand what they do.

### 23.1.1 Prerequisites

In this chapter, we’ll introduce DBI and dbplyr. DBI is a low-level interface that connects to databases and executes SQL; dbplyr is a high-level interface that translates your dplyr code to SQL queries then executes them with DBI.

library(DBI)  
library(dbplyr)  
library(tidyverse)

## 23.2 Database basics

At the simplest level, you can think about a database as a collection of data frames, called **tables** in database terminology. Like a data.frame, a database table is a collection of named columns, where every value in the column is the same type. There are three high level differences between data frames and database tables:

* Database tables are stored on disk and can be arbitrarily large. Data frames are stored in memory, and are fundamentally limited (although that limit is still plenty large for many problems).
* Database tables almost always have indexes. Much like the index of a book, a database index makes it possible to quickly find rows of interest without having to look at every single row. Data frames and tibbles don’t have indexes, but data.tables do, which is one of the reasons that they’re so fast.
* Most classical databases are optimized for rapidly collecting data, not analyzing existing data. These databases are called **row-oriented** because the data is stored row-by-row, rather than column-by-column like R. More recently, there’s been much development of **column-oriented** databases that make analyzing the existing data much faster.

Databases are run by database management systems (**DBMS**’s for short), which come in three basic forms:

* **Client-server** DBMS’s run on a powerful central server, which you connect from your computer (the client). They are great for sharing data with multiple people in an organisation. Popular client-server DBMS’s include PostgreSQL, MariaDB, SQL Server, and Oracle.
* **Cloud** DBMS’s, like Snowflake, Amazon’s RedShift, and Google’s BigQuery, are similar to client server DBMS’s, but they run in the cloud. This means that they can easily handle extremely large datasets and can automatically provide more compute resources as needed.
* **In-process** DBMS’s, like SQLite or duckdb, run entirely on your computer. They’re great for working with large datasets where you’re the primary user.

## 23.3 Connecting to a database

To connect to the database from R, you’ll use a pair of packages:

* You’ll always use DBI (**d**ata**b**ase **i**nterface) because it provides a set of generic functions that connect to the database, upload data, run SQL queries, etc.
* You’ll also use a package tailored for the DBMS you’re connecting to. This package translates the generic DBI commands into the specifics needed for a given DBMS. There’s usually one package for each DMBS, e.g. RPostgres for Postgres and RMariaDB for MySQL.

If you can’t find a specific package for your DBMS, you can usually use the odbc package instead. This uses the ODBC protocol supported by many DBMS. odbc requires a little more setup because you’ll also need to install an ODBC driver and tell the odbc package where to find it.

Concretely, you create a database connection using DBI::dbConnect(). The first argument selects the DBMS[[42]](#footnote-42), then the second and subsequent arguments describe how to connect to it (i.e. where it lives and the credentials that you need to access it). The following code shows a couple of typical examples:

con <- DBI::dbConnect(  
 RMariaDB::MariaDB(),   
 username = "foo"  
)  
con <- DBI::dbConnect(  
 RPostgres::Postgres(),   
 hostname = "databases.mycompany.com",   
 port = 1234  
)

The precise details of the connection vary a lot from DBMS to DBMS so unfortunately we can’t cover all the details here. This means you’ll need to do a little research on your own. Typically you can ask the other data scientists in your team or talk to your DBA (**d**ata**b**ase **a**dministrator). The initial setup will often take a little fiddling (and maybe some googling) to get right, but you’ll generally only need to do it once.

### 23.3.1 In this book

Setting up a client-server or cloud DBMS would be a pain for this book, so we’ll instead use an in-process DBMS that lives entirely in an R package: duckdb. Thanks to the magic of DBI, the only difference between using duckdb and any other DBMS is how you’ll connect to the database. This makes it great to teach with because you can easily run this code as well as easily take what you learn and apply it elsewhere.

Connecting to duckdb is particularly simple because the defaults create a temporary database that is deleted when you quit R. That’s great for learning because it guarantees that you’ll start from a clean slate every time you restart R:

con <- DBI::dbConnect(duckdb::duckdb())

duckdb is a high-performance database that’s designed very much for the needs of a data scientist. We use it here because it’s very to easy to get started with, but it’s also capable of handling gigabytes of data with great speed. If you want to use duckdb for a real data analysis project, you’ll also need to supply the dbdir argument to make a persistent database and tell duckdb where to save it. Assuming you’re using a project ([Chapter 9](#sec-workflow-scripts-projects)), it’s reasonable to store it in the duckdb directory of the current project:

con <- DBI::dbConnect(duckdb::duckdb(), dbdir = "duckdb")

### 23.3.2 Load some data

Since this is a new database, we need to start by adding some data. Here we’ll add mpg and diamonds datasets from ggplot2 using DBI::dbWriteTable(). The simplest usage of dbWriteTable() needs three arguments: a database connection, the name of the table to create in the database, and a data frame of data.

dbWriteTable(con, "mpg", ggplot2::mpg)  
dbWriteTable(con, "diamonds", ggplot2::diamonds)

If you’re using duckdb in a real project, we highly recommend learning about duckdb\_read\_csv() and duckdb\_register\_arrow(). These give you powerful and performant ways to quickly load data directly into duckdb, without having to first load it into R. We’ll also show off a useful technique for loading multiple files into a database in [Section 28.4.1](#sec-save-database).

## 23.4 DBI basics

Now that we’ve connected to a database with some data in it, let’s perform some basic operations with DBI.

### 23.4.1 What’s there?

The most important database objects for data scientists are tables. DBI provides two useful functions to either list all the tables in the database[[43]](#footnote-43) or to check if a specific table already exists:

dbListTables(con)  
#> [1] "diamonds" "mpg"  
dbExistsTable(con, "foo")  
#> [1] FALSE

### 23.4.2 Extract some data

Once you’ve determined a table exists, you can retrieve it with dbReadTable():

con |>   
 dbReadTable("diamonds") |>   
 as\_tibble()  
#> # A tibble: 53,940 × 10  
#> carat cut color clarity depth table price x y z  
#> <dbl> <fct> <fct> <fct> <dbl> <dbl> <int> <dbl> <dbl> <dbl>  
#> 1 0.23 Ideal E SI2 61.5 55 326 3.95 3.98 2.43  
#> 2 0.21 Premium E SI1 59.8 61 326 3.89 3.84 2.31  
#> 3 0.23 Good E VS1 56.9 65 327 4.05 4.07 2.31  
#> 4 0.29 Premium I VS2 62.4 58 334 4.2 4.23 2.63  
#> 5 0.31 Good J SI2 63.3 58 335 4.34 4.35 2.75  
#> 6 0.24 Very Good J VVS2 62.8 57 336 3.94 3.96 2.48  
#> # … with 53,934 more rows

dbReadTable() returns a data.frame so we use as\_tibble() to convert it into a tibble so that it prints nicely.

In real life, it’s rare that you’ll use dbReadTable() because often database tables are too big to fit in memory, and you want bring back only a subset of the rows and columns.

### 23.4.3 Run a query

The way you’ll usually retrieve data is with dbGetQuery(). It takes a database connection and some SQL code and returns a data frame:

sql <- "  
 SELECT carat, cut, clarity, color, price   
 FROM diamonds   
 WHERE price > 15000  
"  
as\_tibble(dbGetQuery(con, sql))  
#> # A tibble: 1,655 × 5  
#> carat cut clarity color price  
#> <dbl> <fct> <fct> <fct> <int>  
#> 1 1.54 Premium VS2 E 15002  
#> 2 1.19 Ideal VVS1 F 15005  
#> 3 2.1 Premium SI1 I 15007  
#> 4 1.69 Ideal SI1 D 15011  
#> 5 1.5 Very Good VVS2 G 15013  
#> 6 1.73 Very Good VS1 G 15014  
#> # … with 1,649 more rows

Don’t worry if you’ve never seen SQL before; you’ll learn more about it shortly. But if you read it carefully, you might guess that it selects five columns of the diamonds dataset and all the rows where price is greater than 15,000.

You’ll need to be a little careful with dbGetQuery() since it can potentially return more data than you have memory. We won’t discuss it further here, but if you’re dealing with very large datasets it’s possible to deal with a “page” of data at a time by using dbSendQuery() to get a “result set” which you can page through by calling dbFetch() until dbHasCompleted() returns TRUE.

### 23.4.4 Other functions

There are lots of other functions in DBI that you might find useful if you’re managing your own data (like dbWriteTable() which we used in [Section 23.3.2](#sec-load-data)), but we’re going to skip past them in the interest of staying focused on working with data that already lives in a database.

## 23.5 dbplyr basics

Now that you’ve learned the low-level basics for connecting to a database and running a query, we’re going to switch it up a bit and learn a bit about dbplyr. dbplyr is a dplyr **backend**, which means that you keep writing dplyr code but the backend executes it differently. In this, dbplyr translates to SQL; other backends include [dtplyr](https://dtplyr.tidyverse.org) which translates to [data.table](https://r-datatable.com), and [multidplyr](https://multidplyr.tidyverse.org) which executes your code on multiple cores.

To use dbplyr, you must first use tbl() to create an object that represents a database table:

diamonds\_db <- tbl(con, "diamonds")  
diamonds\_db  
#> # Source: table<diamonds> [?? x 10]  
#> # Database: DuckDB 0.6.2-dev1166 [unknown@Linux 5.4.0-1088-aws:R 4.2.2/:memory:]  
#> carat cut color clarity depth table price x y z  
#> <dbl> <fct> <fct> <fct> <dbl> <dbl> <int> <dbl> <dbl> <dbl>  
#> 1 0.23 Ideal E SI2 61.5 55 326 3.95 3.98 2.43  
#> 2 0.21 Premium E SI1 59.8 61 326 3.89 3.84 2.31  
#> 3 0.23 Good E VS1 56.9 65 327 4.05 4.07 2.31  
#> 4 0.29 Premium I VS2 62.4 58 334 4.2 4.23 2.63  
#> 5 0.31 Good J SI2 63.3 58 335 4.34 4.35 2.75  
#> 6 0.24 Very Good J VVS2 62.8 57 336 3.94 3.96 2.48  
#> # … with more rows

|  |
| --- |
| Note |
| There are two other common ways to interact with a database. First, many corporate databases are very large so you need some hierarchy to keep all the tables organised. In that case you might need to supply a schema, or a catalog and a schema, in order to pick the table you’re interested in:  diamonds\_db <- tbl(con, in\_schema("sales", "diamonds")) diamonds\_db <- tbl(con, in\_catalog("north\_america", "sales", "diamonds"))  Other times you might want to use your own SQL query as a starting point:  diamonds\_db <- tbl(con, sql("SELECT \* FROM diamonds")) |

This object is **lazy**; when you use dplyr verbs on it, dplyr doesn’t do any work: it just records the sequence of operations that you want to perform and only performs them when needed. For example, take the following pipeline:

big\_diamonds\_db <- diamonds\_db |>   
 filter(price > 15000) |>   
 select(carat:clarity, price)  
  
big\_diamonds\_db  
#> # Source: SQL [?? x 5]  
#> # Database: DuckDB 0.6.2-dev1166 [unknown@Linux 5.4.0-1088-aws:R 4.2.2/:memory:]  
#> carat cut color clarity price  
#> <dbl> <fct> <fct> <fct> <int>  
#> 1 1.54 Premium E VS2 15002  
#> 2 1.19 Ideal F VVS1 15005  
#> 3 2.1 Premium I SI1 15007  
#> 4 1.69 Ideal D SI1 15011  
#> 5 1.5 Very Good G VVS2 15013  
#> 6 1.73 Very Good G VS1 15014  
#> # … with more rows

You can tell this object represents a database query because it prints the DBMS name at the top, and while it tells you the number of columns, it typically doesn’t know the number of rows. This is because finding the total number of rows usually requires executing the complete query, something we’re trying to avoid.

You can see the SQL code generated by the dbplyr function show\_query():

big\_diamonds\_db |>  
 show\_query()  
#> <SQL>  
#> SELECT carat, cut, color, clarity, price  
#> FROM diamonds  
#> WHERE (price > 15000.0)

To get all the data back into R, you call collect(). Behind the scenes, this generates the SQL, calls dbGetQuery() to get the data, then turns the result into a tibble:

big\_diamonds <- big\_diamonds\_db |>   
 collect()  
big\_diamonds  
#> # A tibble: 1,655 × 5  
#> carat cut color clarity price  
#> <dbl> <fct> <fct> <fct> <int>  
#> 1 1.54 Premium E VS2 15002  
#> 2 1.19 Ideal F VVS1 15005  
#> 3 2.1 Premium I SI1 15007  
#> 4 1.69 Ideal D SI1 15011  
#> 5 1.5 Very Good G VVS2 15013  
#> 6 1.73 Very Good G VS1 15014  
#> # … with 1,649 more rows

Typically, you’ll use dbplyr to select the data you want from the database, performing basic filtering and aggregation using the translations described below. Then, once you’re ready to analyse the data with functions that are unique to R, you’ll collect() the data to get an in-memory tibble, and continue your work with pure R code.

## 23.6 SQL

The rest of the chapter will teach you a little SQL through the lens of dbplyr. It’s a rather non-traditional introduction to SQL but we hope it will get you quickly up to speed with the basics. Luckily, if you understand dplyr you’re in a great place to quickly pick up SQL because so many of the concepts are the same.

We’ll explore the relationship between dplyr and SQL using a couple of old friends from the nycflights13 package: flights and planes. These datasets are easy to get into our learning database because dbplyr has a function designed for this exact scenario:

dbplyr::copy\_nycflights13(con)  
#> Creating table: airlines  
#> Creating table: airports  
#> Creating table: flights  
#> Creating table: planes  
#> Creating table: weather  
flights <- tbl(con, "flights")  
planes <- tbl(con, "planes")

### 23.6.1 SQL basics

The top-level components of SQL are called **statements**. Common statements include CREATE for defining new tables, INSERT for adding data, and SELECT for retrieving data. We will on focus on SELECT statements, also called **queries**, because they are almost exclusively what you’ll use as a data scientist.

A query is made up of **clauses**. There are five important clauses: SELECT, FROM, WHERE, ORDER BY, and GROUP BY. Every query must have the SELECT[[44]](#footnote-44) and FROM[[45]](#footnote-45) clauses and the simplest query is SELECT \* FROM table, which selects all columns from the specified table . This is what dbplyr generates for an unadulterated table :

flights |> show\_query()  
#> <SQL>  
#> SELECT \*  
#> FROM flights  
planes |> show\_query()  
#> <SQL>  
#> SELECT \*  
#> FROM planes

WHERE and ORDER BY control which rows are included and how they are ordered:

flights |>   
 filter(dest == "IAH") |>   
 arrange(dep\_delay) |>  
 show\_query()  
#> <SQL>  
#> SELECT \*  
#> FROM flights  
#> WHERE (dest = 'IAH')  
#> ORDER BY dep\_delay

GROUP BY converts the query to a summary, causing aggregation to happen:

flights |>   
 group\_by(dest) |>   
 summarize(dep\_delay = mean(dep\_delay, na.rm = TRUE)) |>   
 show\_query()  
#> <SQL>  
#> SELECT dest, AVG(dep\_delay) AS dep\_delay  
#> FROM flights  
#> GROUP BY dest

There are two important differences between dplyr verbs and SELECT clauses:

* In SQL, case doesn’t matter: you can write select, SELECT, or even SeLeCt. In this book we’ll stick with the common convention of writing SQL keywords in uppercase to distinguish them from table or variables names.
* In SQL, order matters: you must always write the clauses in the order SELECT, FROM, WHERE, GROUP BY, ORDER BY. Confusingly, this order doesn’t match how the clauses actually evaluated which is first FROM, then WHERE, GROUP BY, SELECT, and ORDER BY.

The following sections explore each clause in more detail.

|  |
| --- |
| Note |
| Note that while SQL is a standard, it is extremely complex and no database follows it exactly. While the main components that we’ll focus on in this book are very similar between DBMSs, there are many minor variations. Fortunately, dbplyr is designed to handle this problem and generates different translations for different databases. It’s not perfect, but it’s continually improving, and if you hit a problem you can file an issue [on GitHub](https://github.com/tidyverse/dbplyr/issues/) to help us do better. |

### 23.6.2 SELECT

The SELECT clause is the workhorse of queries and performs the same job as select(), mutate(), rename(), relocate(), and, as you’ll learn in the next section, summarize().

select(), rename(), and relocate() have very direct translations to SELECT as they just affect where a column appears (if at all) along with its name:

planes |>   
 select(tailnum, type, manufacturer, model, year) |>   
 show\_query()  
#> <SQL>  
#> SELECT tailnum, "type", manufacturer, model, "year"  
#> FROM planes  
  
planes |>   
 select(tailnum, type, manufacturer, model, year) |>   
 rename(year\_built = year) |>   
 show\_query()  
#> <SQL>  
#> SELECT tailnum, "type", manufacturer, model, "year" AS year\_built  
#> FROM planes  
  
planes |>   
 select(tailnum, type, manufacturer, model, year) |>   
 relocate(manufacturer, model, .before = type) |>   
 show\_query()  
#> <SQL>  
#> SELECT tailnum, manufacturer, model, "type", "year"  
#> FROM planes

This example also shows you how SQL does renaming. In SQL terminology renaming is called **aliasing** and is done with AS. Note that unlike mutate(), the old name is on the left and the new name is on the right.

|  |
| --- |
| Note |
| In the examples above note that "year" and "type" are wrapped in double quotes. That’s because these are **reserved words** in duckdb, so dbplyr quotes them to avoid any potential confusion between column/table names and SQL operators.  When working with other databases you’re likely to see every variable name quotes because only a handful of client packages, like duckdb, know what all the reserved words are, so they quote everything to be safe.  SELECT "tailnum", "type", "manufacturer", "model", "year" FROM "planes"  Some other database systems use backticks instead of quotes:  SELECT `tailnum`, `type`, `manufacturer`, `model`, `year` FROM `planes` |

The translations for mutate() are similarly straightforward: each variable becomes a new expression in SELECT:

flights |>   
 mutate(  
 speed = distance / (air\_time / 60)  
 ) |>   
 show\_query()  
#> <SQL>  
#> SELECT \*, distance / (air\_time / 60.0) AS speed  
#> FROM flights

We’ll come back to the translation of individual components (like /) in [Section 23.7](#sec-sql-expressions).

### 23.6.3 FROM

The FROM clause defines the data source. It’s going to be rather uninteresting for a little while, because we’re just using single tables. You’ll see more complex examples once we hit the join functions.

### 23.6.4 GROUP BY

group\_by() is translated to the GROUP BY[[46]](#footnote-46) clause and summarize() is translated to the SELECT clause:

diamonds\_db |>   
 group\_by(cut) |>   
 summarize(  
 n = n(),  
 avg\_price = mean(price, na.rm = TRUE)  
 ) |>   
 show\_query()  
#> <SQL>  
#> SELECT cut, COUNT(\*) AS n, AVG(price) AS avg\_price  
#> FROM diamonds  
#> GROUP BY cut

We’ll come back to what’s happening with translation n() and mean() in [Section 23.7](#sec-sql-expressions).

### 23.6.5 WHERE

filter() is translated to the WHERE clause:

flights |>   
 filter(dest == "IAH" | dest == "HOU") |>   
 show\_query()  
#> <SQL>  
#> SELECT \*  
#> FROM flights  
#> WHERE (dest = 'IAH' OR dest = 'HOU')  
  
flights |>   
 filter(arr\_delay > 0 & arr\_delay < 20) |>   
 show\_query()  
#> <SQL>  
#> SELECT \*  
#> FROM flights  
#> WHERE (arr\_delay > 0.0 AND arr\_delay < 20.0)

There are a few important details to note here:

* | becomes OR and & becomes AND.
* SQL uses = for comparison, not ==. SQL doesn’t have assignment, so there’s no potential for confusion there.
* SQL uses only '' for strings, not "". In SQL, "" is used to identify variables, like R’s ``.

Another useful SQL operator is IN, which is very close to R’s %in%:

flights |>   
 filter(dest %in% c("IAH", "HOU")) |>   
 show\_query()  
#> <SQL>  
#> SELECT \*  
#> FROM flights  
#> WHERE (dest IN ('IAH', 'HOU'))

SQL uses NULL instead of NA. NULLs behave similarly to NAs. The main difference is that while they’re “infectious” in comparisons and arithmetic, they are silently dropped when summarizing. dbplyr will remind you about this behavior the first time you hit it:

flights |>   
 group\_by(dest) |>   
 summarize(delay = mean(arr\_delay))  
#> Warning: Missing values are always removed in SQL aggregation functions.  
#> Use `na.rm = TRUE` to silence this warning  
#> This warning is displayed once every 8 hours.  
#> # Source: SQL [?? x 2]  
#> # Database: DuckDB 0.6.2-dev1166 [unknown@Linux 5.4.0-1088-aws:R 4.2.2/:memory:]  
#> dest delay  
#> <chr> <dbl>  
#> 1 ATL 11.3   
#> 2 ORD 5.88   
#> 3 RDU 10.1   
#> 4 IAD 13.9   
#> 5 DTW 5.43   
#> 6 LAX 0.547  
#> # … with more rows

If you want to learn more about how NULLs work, you might enjoy “[*Three valued logic*](https://modern-sql.com/concept/three-valued-logic)” by Markus Winand.

In general, you can work with NULLs using the functions you’d use for NAs in R:

flights |>   
 filter(!is.na(dep\_delay)) |>   
 show\_query()  
#> <SQL>  
#> SELECT \*  
#> FROM flights  
#> WHERE (NOT((dep\_delay IS NULL)))

This SQL query illustrates one of the drawbacks of dbplyr: while the SQL is correct, it isn’t as simple as you might write by hand. In this case, you could drop the parentheses and use a special operator that’s easier to read:

WHERE "dep\_delay" IS NOT NULL

Note that if you filter() a variable that you created using a summarize, dbplyr will generate a HAVING clause, rather than a FROM clause. This is a one of the idiosyncracies of SQL created because WHERE is evaluated before SELECT, so it needs another clause that’s evaluated afterwards.

diamonds\_db |>   
 group\_by(cut) |>   
 summarize(n = n()) |>   
 filter(n > 100) |>   
 show\_query()  
#> <SQL>  
#> SELECT cut, COUNT(\*) AS n  
#> FROM diamonds  
#> GROUP BY cut  
#> HAVING (COUNT(\*) > 100.0)

### 23.6.6 ORDER BY

Ordering rows involves a straightforward translation from arrange() to the ORDER BY clause:

flights |>   
 arrange(year, month, day, desc(dep\_delay)) |>   
 show\_query()  
#> <SQL>  
#> SELECT \*  
#> FROM flights  
#> ORDER BY "year", "month", "day", dep\_delay DESC

Notice how desc() is translated to DESC: this is one of the many dplyr functions whose name was directly inspired by SQL.

### 23.6.7 Subqueries

Sometimes it’s not possible to translate a dplyr pipeline into a single SELECT statement and you need to use a subquery. A **subquery** is just a query used as a data source in the FROM clause, instead of the usual table.

dbplyr typically uses subqueries to work around limitations of SQL. For example, expressions in the SELECT clause can’t refer to columns that were just created. That means that the following (silly) dplyr pipeline needs to happen in two steps: the first (inner) query computes year1 and then the second (outer) query can compute year2.

flights |>   
 mutate(  
 year1 = year + 1,  
 year2 = year1 + 1  
 ) |>   
 show\_query()  
#> <SQL>  
#> SELECT \*, year1 + 1.0 AS year2  
#> FROM (  
#> SELECT \*, "year" + 1.0 AS year1  
#> FROM flights  
#> ) q01

You’ll also see this if you attempted to filter() a variable that you just created. Remember, even though WHERE is written after SELECT, it’s evaluated before it, so we need a subquery in this (silly) example:

flights |>   
 mutate(year1 = year + 1) |>   
 filter(year1 == 2014) |>   
 show\_query()  
#> <SQL>  
#> SELECT \*  
#> FROM (  
#> SELECT \*, "year" + 1.0 AS year1  
#> FROM flights  
#> ) q01  
#> WHERE (year1 = 2014.0)

Sometimes dbplyr will create a subquery where it’s not needed because it doesn’t yet know how to optimize that translation. As dbplyr improves over time, these cases will get rarer but will probably never go away.

### 23.6.8 Joins

If you’re familiar with dplyr’s joins, SQL joins are very similar. Here’s a simple example:

flights |>   
 left\_join(planes |> rename(year\_built = year), by = "tailnum") |>   
 show\_query()  
#> <SQL>  
#> SELECT  
#> flights.\*,  
#> planes."year" AS year\_built,  
#> "type",  
#> manufacturer,  
#> model,  
#> engines,  
#> seats,  
#> speed,  
#> engine  
#> FROM flights  
#> LEFT JOIN planes  
#> ON (flights.tailnum = planes.tailnum)

The main thing to notice here is the syntax: SQL joins use sub-clauses of the FROM clause to bring in additional tables, using ON to define how the tables are related.

dplyr’s names for these functions are so closely connected to SQL that you can easily guess the equivalent SQL for inner\_join(), right\_join(), and full\_join():

SELECT flights.\*, "type", manufacturer, model, engines, seats, speed  
FROM flights  
INNER JOIN planes ON (flights.tailnum = planes.tailnum)  
  
SELECT flights.\*, "type", manufacturer, model, engines, seats, speed  
FROM flights  
RIGHT JOIN planes ON (flights.tailnum = planes.tailnum)  
  
SELECT flights.\*, "type", manufacturer, model, engines, seats, speed  
FROM flights  
FULL JOIN planes ON (flights.tailnum = planes.tailnum)

You’re likely to need many joins when working with data from a database. That’s because database tables are often stored in a highly normalized form, where each “fact” is stored in a single place and to keep a complete dataset for analysis you need to navigate a complex network of tables connected by primary and foreign keys. If you hit this scenario, the [dm package](https://cynkra.github.io/dm/), by Tobias Schieferdecker, Kirill Müller, and Darko Bergant, is a life saver. It can automatically determine the connections between tables using the constraints that DBAs often supply, visualize the connections so you can see what’s going on, and generate the joins you need to connect one table to another.

### 23.6.9 Other verbs

dbplyr also translates other verbs like distinct(), slice\_\*(), and intersect(), and a growing selection of tidyr functions like pivot\_longer() and pivot\_wider(). The easiest way to see the full set of what’s currently available is to visit the dbplyr website: <https://dbplyr.tidyverse.org/reference/>.

### 23.6.10 Exercises

1. What is distinct() translated to? How about head()?
2. Explain what each of the following SQL queries do and try recreate them using dbplyr.

* SELECT \*   
  FROM flights  
  WHERE dep\_delay < arr\_delay  
    
  SELECT \*, distance / (airtime / 60) AS speed  
  FROM flights

## 23.7 Function translations

So far we’ve focused on the big picture of how dplyr verbs are translated to the clauses of a query. Now we’re going to zoom in a little and talk about the translation of the R functions that work with individual columns, e.g. what happens when you use mean(x) in a summarize()?

To help see what’s going on, we’ll use a couple of little helper functions that run a summarize() or mutate() and show the generated SQL. That will make it a little easier to explore a few variations and see how summaries and transformations can differ.

summarize\_query <- function(df, ...) {  
 df |>   
 summarize(...) |>   
 show\_query()  
}  
mutate\_query <- function(df, ...) {  
 df |>   
 mutate(..., .keep = "none") |>   
 show\_query()  
}

Let’s dive in with some summaries! Looking at the code below you’ll notice that some summary functions, like mean(), have a relatively simple translation while others, like median(), are much more complex. The complexity is typically higher for operations that are common in statistics but less common in databases.

flights |>   
 group\_by(year, month, day) |>   
 summarize\_query(  
 mean = mean(arr\_delay, na.rm = TRUE),  
 median = median(arr\_delay, na.rm = TRUE)  
 )  
#> `summarise()` has grouped output by "year" and "month". You can override  
#> using the `.groups` argument.  
#> <SQL>  
#> SELECT  
#> "year",  
#> "month",  
#> "day",  
#> AVG(arr\_delay) AS mean,  
#> PERCENTILE\_CONT(0.5) WITHIN GROUP (ORDER BY arr\_delay) AS median  
#> FROM flights  
#> GROUP BY "year", "month", "day"

The translation of summary functions becomes more complicated when you use them inside a mutate() because they have to turn into a window function. In SQL, you turn an ordinary aggregation function into a window function by adding OVER after it:

flights |>   
 group\_by(year, month, day) |>   
 mutate\_query(  
 mean = mean(arr\_delay, na.rm = TRUE),  
 )  
#> <SQL>  
#> SELECT  
#> "year",  
#> "month",  
#> "day",  
#> AVG(arr\_delay) OVER (PARTITION BY "year", "month", "day") AS mean  
#> FROM flights

In SQL, the GROUP BY clause is used exclusively for summary so here you can see that the grouping has moved to the PARTITION BY argument to OVER.

Window functions include all functions that look forward or backwards, like lead() and lag():

flights |>   
 group\_by(dest) |>   
 arrange(time\_hour) |>   
 mutate\_query(  
 lead = lead(arr\_delay),  
 lag = lag(arr\_delay)  
 )  
#> <SQL>  
#> SELECT  
#> dest,  
#> LEAD(arr\_delay, 1, NULL) OVER (PARTITION BY dest ORDER BY time\_hour) AS lead,  
#> LAG(arr\_delay, 1, NULL) OVER (PARTITION BY dest ORDER BY time\_hour) AS lag  
#> FROM flights  
#> ORDER BY time\_hour

Here it’s important to arrange() the data, because SQL tables have no intrinsic order. In fact, if you don’t use arrange() you might get the rows back in a different order every time! Notice for window functions, the ordering information is repeated: the ORDER BY clause of the main query doesn’t automatically apply to window functions.

Another important SQL function is CASE WHEN. It’s used as the translation of if\_else() and case\_when(), the dplyr function that it directly inspired. Here’s a couple of simple examples:

flights |>   
 mutate\_query(  
 description = if\_else(arr\_delay > 0, "delayed", "on-time")  
 )  
#> <SQL>  
#> SELECT CASE WHEN (arr\_delay > 0.0) THEN 'delayed' WHEN NOT (arr\_delay > 0.0) THEN 'on-time' END AS description  
#> FROM flights  
flights |>   
 mutate\_query(  
 description =   
 case\_when(  
 arr\_delay < -5 ~ "early",   
 arr\_delay < 5 ~ "on-time",  
 arr\_delay >= 5 ~ "late"  
 )  
 )  
#> <SQL>  
#> SELECT CASE  
#> WHEN (arr\_delay < -5.0) THEN 'early'  
#> WHEN (arr\_delay < 5.0) THEN 'on-time'  
#> WHEN (arr\_delay >= 5.0) THEN 'late'  
#> END AS description  
#> FROM flights

CASE WHEN is also used for some other functions that don’t have a direct translation from R to SQL. A good example of this is cut():

flights |>   
 mutate\_query(  
 description = cut(  
 arr\_delay,   
 breaks = c(-Inf, -5, 5, Inf),   
 labels = c("early", "on-time", "late")  
 )  
 )  
#> <SQL>  
#> SELECT CASE  
#> WHEN (arr\_delay <= -5.0) THEN 'early'  
#> WHEN (arr\_delay <= 5.0) THEN 'on-time'  
#> WHEN (arr\_delay > 5.0) THEN 'late'  
#> END AS description  
#> FROM flights

dbplyr also translates common string and date-time manipulation functions, which you can learn about in vignette("translation-function", package = "dbplyr"). dbplyr’s translations are certainly not perfect, and there are many R functions that aren’t translated yet, but dbplyr does a surprisingly good job covering the functions that you’ll use most of the time.

## 23.8 Summary

In this chapter you learned how to access data from databases. We focused on dbplyr, a dplyr “backend” that allows you to write the dplyr code you’re familiar with, and have it be automatically translated to SQL. We used that translation to teach you a little SQL; it’s important to learn some SQL because it’s *the* most commonly used language for working with data and knowing some will it easier for you to communicate with other data folks who don’t use R. If you’ve finished this chapter and would like to learn more about SQL. We have two recommendations:

* [*SQL for Data Scientists*](https://sqlfordatascientists.com) by Renée M. P. Teate is an introduction to SQL designed specifically for the needs of data scientists, and includes examples of the sort of highly interconnected data you’re likely to encounter in real organisations.
* [*Practical SQL*](https://www.practicalsql.com) by Anthony DeBarros is written from the perspective of a data journalist (a data scientist specialized in telling compelling stories) and goes into more detail about getting your data into a database and running your own DBMS.

In the next chapter, we’ll learn about another dplyr backend for working with large data: arrow. Arrow is designed for working with large files on disk, and is a natural complement to databases.

# 24. Arrow

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 24.1 Introduction

CSV files are designed to be easily read by humans. They’re a good interchange format because they’re very simple and they can be read by every tool under the sun. But CSV files aren’t very efficient: you have to do quite a lot of work to read the data into R. In this chapter, you’ll learn about a powerful alternative: the [parquet format](https://parquet.apache.org/), an open standards-based format widely used by big data systems.

We’ll pair parquet files with [Apache Arrow](https://arrow.apache.org), a multi-language toolbox designed for efficient analysis and transport of large data sets. We’ll use Apache Arrow via the the [arrow package](https://arrow.apache.org/docs/r/), which provides a dplyr backend allowing you to analyze larger-than-memory datasets using familiar dplyr syntax. As an additional benefit, arrow is extremely fast: you’ll see some examples later in the chapter.

Both arrow and dbplyr provide dplyr backends, so you might wonder when to use each. In many cases, the choice is made for you, as in the data is already in a database or in parquet files, and you’ll want to work with it as is. But if you’re starting with your own data (perhaps CSV files), you can either load it into a database or convert it to parquet. In general, it’s hard to know what will work best, so in the early stages of your analysis we’d encourage you to try both and pick the one that works the best for you.

(A big thanks to Danielle Navarro who contributed the initial version of this chapter.)

### 24.1.1 Prerequisites

In this chapter, we’ll continue to use the tidyverse, particularly dplyr, but we’ll pair it with the arrow package which is designed specifically for working with large data.

library(tidyverse)  
library(arrow)

Later in the chapter, we’ll also see some connections between arrow and duckdb, so we’ll also need dbplyr and duckdb.

library(dbplyr, warn.conflicts = FALSE)  
library(duckdb)  
#> Loading required package: DBI

## 24.2 Getting the data

We begin by getting a dataset worthy of these tools: a data set of item checkouts from Seattle public libraries, available online at [data.seattle.gov/Community/Checkouts-by-Title/tmmm-ytt6](https://data.seattle.gov/Community/Checkouts-by-Title/tmmm-ytt6). This dataset contains 41,389,465 rows that tell you how many times each book was checked out each month from April 2005 to October 2022.

The following code will get you a cached copy of the data. The data is a 9GB CSV file, so it will take some time to download. I highly recommend using curl::multidownload() to get very large files as it’s built for exactly this purpose: it gives you a progress bar and it can resume the download if its interrupted.

dir.create("data", showWarnings = FALSE)  
  
curl::multi\_download(  
 "https://r4ds.s3.us-west-2.amazonaws.com/seattle-library-checkouts.csv",  
 "data/seattle-library-checkouts.csv",  
 resume = TRUE  
)

## 24.3 Opening a dataset

Let’s start by taking a look at the data. At 9GB, this file is large enough that we probably don’t want to load the whole thing into memory. A good rule of thumb is that you usually want at least twice as much memory as the size of the data, and many laptops top out at 16 Gb. This means we want to avoid read\_csv() and instead use the arrow::open\_dataset():

# partial schema for ISBN column only  
opts <- CsvConvertOptions$create(col\_types = schema(ISBN = string()))  
  
seattle\_csv <- open\_dataset(  
 sources = "data/seattle-library-checkouts.csv",   
 format = "csv",  
 convert\_options = opts  
)

(Here we’ve had to use some relatively advanced code to parse the ISBN variable correctly: this is because the first ~83,000 rows don’t contain any data so arrow guesses the wrong types. The arrow team is aware of this problem and there will hopefully be a better approach by the time you read this chapter.)

What happens when this code is run? open\_dataset() will scan a few thousand rows to figure out the structure of the data set. Then it records what it’s found and stops; it will only read further rows as you specifically request them. This metadata is what we see if we print seattle\_csv:

seattle\_csv  
#> FileSystemDataset with 1 csv file  
#> UsageClass: string  
#> CheckoutType: string  
#> MaterialType: string  
#> CheckoutYear: int64  
#> CheckoutMonth: int64  
#> Checkouts: int64  
#> Title: string  
#> ISBN: string  
#> Creator: string  
#> Subjects: string  
#> Publisher: string  
#> PublicationYear: string

The first line in the output tells you that seattle\_csv is stored locally on-disk as a single CSV file; it will only be loaded into memory as needed. The remainder of the output tells you the column type that arrow has imputed for each column.

We can see what’s actually in with glimpse(). This reveals that there are ~41 million rows and 12 columns, and shows us a few values.

seattle\_csv |> glimpse()  
#> FileSystemDataset with 1 csv file  
#> 41,389,465 rows x 12 columns  
#> $ UsageClass <string> "Physical", "Physical", "Digital", "Physical", "Ph…  
#> $ CheckoutType <string> "Horizon", "Horizon", "OverDrive", "Horizon", "Hor…  
#> $ MaterialType <string> "BOOK", "BOOK", "EBOOK", "BOOK", "SOUNDDISC", "BOO…  
#> $ CheckoutYear <int64> 2016, 2016, 2016, 2016, 2016, 2016, 2016, 2016, 20…  
#> $ CheckoutMonth <int64> 6, 6, 6, 6, 6, 6, 6, 6, 6, 6, 6, 6, 6, 6, 6, 6, 6,…  
#> $ Checkouts <int64> 1, 1, 1, 1, 1, 1, 1, 1, 4, 1, 1, 2, 3, 2, 1, 3, 2,…  
#> $ Title <string> "Super rich : a guide to having it all / Russell S…  
#> $ ISBN <string> "", "", "", "", "", "", "", "", "", "", "", "", ""…  
#> $ Creator <string> "Simmons, Russell", "Barclay, James, 1965-", "Tim …  
#> $ Subjects <string> "Self realization, Conduct of life, Attitude Psych…  
#> $ Publisher <string> "Gotham Books,", "Pyr,", "Random House, Inc.", "Di…  
#> $ PublicationYear <string> "c2011.", "2010.", "2015", "2005.", "c2004.", "c20…

We can start to use this dataset with dplyr verbs, using collect() to force arrow to perform the computation and return some data. For example, this code tells us the total number of checkouts per year:

seattle\_csv |>   
 count(CheckoutYear, wt = Checkouts) |>   
 arrange(CheckoutYear) |>   
 collect()  
#> # A tibble: 18 × 2  
#> CheckoutYear n  
#> <int> <int>  
#> 1 2005 3798685  
#> 2 2006 6599318  
#> 3 2007 7126627  
#> 4 2008 8438486  
#> 5 2009 9135167  
#> 6 2010 8608966  
#> # … with 12 more rows

Thanks to arrow, this code will work regardless of how large the underlying dataset is. But it’s currently rather slow: on Hadley’s computer, it took ~10s to run. That’s not terrible given how much data we have, but we can make it much faster by switching to a better format.

## 24.4 The parquet format

To make this data easier to work with, lets switch to the parquet file format and split it up into multiple files. The following sections will first introduce you to parquet and partitioning, and then apply what we learned to the Seattle library data.

### 24.4.1 Advantages of parquet

Like CSV, parquet is used for rectangular data, but instead of being a text format that you can read with any file editor, it’s a custom binary format designed specifically for the needs of big data. This means that:

* Parquet files are usually smaller the equivalent CSV file. Parquet relies on [efficient encodings](https://parquet.apache.org/docs/file-format/data-pages/encodings/) to keep file size down, and supports file compression. This helps make parquet files fast because there’s less data to move from disk to memory.
* Parquet files have a rich type system. As we talked about in [Section 8.3](#sec-col-types), a CSV file does not provide any information about column types. For example, a CSV reader has to guess whether "08-10-2022" should be parsed as a string or a date. In contrast, parquet files store data in a way that records the type along with the data.
* Parquet files are “column-oriented”. This means that they’re organised column-by-column, much like R’s data frame. This typically leads to better performance for data analysis tasks compared to CSV files, which are organised row-by-row.
* Parquet files are “chunked”, which makes it possible to work on different parts of the file at the same time, and, if you’re lucky, to skip some chunks all together.

### 24.4.2 Partitioning

As datasets get larger and larger, storing all the data in a single file gets increasingly painful and it’s often useful to split large datasets across many files. When this structuring is done intelligently, this strategy can lead to significant improvements in performance because many analyses will only require a subset of the files.

There are no hard and fast rules about how to partition your data set: the results will depend on your data, access patterns, and the systems that read the data. You’re likely to need to do some experimentation before you find the ideal partitioning for your situation. As a rough guide, arrow suggests that you avoid files smaller than 20MB and larger than 2GB and avoid partitions that produce more than 10,000 files. You should also try to partition by variables that you filter by; as you’ll see shortly, that allows arrow to skip a lot of work by reading only the relevant files.

### 24.4.3 Rewriting the Seattle library data

Let’s apply these ideas to the Seattle library data to see how they play out in practice. We’re going to partition by CheckoutYear, since it’s likely some analyses will only want to look at recent data and partitioning by year yields 18 chunks of a reasonable size.

To rewrite the data we define the partition using dplyr::group\_by() and then save the partitions to a directory with arrow::write\_dataset(). write\_dataset() has two important arguments: a directory where we’ll create the files and the format we’ll use.

pq\_path <- "data/seattle-library-checkouts"

seattle\_csv |>  
 group\_by(CheckoutYear) |>  
 write\_dataset(path = pq\_path, format = "parquet")

This takes about a minute to run; as we’ll see shortly this is an initial investment that pays off by making future operations much much faster.

Let’s take a look at what we just produced:

tibble(  
 files = list.files(pq\_path, recursive = TRUE),  
 size\_MB = file.size(file.path(pq\_path, files)) / 1024^2  
)  
#> # A tibble: 18 × 2  
#> files size\_MB  
#> <chr> <dbl>  
#> 1 CheckoutYear=2005/part-0.parquet 109.  
#> 2 CheckoutYear=2006/part-0.parquet 164.  
#> 3 CheckoutYear=2007/part-0.parquet 178.  
#> 4 CheckoutYear=2008/part-0.parquet 195.  
#> 5 CheckoutYear=2009/part-0.parquet 214.  
#> 6 CheckoutYear=2010/part-0.parquet 222.  
#> # … with 12 more rows

Our single 9GB CSV file has been rewritten into 18 parquet files. The file names use a “self-describing” convention used by the [Apache Hive](https://hive.apache.org) project. Hive-style partitions name folders with a “key=value” convention, so as you might guess, the CheckoutYear=2005 directory contains all the data where CheckoutYear is 2005. Each file is between 100 and 300 MB and the total size is now around 4 GB, a little over half the size of the original CSV file. This is as we expect since parquet is a much more efficient format.

## 24.5 Using dplyr with arrow

Now we’ve created these parquet files, we’ll need to read them in again. We use open\_dataset() again, but this time we give it a directory:

seattle\_pq <- open\_dataset(pq\_path)

Now we can write our dplyr pipeline. For example, we could count the total number of books checked out in each month for the last five years:

query <- seattle\_pq |>   
 filter(CheckoutYear >= 2018, MaterialType == "BOOK") |>  
 group\_by(CheckoutYear, CheckoutMonth) |>  
 summarize(TotalCheckouts = sum(Checkouts)) |>  
 arrange(CheckoutYear, CheckoutMonth)

Writing dplyr code for arrow data is conceptually similar to dbplyr, [Chapter 23](#sec-import-databases): you write dplyr code, which is automatically transformed into a query that the Apache Arrow C++ library understands, which is then executed when you call collect(). If we print out the query object we can see a little information about what we expect Arrow to return when the execution takes place:

query  
#> FileSystemDataset (query)  
#> CheckoutYear: int32  
#> CheckoutMonth: int64  
#> TotalCheckouts: int64  
#>   
#> \* Grouped by CheckoutYear  
#> \* Sorted by CheckoutYear [asc], CheckoutMonth [asc]  
#> See $.data for the source Arrow object

And we can get the results by calling collect():

query |> collect()  
#> # A tibble: 58 × 3  
#> # Groups: CheckoutYear [5]  
#> CheckoutYear CheckoutMonth TotalCheckouts  
#> <int> <int> <int>  
#> 1 2018 1 355101  
#> 2 2018 2 309813  
#> 3 2018 3 344487  
#> 4 2018 4 330988  
#> 5 2018 5 318049  
#> 6 2018 6 341825  
#> # … with 52 more rows

Like dbplyr, arrow only understands some R expressions, so you may not be able to write exactly the same code you usually would. However, the list of operations and functions supported is fairly extensive and continues to grow; find a complete list of currently supported functions in ?acero.

### 24.5.1 Performance

Let’s take a quick look at the performance impact of switching from CSV to parquet. First, let’s time how long it takes to calculate the number of books checked out in each month of 2021, when the data is stored as a single large csv:

seattle\_csv |>   
 filter(CheckoutYear == 2021, MaterialType == "BOOK") |>  
 group\_by(CheckoutMonth) |>  
 summarize(TotalCheckouts = sum(Checkouts)) |>  
 arrange(desc(CheckoutMonth)) |>  
 collect() |>   
 system.time()  
#> user system elapsed   
#> 25.294 11.251 286.020

Now let’s use our new version of the data set in which the Seattle library checkout data has been partitioned into 18 smaller parquet files:

seattle\_pq |>   
 filter(CheckoutYear == 2021, MaterialType == "BOOK") |>  
 group\_by(CheckoutMonth) |>  
 summarize(TotalCheckouts = sum(Checkouts)) |>  
 arrange(desc(CheckoutMonth)) |>  
 collect() |>   
 system.time()  
#> user system elapsed   
#> 0.519 0.069 0.552

The ~100x speedup in performance is attributable to two factors: the multi-file partitioning, and the format of individual files:

* Partitioning improves performance because this query uses CheckoutYear == 2021 to filter the data, and arrow is smart enough to recognize that it only needs to read 1 of the 18 parquet files.
* The parquet format improves performance by storing data in a binary format that can be read more directly into memory. The column-wise format and rich metadata means that arrow only needs to read the four columns actually used in the query (CheckoutYear, MaterialType, CheckoutMonth, and Checkouts).

This massive difference in performance is why it pays off to convert large CSVs to parquet!

### 24.5.2 Using dbplyr with arrow

There’s one last advantage of parquet and arrow — it’s very easy to turn an arrow dataset into a DuckDB database ([Chapter 23](#sec-import-databases)) by calling arrow::to\_duckdb():

seattle\_pq |>   
 to\_duckdb() |>  
 filter(CheckoutYear >= 2018, MaterialType == "BOOK") |>  
 group\_by(CheckoutYear) |>  
 summarize(TotalCheckouts = sum(Checkouts)) |>  
 arrange(desc(CheckoutYear)) |>  
 collect()  
#> Warning: Missing values are always removed in SQL aggregation functions.  
#> Use `na.rm = TRUE` to silence this warning  
#> This warning is displayed once every 8 hours.  
#> # A tibble: 5 × 2  
#> CheckoutYear TotalCheckouts  
#> <int> <dbl>  
#> 1 2022 2431502  
#> 2 2021 2266438  
#> 3 2020 1241999  
#> 4 2019 3931688  
#> 5 2018 3987569

The neat thing about to\_duckdb() is that the transfer doesn’t involve any memory copying, and speaks to the goals of the arrow ecosystem: enabling seamless transitions from one computing environment to another.

## 24.6 Summary

In this chapter, you’ve been given a taste of the arrow package, which provides a dplyr backend for working with large on-disk datasets. It can work with CSV files, its much much faster if you convert your data to parquet. Parquet is a binary data format that’s designed specifically for data analysis on modern computers. Far fewer tools can work with parquet files compared to CSV, but it’s partitioned, compressed, and columnar structure makes it much more efficient to analyze.

Next up you’ll learn about your first non-rectangular data source, which you’ll handle using tools provided by the tidyr package. We’ll focus on data that comes from JSON files, but the general principles apply to tree-like data regardless of its source.

# 25. Hierarchical data

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 25.1 Introduction

In this chapter, you’ll learn the art of data **rectangling**, taking data that is fundamentally hierarchical, or tree-like, and converting it into a rectangular data frame made up of rows and columns. This is important because hierarchical data is surprisingly common, especially when working with data that comes from the web.

To learn about rectangling, you’ll need to first learn about lists, the data structure that makes hierarchical data possible. Then you’ll learn about two crucial tidyr functions: tidyr::unnest\_longer() and tidyr::unnest\_wider(). We’ll then show you a few case studies, applying these simple functions again and again to solve real problems. We’ll finish off by talking about JSON, the most frequent source of hierarchical datasets and a common format for data exchange on the web.

### 25.1.1 Prerequisites

In this chapter, we’ll use many functions from tidyr, a core member of the tidyverse. We’ll also use repurrrsive to provide some interesting datasets for rectangling practice, and we’ll finish by using jsonlite to read JSON files into R lists.

library(tidyverse)  
library(repurrrsive)  
library(jsonlite)

## 25.2 Lists

So far you’ve worked with data frames that contain simple vectors like integers, numbers, characters, date-times, and factors. These vectors are simple because they’re homogeneous: every element is of the same data type. If you want to store elements of different types in the same vector, you’ll need a **list**, which you create with list():

x1 <- list(1:4, "a", TRUE)  
x1  
#> [[1]]  
#> [1] 1 2 3 4  
#>   
#> [[2]]  
#> [1] "a"  
#>   
#> [[3]]  
#> [1] TRUE

It’s often convenient to name the components, or **children**, of a list, which you can do in the same way as naming the columns of a tibble:

x2 <- list(a = 1:2, b = 1:3, c = 1:4)  
x2  
#> $a  
#> [1] 1 2  
#>   
#> $b  
#> [1] 1 2 3  
#>   
#> $c  
#> [1] 1 2 3 4

Even for these very simple lists, printing takes up quite a lot of space. A useful alternative is str(), which generates a compact display of the **str**ucture, de-emphasizing the contents:

str(x1)  
#> List of 3  
#> $ : int [1:4] 1 2 3 4  
#> $ : chr "a"  
#> $ : logi TRUE  
str(x2)  
#> List of 3  
#> $ a: int [1:2] 1 2  
#> $ b: int [1:3] 1 2 3  
#> $ c: int [1:4] 1 2 3 4

As you can see, str() displays each child of the list on its own line. It displays the name, if present, then an abbreviation of the type, then the first few values.

### 25.2.1 Hierarchy

Lists can contain any type of object, including other lists. This makes them suitable for representing hierarchical (tree-like) structures:

x3 <- list(list(1, 2), list(3, 4))  
str(x3)  
#> List of 2  
#> $ :List of 2  
#> ..$ : num 1  
#> ..$ : num 2  
#> $ :List of 2  
#> ..$ : num 3  
#> ..$ : num 4

This is notably different to c(), which generates a flat vector:

c(c(1, 2), c(3, 4))  
#> [1] 1 2 3 4  
  
x4 <- c(list(1, 2), list(3, 4))  
str(x4)  
#> List of 4  
#> $ : num 1  
#> $ : num 2  
#> $ : num 3  
#> $ : num 4

As lists get more complex, str() gets more useful, as it lets you see the hierarchy at a glance:

x5 <- list(1, list(2, list(3, list(4, list(5)))))  
str(x5)  
#> List of 2  
#> $ : num 1  
#> $ :List of 2  
#> ..$ : num 2  
#> ..$ :List of 2  
#> .. ..$ : num 3  
#> .. ..$ :List of 2  
#> .. .. ..$ : num 4  
#> .. .. ..$ :List of 1  
#> .. .. .. ..$ : num 5

As lists get even larger and more complex, str() eventually starts to fail, and you’ll need to switch to View()[[47]](#footnote-47). [Figure 25.1](#fig-view-collapsed) shows the result of calling View(x4). The viewer starts by showing just the top level of the list, but you can interactively expand any of the components to see more, as in [Figure 25.2](#fig-view-expand-1). RStudio will also show you the code you need to access that element, as in [Figure 25.3](#fig-view-expand-2). We’ll come back to how this code works in [Section 29.2](#sec-subset-one).

|  |
| --- |
| Figure 25.1: The RStudio view lets you interactively explore a complex list. The viewer opens showing only the top level of the list. |

|  |
| --- |
| Figure 25.2: Clicking on the rightward facing triangle expands that component of the list so that you can also see its children. |

|  |
| --- |
| Figure 25.3: You can repeat this operation as many times as needed to get to the data you’re interested in. Note the bottom-left corner: if you click an element of the list, RStudio will give you the subsetting code needed to access it, in this case x4[[2]][[2]][[2]]. |

### 25.2.2 List-columns

Lists can also live inside a tibble, where we call them list-columns. List-columns are useful because they allow you to place objects in a tibble that wouldn’t usually belong in there. In particular, list-columns are used a lot in the [tidymodels](https://www.tidymodels.org) ecosystem, because they allow you to store things like model outputs or resamples in a data frame.

Here’s a simple example of a list-column:

df <- tibble(  
 x = 1:2,   
 y = c("a", "b"),  
 z = list(list(1, 2), list(3, 4, 5))  
)  
df  
#> # A tibble: 2 × 3  
#> x y z   
#> <int> <chr> <list>   
#> 1 1 a <list [2]>  
#> 2 2 b <list [3]>

There’s nothing special about lists in a tibble; they behave like any other column:

df |>   
 filter(x == 1)  
#> # A tibble: 1 × 3  
#> x y z   
#> <int> <chr> <list>   
#> 1 1 a <list [2]>

Computing with list-columns is harder, but that’s because computing with lists is harder in general; we’ll come back to that in [Chapter 28](#sec-iteration). In this chapter, we’ll focus on unnesting list-columns out into regular variables so you can use your existing tools on them.

The default print method just displays a rough summary of the contents. The list column could be arbitrarily complex, so there’s no good way to print it. If you want to see it, you’ll need to pull the list-column out and apply one of the techniques that you’ve learned above, like df |> pull(z) |> str() or df |> pull(z) |> View().

|  |
| --- |
| Base R |
| It’s possible to put a list in a column of a data.frame, but it’s a lot fiddlier because data.frame() treats a list as a list of columns:  data.frame(x = list(1:3, 3:5)) #> x.1.3 x.3.5 #> 1 1 3 #> 2 2 4 #> 3 3 5  You can force data.frame() to treat a list as a list of rows by wrapping it in list I(), but the result doesn’t print particularly well:  data.frame(  x = I(list(1:2, 3:5)),   y = c("1, 2", "3, 4, 5") ) #> x y #> 1 1, 2 1, 2 #> 2 3, 4, 5 3, 4, 5  It’s easier to use list-columns with tibbles because tibble() treats lists like vectors and the print method has been designed with lists in mind. |

## 25.3 Unnesting

Now that you’ve learned the basics of lists and list-columns, let’s explore how you can turn them back into regular rows and columns. Here we’ll use very simple sample data so you can get the basic idea; in the next section we’ll switch to real data.

List-columns tend to come in two basic forms: named and unnamed. When the children are **named**, they tend to have the same names in every row. For example, in df1, every element of list-column y has two elements named a and b. Named list-columns naturally unnest into columns: each named element becomes a new named column.

df1 <- tribble(  
 ~x, ~y,  
 1, list(a = 11, b = 12),  
 2, list(a = 21, b = 22),  
 3, list(a = 31, b = 32),  
)

When the children are **unnamed**, the number of elements tends to vary from row-to-row. For example, in df2, the elements of list-column y are unnamed and vary in length from one to three. Unnamed list-columns naturally unnest in to rows: you’ll get one row for each child.

df2 <- tribble(  
 ~x, ~y,  
 1, list(11, 12, 13),  
 2, list(21),  
 3, list(31, 32),  
)

tidyr provides two functions for these two cases: unnest\_wider() and unnest\_longer(). The following sections explain how they work.

### 25.3.1 unnest\_wider()

When each row has the same number of elements with the same names, like df1, it’s natural to put each component into its own column with unnest\_wider():

df1 |>   
 unnest\_wider(y)  
#> # A tibble: 3 × 3  
#> x a b  
#> <dbl> <dbl> <dbl>  
#> 1 1 11 12  
#> 2 2 21 22  
#> 3 3 31 32

By default, the names of the new columns come exclusively from the names of the list elements, but you can use the names\_sep argument to request that they combine the column name and the element name. This is useful for disambiguating repeated names.

df1 |>   
 unnest\_wider(y, names\_sep = "\_")  
#> # A tibble: 3 × 3  
#> x y\_a y\_b  
#> <dbl> <dbl> <dbl>  
#> 1 1 11 12  
#> 2 2 21 22  
#> 3 3 31 32

You’ll notice that unnest\_wider(), much like pivot\_wider(), turns implicit missing values in to explicit missing values.

### 25.3.2 unnest\_longer()

When each row contains an unnamed list, it’s most natural to put each element into its own row with unnest\_longer():

df2 |>   
 unnest\_longer(y)  
#> # A tibble: 6 × 2  
#> x y  
#> <dbl> <dbl>  
#> 1 1 11  
#> 2 1 12  
#> 3 1 13  
#> 4 2 21  
#> 5 3 31  
#> 6 3 32

Note how x is duplicated for each element inside of y: we get one row of output for each element inside the list-column. But what happens if one of the elements is empty, as in the following example?

df6 <- tribble(  
 ~x, ~y,  
 "a", list(1, 2),  
 "b", list(3),  
 "c", list()  
)  
df6 |> unnest\_longer(y)  
#> # A tibble: 3 × 2  
#> x y  
#> <chr> <dbl>  
#> 1 a 1  
#> 2 a 2  
#> 3 b 3

We get zero rows in the output, so the row effectively disappears. If you want to preserve that row, adding add NA in y by setting keep\_empty = TRUE.

### 25.3.3 Inconsistent types

What happens if you unnest a list-column that contains different types of vector? For example, take the following dataset where the list-column y contains two numbers, a factor, and a logical, which can’t normally be mixed in a single column.

df4 <- tribble(  
 ~x, ~y,  
 "a", list(1),  
 "b", list("a", TRUE, 5)  
)

unnest\_longer() always keeps the set of columns unchanged, while changing the number of rows. So what happens? How does unnest\_longer() produce five rows while keeping everything in y?

df4 |>   
 unnest\_longer(y)  
#> # A tibble: 4 × 2  
#> x y   
#> <chr> <list>   
#> 1 a <dbl [1]>  
#> 2 b <chr [1]>  
#> 3 b <lgl [1]>  
#> 4 b <dbl [1]>

As you can see, the output contains a list-column, but every element of the list-column contains a single element. Because unnest\_longer() can’t find a common type of vector, it keeps the original types in a list-column. You might wonder if this breaks the commandment that every element of a column must be the same type. It doesn’t: every element is a list, even though the contents are of different types.

Dealing with inconsistent types is challenging and the details depend on the precise nature of the problem and your goals, but you’ll mostly likely need tools from [Chapter 28](#sec-iteration).

### 25.3.4 Other functions

tidyr has a few other useful rectangling functions that we’re not going to cover in this book:

* unnest\_auto() automatically picks between unnest\_longer() and unnest\_wider() based on the structure of the list-column. It’s great for rapid exploration, but ultimately it’s a bad idea because it doesn’t force you to understand how your data is structured, and makes your code harder to understand.
* unnest() expands both rows and columns. It’s useful when you have a list-column that contains a 2d structure like a data frame, which you don’t see in this book, but you might encounter if you use the [tidymodels](https://www.tmwr.org/base-r.html#combining-base-r-models-and-the-tidyverse) ecosystem.
* hoist() allows you to reach into a deeply nested list and extract just the components that you need. It’s mostly equivalent to repeated invocations of unnest\_wider() + select() so read up on it if you’re trying to extract just a couple of important variables embedded in a bunch of data that you don’t care about.

These functions are good to know about as you might encounter them when reading other people’s code or tackling rarer rectangling challenges yourself.

### 25.3.5 Exercises

1. What happens when you use unnest\_wider() with unnamed list-columns like df2? What argument is now necessary?
2. What happens when you use unnest\_longer() with named list-columns like df1? What additional information do you get in the output? How can you suppress that extra detail?
3. From time-to-time you encounter data frames with multiple list-columns with aligned values. For example, in the following data frame, the values of y and z are aligned (i.e. y and z will always have the same length within a row, and the first value of y corresponds to the first value of z). What happens if you apply two unnest\_longer() calls to this data frame? How can you preserve the relationship between x and y? (Hint: carefully read the docs).

* df4 <- tribble(  
   ~x, ~y, ~z,  
   "a", list("y-a-1", "y-a-2"), list("z-a-1", "z-a-2"),  
   "b", list("y-b-1", "y-b-2", "y-b-3"), list("z-b-1", "z-b-2", "z-b-3")  
  )

## 25.4 Case studies

The main difference between the simple examples we used above and real data is that real data typically contains multiple levels of nesting that require multiple calls to unnest\_longer() and/or unnest\_wider(). To show that in action, this section works through three real rectangling challenges using datasets from the repurrrsive package.

### 25.4.1 Very wide data

We’ll start with gh\_repos. This is a list that contains data about a collection of GitHub repositories retrieved using the GitHub API. It’s a very deeply nested list so it’s difficult to show the structure in this book; we recommend exploring a little on your own with View(gh\_repos) before we continue.

gh\_repos is a list, but our tools work with list-columns, so we’ll begin by putting it into a tibble. We call this column json for reasons we’ll get to later.

repos <- tibble(json = gh\_repos)  
repos  
#> # A tibble: 6 × 1  
#> json   
#> <list>   
#> 1 <list [30]>  
#> 2 <list [30]>  
#> 3 <list [30]>  
#> 4 <list [26]>  
#> 5 <list [30]>  
#> 6 <list [30]>

This tibble contains 6 rows, one row for each child of gh\_repos. Each row contains a unnamed list with either 26 or 30 rows. Since these are unnamed, we’ll start with unnest\_longer() to put each child in its own row:

repos |>   
 unnest\_longer(json)  
#> # A tibble: 176 × 1  
#> json   
#> <list>   
#> 1 <named list [68]>  
#> 2 <named list [68]>  
#> 3 <named list [68]>  
#> 4 <named list [68]>  
#> 5 <named list [68]>  
#> 6 <named list [68]>  
#> # … with 170 more rows

At first glance, it might seem like we haven’t improved the situation: while we have more rows (176 instead of 6) each element of json is still a list. However, there’s an important difference: now each element is a **named** list so we can use unnest\_wider() to put each element into its own column:

repos |>   
 unnest\_longer(json) |>   
 unnest\_wider(json)   
#> # A tibble: 176 × 68  
#> id name full\_name owner private html\_url   
#> <int> <chr> <chr> <list> <lgl> <chr>   
#> 1 61160198 after gaborcsardi/after <named list> FALSE https://github…  
#> 2 40500181 argufy gaborcsardi/argu… <named list> FALSE https://github…  
#> 3 36442442 ask gaborcsardi/ask <named list> FALSE https://github…  
#> 4 34924886 baseimports gaborcsardi/base… <named list> FALSE https://github…  
#> 5 61620661 citest gaborcsardi/cite… <named list> FALSE https://github…  
#> 6 33907457 clisymbols gaborcsardi/clis… <named list> FALSE https://github…  
#> # … with 170 more rows, and 62 more variables: description <chr>,  
#> # fork <lgl>, url <chr>, forks\_url <chr>, keys\_url <chr>, …

This has worked but the result is a little overwhelming: there are so many columns that tibble doesn’t even print all of them! We can see them all with names(); and here we look at the first 10:

repos |>   
 unnest\_longer(json) |>   
 unnest\_wider(json) |>   
 names() |>   
 head(10)  
#> [1] "id" "name" "full\_name" "owner" "private"   
#> [6] "html\_url" "description" "fork" "url" "forks\_url"

Let’s pull out a few that look interesting:

repos |>   
 unnest\_longer(json) |>   
 unnest\_wider(json) |>   
 select(id, full\_name, owner, description)  
#> # A tibble: 176 × 4  
#> id full\_name owner description   
#> <int> <chr> <list> <chr>   
#> 1 61160198 gaborcsardi/after <named list [17]> Run Code in the Backgro…  
#> 2 40500181 gaborcsardi/argufy <named list [17]> Declarative function ar…  
#> 3 36442442 gaborcsardi/ask <named list [17]> Friendly CLI interactio…  
#> 4 34924886 gaborcsardi/baseimports <named list [17]> Do we get warnings for …  
#> 5 61620661 gaborcsardi/citest <named list [17]> Test R package and repo…  
#> 6 33907457 gaborcsardi/clisymbols <named list [17]> Unicode symbols for CLI…  
#> # … with 170 more rows

You can use this to work back to understand how gh\_repos was structured: each child was a GitHub user containing a list of up to 30 GitHub repositories that they created.

owner is another list-column, and since it contains a named list, we can use unnest\_wider() to get at the values:

repos |>   
 unnest\_longer(json) |>   
 unnest\_wider(json) |>   
 select(id, full\_name, owner, description) |>   
 unnest\_wider(owner)  
#> Error in `unnest\_wider()`:  
#> ! Can't duplicate names between the affected columns and the original  
#> data.  
#> ✖ These names are duplicated:  
#> ℹ `id`, from `owner`.  
#> ℹ Use `names\_sep` to disambiguate using the column name.  
#> ℹ Or use `names\_repair` to specify a repair strategy.

Uh oh, this list column also contains an id column and we can’t have two id columns in the same data frame. As suggested, lets use names\_sep to resolve the problem:

repos |>   
 unnest\_longer(json) |>   
 unnest\_wider(json) |>   
 select(id, full\_name, owner, description) |>   
 unnest\_wider(owner, names\_sep = "\_")  
#> # A tibble: 176 × 20  
#> id full\_name owner\_login owner…¹ owner\_avatar\_…² owner…³  
#> <int> <chr> <chr> <int> <chr> <chr>   
#> 1 61160198 gaborcsardi/after gaborcsardi 660288 https://avatar… ""   
#> 2 40500181 gaborcsardi/argufy gaborcsardi 660288 https://avatar… ""   
#> 3 36442442 gaborcsardi/ask gaborcsardi 660288 https://avatar… ""   
#> 4 34924886 gaborcsardi/baseimpor… gaborcsardi 660288 https://avatar… ""   
#> 5 61620661 gaborcsardi/citest gaborcsardi 660288 https://avatar… ""   
#> 6 33907457 gaborcsardi/clisymbols gaborcsardi 660288 https://avatar… ""   
#> # … with 170 more rows, 14 more variables: owner\_url <chr>,  
#> # owner\_html\_url <chr>, owner\_followers\_url <chr>, …

This gives another wide dataset, but you can get the sense that owner appears to contain a lot of additional data about the person who “owns” the repository.

### 25.4.2 Relational data

Nested data is sometimes used to represent data that we’d usually spread across multiple data frames. For example, take got\_chars which contains data about characters that appear in the Game of Thrones books and TV series. Like gh\_repos it’s a list, so we start by turning it into a list-column of a tibble:

chars <- tibble(json = got\_chars)  
chars  
#> # A tibble: 30 × 1  
#> json   
#> <list>   
#> 1 <named list [18]>  
#> 2 <named list [18]>  
#> 3 <named list [18]>  
#> 4 <named list [18]>  
#> 5 <named list [18]>  
#> 6 <named list [18]>  
#> # … with 24 more rows

The json column contains named elements, so we’ll start by widening it:

chars |>   
 unnest\_wider(json)  
#> # A tibble: 30 × 18  
#> url id name gender culture born   
#> <chr> <int> <chr> <chr> <chr> <chr>   
#> 1 https://www.anapio… 1022 Theon Greyjoy Male "Ironborn" "In 278 AC or …  
#> 2 https://www.anapio… 1052 Tyrion Lannist… Male "" "In 273 AC, at…  
#> 3 https://www.anapio… 1074 Victarion Grey… Male "Ironborn" "In 268 AC or …  
#> 4 https://www.anapio… 1109 Will Male "" ""   
#> 5 https://www.anapio… 1166 Areo Hotah Male "Norvoshi" "In 257 AC or …  
#> 6 https://www.anapio… 1267 Chett Male "" "At Hag's Mire"  
#> # … with 24 more rows, and 12 more variables: died <chr>, alive <lgl>,  
#> # titles <list>, aliases <list>, father <chr>, mother <chr>, …

And selecting a few columns to make it easier to read:

characters <- chars |>   
 unnest\_wider(json) |>   
 select(id, name, gender, culture, born, died, alive)  
characters  
#> # A tibble: 30 × 7  
#> id name gender culture born died   
#> <int> <chr> <chr> <chr> <chr> <chr>   
#> 1 1022 Theon Greyjoy Male "Ironborn" "In 278 AC or 27… ""   
#> 2 1052 Tyrion Lannister Male "" "In 273 AC, at C… ""   
#> 3 1074 Victarion Greyjoy Male "Ironborn" "In 268 AC or be… ""   
#> 4 1109 Will Male "" "" "In 297 AC, at…  
#> 5 1166 Areo Hotah Male "Norvoshi" "In 257 AC or be… ""   
#> 6 1267 Chett Male "" "At Hag's Mire" "In 299 AC, at…  
#> # … with 24 more rows, and 1 more variable: alive <lgl>

This dataset contains also many list-columns:

chars |>   
 unnest\_wider(json) |>   
 select(id, where(is.list))  
#> # A tibble: 30 × 8  
#> id titles aliases allegiances books povBooks tvSeries playe…¹  
#> <int> <list> <list> <list> <list> <list> <list> <list>   
#> 1 1022 <chr [2]> <chr [4]> <chr [1]> <chr [3]> <chr [2]> <chr> <chr>   
#> 2 1052 <chr [2]> <chr [11]> <chr [1]> <chr [2]> <chr [4]> <chr> <chr>   
#> 3 1074 <chr [2]> <chr [1]> <chr [1]> <chr [3]> <chr [2]> <chr> <chr>   
#> 4 1109 <chr [1]> <chr [1]> <NULL> <chr [1]> <chr [1]> <chr> <chr>   
#> 5 1166 <chr [1]> <chr [1]> <chr [1]> <chr [3]> <chr [2]> <chr> <chr>   
#> 6 1267 <chr [1]> <chr [1]> <NULL> <chr [2]> <chr [1]> <chr> <chr>   
#> # … with 24 more rows, and abbreviated variable name ¹​playedBy

Lets explore the titles column. It’s an unnamed list-column, so we’ll unnest it into rows:

chars |>   
 unnest\_wider(json) |>   
 select(id, titles) |>   
 unnest\_longer(titles)  
#> # A tibble: 59 × 2  
#> id titles   
#> <int> <chr>   
#> 1 1022 Prince of Winterfell   
#> 2 1022 Lord of the Iron Islands (by law of the green lands)  
#> 3 1052 Acting Hand of the King (former)   
#> 4 1052 Master of Coin (former)   
#> 5 1074 Lord Captain of the Iron Fleet   
#> 6 1074 Master of the Iron Victory   
#> # … with 53 more rows

You might expect to see this data in its own table because it would be easy to join to the characters data as needed. Let’s do that, which requires little cleaning: removing the rows containing empty strings and renaming titles to title since each row now only contains a single title.

titles <- chars |>   
 unnest\_wider(json) |>   
 select(id, titles) |>   
 unnest\_longer(titles) |>   
 filter(titles != "") |>   
 rename(title = titles)  
titles  
#> # A tibble: 52 × 2  
#> id title   
#> <int> <chr>   
#> 1 1022 Prince of Winterfell   
#> 2 1022 Lord of the Iron Islands (by law of the green lands)  
#> 3 1052 Acting Hand of the King (former)   
#> 4 1052 Master of Coin (former)   
#> 5 1074 Lord Captain of the Iron Fleet   
#> 6 1074 Master of the Iron Victory   
#> # … with 46 more rows

You could imagine creating a table like this for each of the list-columns, then using joins to combine them with the character data as you need it.

### 25.4.3 Deeply nested

We’ll finish off these case studies with a list-column that’s very deeply nested and requires repeated rounds of unnest\_wider() and unnest\_longer() to unravel: gmaps\_cities. This is a two column tibble containing five city names and the results of using Google’s [geocoding API](https://developers.google.com/maps/documentation/geocoding) to determine their location:

gmaps\_cities  
#> # A tibble: 5 × 2  
#> city json   
#> <chr> <list>   
#> 1 Houston <named list [2]>  
#> 2 Washington <named list [2]>  
#> 3 New York <named list [2]>  
#> 4 Chicago <named list [2]>  
#> 5 Arlington <named list [2]>

json is a list-column with internal names, so we start with an unnest\_wider():

gmaps\_cities |>   
 unnest\_wider(json)  
#> # A tibble: 5 × 3  
#> city results status  
#> <chr> <list> <chr>   
#> 1 Houston <list [1]> OK   
#> 2 Washington <list [2]> OK   
#> 3 New York <list [1]> OK   
#> 4 Chicago <list [1]> OK   
#> 5 Arlington <list [2]> OK

This gives us the status and the results. We’ll drop the status column since they’re all OK; in a real analysis, you’d also want to capture all the rows where status != "OK" and figure out what went wrong. results is an unnamed list, with either one or two elements (we’ll see why shortly) so we’ll unnest it into rows:

gmaps\_cities |>   
 unnest\_wider(json) |>   
 select(-status) |>   
 unnest\_longer(results)  
#> # A tibble: 7 × 2  
#> city results   
#> <chr> <list>   
#> 1 Houston <named list [5]>  
#> 2 Washington <named list [5]>  
#> 3 Washington <named list [5]>  
#> 4 New York <named list [5]>  
#> 5 Chicago <named list [5]>  
#> 6 Arlington <named list [5]>  
#> # … with 1 more row

Now results is a named list, so we’ll use unnest\_wider():

locations <- gmaps\_cities |>   
 unnest\_wider(json) |>   
 select(-status) |>   
 unnest\_longer(results) |>   
 unnest\_wider(results)  
locations  
#> # A tibble: 7 × 6  
#> city address\_co…¹ formatted\_add…² geometry place\_id types   
#> <chr> <list> <chr> <list> <chr> <list>  
#> 1 Houston <list [4]> Houston, TX, U… <named list> ChIJAYWNSLS4QI… <list>  
#> 2 Washington <list [2]> Washington, USA <named list> ChIJ-bDD5\_\_lhV… <list>  
#> 3 Washington <list [4]> Washington, DC… <named list> ChIJW-T2Wt7Gt4… <list>  
#> 4 New York <list [3]> New York, NY, … <named list> ChIJOwg\_06VPwo… <list>  
#> 5 Chicago <list [4]> Chicago, IL, U… <named list> ChIJ7cv00DwsDo… <list>  
#> 6 Arlington <list [4]> Arlington, TX,… <named list> ChIJ05gI5NJiTo… <list>  
#> # … with 1 more row, and abbreviated variable names ¹​address\_components,  
#> # ²​formatted\_address

Now we can see why two cities got two results: Washington matched both Washington state and Washington, DC, and Arlington matched Arlington, Virginia and Arlington, Texas.

There are few different places we could go from here. We might want to determine the exact location of the match, which is stored in the geometry list-column:

locations |>   
 select(city, formatted\_address, geometry) |>   
 unnest\_wider(geometry)  
#> # A tibble: 7 × 6  
#> city formatted\_address bounds location location\_type  
#> <chr> <chr> <list> <list> <chr>   
#> 1 Houston Houston, TX, USA <named list [2]> <named list> APPROXIMATE   
#> 2 Washington Washington, USA <named list [2]> <named list> APPROXIMATE   
#> 3 Washington Washington, DC, USA <named list [2]> <named list> APPROXIMATE   
#> 4 New York New York, NY, USA <named list [2]> <named list> APPROXIMATE   
#> 5 Chicago Chicago, IL, USA <named list [2]> <named list> APPROXIMATE   
#> 6 Arlington Arlington, TX, USA <named list [2]> <named list> APPROXIMATE   
#> # … with 1 more row, and 1 more variable: viewport <list>

That gives us new bounds (a rectangular region) and location (a point). We can unnest location to see the latitude (lat) and longitude (lng):

locations |>   
 select(city, formatted\_address, geometry) |>   
 unnest\_wider(geometry) |>   
 unnest\_wider(location)  
#> # A tibble: 7 × 7  
#> city formatted\_address bounds lat lng location\_type  
#> <chr> <chr> <list> <dbl> <dbl> <chr>   
#> 1 Houston Houston, TX, USA <named list [2]> 29.8 -95.4 APPROXIMATE   
#> 2 Washington Washington, USA <named list [2]> 47.8 -121. APPROXIMATE   
#> 3 Washington Washington, DC, USA <named list [2]> 38.9 -77.0 APPROXIMATE   
#> 4 New York New York, NY, USA <named list [2]> 40.7 -74.0 APPROXIMATE   
#> 5 Chicago Chicago, IL, USA <named list [2]> 41.9 -87.6 APPROXIMATE   
#> 6 Arlington Arlington, TX, USA <named list [2]> 32.7 -97.1 APPROXIMATE   
#> # … with 1 more row, and 1 more variable: viewport <list>

Extracting the bounds requires a few more steps:

locations |>   
 select(city, formatted\_address, geometry) |>   
 unnest\_wider(geometry) |>   
 # focus on the variables of interest  
 select(!location:viewport) |>  
 unnest\_wider(bounds)  
#> # A tibble: 7 × 4  
#> city formatted\_address northeast southwest   
#> <chr> <chr> <list> <list>   
#> 1 Houston Houston, TX, USA <named list [2]> <named list [2]>  
#> 2 Washington Washington, USA <named list [2]> <named list [2]>  
#> 3 Washington Washington, DC, USA <named list [2]> <named list [2]>  
#> 4 New York New York, NY, USA <named list [2]> <named list [2]>  
#> 5 Chicago Chicago, IL, USA <named list [2]> <named list [2]>  
#> 6 Arlington Arlington, TX, USA <named list [2]> <named list [2]>  
#> # … with 1 more row

We then rename southwest and northeast (the corners of the rectangle) so we can use names\_sep to create short but evocative names:

locations |>   
 select(city, formatted\_address, geometry) |>   
 unnest\_wider(geometry) |>   
 select(!location:viewport) |>  
 unnest\_wider(bounds) |>   
 rename(ne = northeast, sw = southwest) |>   
 unnest\_wider(c(ne, sw), names\_sep = "\_")   
#> # A tibble: 7 × 6  
#> city formatted\_address ne\_lat ne\_lng sw\_lat sw\_lng  
#> <chr> <chr> <dbl> <dbl> <dbl> <dbl>  
#> 1 Houston Houston, TX, USA 30.1 -95.0 29.5 -95.8  
#> 2 Washington Washington, USA 49.0 -117. 45.5 -125.   
#> 3 Washington Washington, DC, USA 39.0 -76.9 38.8 -77.1  
#> 4 New York New York, NY, USA 40.9 -73.7 40.5 -74.3  
#> 5 Chicago Chicago, IL, USA 42.0 -87.5 41.6 -87.9  
#> 6 Arlington Arlington, TX, USA 32.8 -97.0 32.6 -97.2  
#> # … with 1 more row

Note how we unnest two columns simultaneously by supplying a vector of variable names to unnest\_wider().

This is where hoist(), mentioned earlier in the chapter, can be useful. Once you’ve discovered the path to get to the components you’re interested in, you can extract them directly using hoist():

locations |>   
 select(city, formatted\_address, geometry) |>   
 hoist(  
 geometry,  
 ne\_lat = c("bounds", "northeast", "lat"),  
 sw\_lat = c("bounds", "southwest", "lat"),  
 ne\_lng = c("bounds", "northeast", "lng"),  
 sw\_lng = c("bounds", "southwest", "lng"),  
 )

If these case studies have whetted your appetite for more real-life rectangling, you can see a few more examples in vignette("rectangling", package = "tidyr").

### 25.4.4 Exercises

1. Roughly estimate when gh\_repos was created. Why can you only roughly estimate the date?
2. The owner column of gh\_repo contains a lot of duplicated information because each owner can have many repos. Can you construct a owners data frame that contains one row for each owner? (Hint: does distinct() work with list-cols?)
3. Follow the steps used for titles to create similar tables for the aliases, allegiances, books, and TV series for the Game of Thrones characters.
4. Explain the following code line-by-line. Why is it interesting? Why does it work for got\_chars but might not work in general?

* tibble(json = got\_chars) |>   
   unnest\_wider(json) |>   
   select(id, where(is.list)) |>   
   pivot\_longer(  
   where(is.list),   
   names\_to = "name",   
   values\_to = "value"  
   ) |>   
   unnest\_longer(value)

1. In gmaps\_cities, what does address\_components contain? Why does the length vary between rows? Unnest it appropriately to figure it out. (Hint: types always appears to contain two elements. Does unnest\_wider() make it easier to work with than unnest\_longer()?) .

## 25.5 JSON

All of the case studies in the previous section were sourced from wild-caught JSON. JSON is short for **j**ava**s**cript **o**bject **n**otation and is the way that most web APIs return data. It’s important to understand it because while JSON and R’s data types are pretty similar, there isn’t a perfect 1-to-1 mapping, so it’s good to understand a bit about JSON if things go wrong.

### 25.5.1 Data types

JSON is a simple format designed to be easily read and written by machines, not humans. It has six key data types. Four of them are scalars:

* The simplest type is a null (null) which plays the same role as both NULL and NA in R. It represents the absence of data.
* A **string** is much like a string in R, but must always use double quotes.
* A **number** is similar to R’s numbers: they can use integer (e.g. 123), decimal (e.g. 123.45), or scientific (e.g. 1.23e3) notation. JSON doesn’t support Inf, -Inf, or NaN.
* A **boolean** is similar to R’s TRUE and FALSE, but uses lowercase true and false.

JSON’s strings, numbers, and booleans are pretty similar to R’s character, numeric, and logical vectors. The main difference is that JSON’s scalars can only represent a single value. To represent multiple values you need to use one of the two remaining types: arrays and objects.

Both arrays and objects are similar to lists in R; the difference is whether or not they’re named. An **array** is like an unnamed list, and is written with []. For example [1, 2, 3] is an array containing 3 numbers, and [null, 1, "string", false] is an array that contains a null, a number, a string, and a boolean. An **object** is like a named list, and is written with {}. The names (keys in JSON terminology) are strings, so must be surrounded by quotes. For example, {"x": 1, "y": 2} is an object that maps x to 1 and y to 2.

Note that JSON doesn’t have any native way to represent dates or date-times, so they’re often stored as strings, and you’ll need to use readr::parse\_date() or readr::parse\_datetime() to turn them into the correct data structure. Similarly, JSON’s rules for representing floating point numbers in JSON are a little imprecise, so you’ll also sometimes find numbers stored in strings. Apply readr::parse\_double() as needed to the get correct variable type.

### 25.5.2 jsonlite

To convert JSON into R data structures, we recommend the jsonlite package, by Jeroen Ooms. We’ll use only two jsonlite functions: read\_json() and parse\_json(). In real life, you’ll use read\_json() to read a JSON file from disk. For example, the repurrsive package also provides the source for gh\_user as a JSON file and you can read it with read\_json():

# A path to a json file inside the package:  
gh\_users\_json()  
#> [1] "/cloud/lib/x86\_64-pc-linux-gnu-library/4.2/repurrrsive/extdata/gh\_users.json"  
  
# Read it with read\_json()  
gh\_users2 <- read\_json(gh\_users\_json())  
  
# Check it's the same as the data we were using previously  
identical(gh\_users, gh\_users2)  
#> [1] TRUE

In this book, we’ll also use parse\_json(), since it takes a string containing JSON, which makes it good for generating simple examples. To get started, here are three simple JSON datasets, starting with a number, then putting a few numbers in an array, then putting that array in an object:

str(parse\_json('1'))  
#> int 1  
str(parse\_json('[1, 2, 3]'))  
#> List of 3  
#> $ : int 1  
#> $ : int 2  
#> $ : int 3  
str(parse\_json('{"x": [1, 2, 3]}'))  
#> List of 1  
#> $ x:List of 3  
#> ..$ : int 1  
#> ..$ : int 2  
#> ..$ : int 3

jsonlite has another important function called fromJSON(). We don’t use it here because it performs automatic simplification (simplifyVector = TRUE). This often works well, particularly in simple cases, but we think you’re better off doing the rectangling yourself so you know exactly what’s happening and can more easily handle the most complicated nested structures.

### 25.5.3 Starting the rectangling process

In most cases, JSON files contain a single top-level array, because they’re designed to provide data about multiple “things”, e.g. multiple pages, or multiple records, or multiple results. In this case, you’ll start your rectangling with tibble(json) so that each element becomes a row:

json <- '[  
 {"name": "John", "age": 34},  
 {"name": "Susan", "age": 27}  
]'  
df <- tibble(json = parse\_json(json))  
df  
#> # A tibble: 2 × 1  
#> json   
#> <list>   
#> 1 <named list [2]>  
#> 2 <named list [2]>  
  
df |>   
 unnest\_wider(json)  
#> # A tibble: 2 × 2  
#> name age  
#> <chr> <int>  
#> 1 John 34  
#> 2 Susan 27

In rarer cases, the JSON file consists of a single top-level JSON object, representing one “thing”. In this case, you’ll need to kick off the rectangling process by wrapping it in a list, before you put it in a tibble.

json <- '{  
 "status": "OK",   
 "results": [  
 {"name": "John", "age": 34},  
 {"name": "Susan", "age": 27}  
 ]  
}  
'  
df <- tibble(json = list(parse\_json(json)))  
df  
#> # A tibble: 1 × 1  
#> json   
#> <list>   
#> 1 <named list [2]>  
  
df |>   
 unnest\_wider(json) |>   
 unnest\_longer(results) |>   
 unnest\_wider(results)  
#> # A tibble: 2 × 3  
#> status name age  
#> <chr> <chr> <int>  
#> 1 OK John 34  
#> 2 OK Susan 27

Alternatively, you can reach inside the parsed JSON and start with the bit that you actually care about:

df <- tibble(results = parse\_json(json)$results)  
df |>   
 unnest\_wider(results)  
#> # A tibble: 2 × 2  
#> name age  
#> <chr> <int>  
#> 1 John 34  
#> 2 Susan 27

### 25.5.4 Exercises

1. Rectangle the df\_col and df\_row below. They represent the two ways of encoding a data frame in JSON.

* json\_col <- parse\_json('  
   {  
   "x": ["a", "x", "z"],  
   "y": [10, null, 3]  
   }  
  ')  
  json\_row <- parse\_json('  
   [  
   {"x": "a", "y": 10},  
   {"x": "x", "y": null},  
   {"x": "z", "y": 3}  
   ]  
  ')  
    
  df\_col <- tibble(json = list(json\_col))   
  df\_row <- tibble(json = json\_row)

## 25.6 Summary

In this chapter, you learned what lists are, how you can generate them from JSON files, and how turn them into rectangular data frames. Surprisingly we only need two new functions: unnest\_longer() to put list elements into rows and unnest\_wider() to put list elements into columns. It doesn’t matter how deeply nested the list-column is, all you need to do is repeatedly call these two functions.

JSON is the most common data format returned by web APIs. What happens if the website doesn’t have an API, but you can see data you want on the website? That’s the topic of the next chapter: web scraping, extracting data from HTML webpages.

# 26. Web scraping

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

This vignette introduces you to the basics of web scraping with [rvest](https://rvest.tidyverse.org). Web scraping is a very useful tool for extracting data from web pages. Some websites will offer an API, a set of structured HTTP requests that return data as JSON, which you handle using the techniques from [Chapter 25](#sec-rectangling). Where possible, you should use the API, because typically it will give you more reliable data. Unfortunately, however, programming with web APIs is out of scope for this book. Instead, we are teaching scraping, a technique that works whether or not a site provides an API.

In this chapter, we’ll first discuss the ethics and legalities of scraping before we dive into the basics of HTML. You’ll then learn the basics of CSS selectors to locate specific elements on the page, and how to use rvest functions to get data from text and attributes out of HTML and into R. We’ll then discuss some techniques to figure out what CSS selector you need for the page you’re scraping, before finishing up with a couple of case studies, and a brief discussion of dynamic websites.

### 26.0.1 Prerequisites

In this chapter, we’ll focus on tools provided by rvest. rvest is a member of the tidyverse, but is not a core member so you’ll need to load it explicitly. We’ll also load the full tidyverse since we’ll find it generally useful working with the data we’ve scraped.

library(tidyverse)  
library(rvest)

## 26.1 Scraping ethics and legalities

Before we get started discussing the code you’ll need to perform web scraping, we need to talk about whether it’s legal and ethical for you to do so. Overall, the situation is complicated with regards to both of these.

Legalities depend a lot on where you live. However, as a general principle, if the data is public, non-personal, and factual, you’re likely to be ok[[48]](#footnote-48). These three factors are important because they’re connected to the site’s terms and conditions, personally identifiable information, and copyright, as we’ll discuss below.

If the data isn’t public, non-personal, or factual or you’re scraping the data specifically to make money with it, you’ll need to talk to a lawyer. In any case, you should be respectful of the resources of the server hosting the pages you are scraping. Most importantly, this means that if you’re scraping many pages, you should make sure to wait a little between each request. One easy way to do so is to use the [**polite**](https://dmi3kno.github.io/polite/) package by Dmytro Perepolkin. It will automatically pause between requests and cache the results so you never ask for the same page twice.

### 26.1.1 Terms of service

If you look closely, you’ll find many websites include a “terms and conditions” or “terms of service” link somewhere on the page, and if you read that page closely you’ll often discover that the site specifically prohibits web scraping. These pages tend to be a legal land grab where companies make very broad claims. It’s polite to respect these terms of service where possible, but take any claims with a grain of salt.

US courts[[49]](#footnote-49) have generally found that simply putting the terms of service in the footer of the website isn’t sufficient for you to be bound by them. Generally, to be bound to the terms of service, you must have taken some explicit action like creating an account or checking a box. This is why whether or not the data is **public** is important; if you don’t need an account to access them, it is unlikely that you are bound to the terms of service. Note, however, the situation is rather different in Europe where courts have found that terms of service are enforceable even if you don’t explicitly agree to them.

### 26.1.2 Personally identifiable information

Even if the data is public, you should be extremely careful about scraping personally identifiable information like names, email addresses, phone numbers, dates of birth, etc. Europe has particularly strict laws about the collection of storage of such data (GDPR), and regardless of where you live you’re likely to be entering an ethical quagmire. For example, in 2016, a group of researchers scraped public profile information (e.g. usernames, age, gender, location, etc.) about 70,000 people on the dating site OkCupid and they publicly released these data without any attempts for anonymization. While the researchers felt that there was nothing wrong with this since the data were already public, this work was widely condemned due to ethics concerns around identifiability of users whose information was released in the dataset. If your work involves scraping personally identifiable information, we strongly recommend reading about the OkCupid study as well as similar studies with questionable research ethics involving the acquisition and release of personally identifiable information.[[50]](#footnote-50)

### 26.1.3 Copyright

Finally, you also need to worry about copyright law. Copyright law is complicated, but it’s worth taking a look at the [US law](https://www.law.cornell.edu/uscode/text/17/102) which describes exactly what’s protected: “[…] original works of authorship fixed in any tangible medium of expression, […]”. It then goes on to describe specific categories that it applies like literary works, musical works, motions pictures and more. Notably absent from copyright protection are data. This means that as long as you limit your scraping to facts, copyright protection does not apply. (But note that Europe has a separate “[sui generis](https://en.wikipedia.org/wiki/Database_right)” right that protects databases.)

As a brief example, in the US, lists of ingredients and instructions are not copyrightable, so copyright can not be used to protect a recipe. But if that list of recipes is accompanied by substantial novel literary content, that is copyrightable. This is why when you’re looking for a recipe on the internet there’s always so much content beforehand.

If you do need to scrape original content (like text or images), you may still be protected under the [doctrine of fair use](https://en.wikipedia.org/wiki/Fair_use). Fair use is not a hard and fast rule, but weighs up a number of factors. It’s more likely to apply if you are collecting the data for research or non-commercial purposes and if you limit what you scrape to just what you need.

## 26.2 HTML basics

To scrape webpages, you need to first understand a little bit about **HTML**, the language that describes web pages. HTML stands for **H**yper**T**ext **M**arkup **L**anguage and looks something like this:

<html>  
<head>  
 <title>Page title</title>  
</head>  
<body>  
 <h1 id='first'>A heading</h1>  
 <p>Some text &amp; <b>some bold text.</b></p>  
 <img src='myimg.png' width='100' height='100'>  
</body>

HTML has a hierarchical structure formed by **elements** which consist of a start tag (e.g. <tag>), optional **attributes** (id='first'), an end tag[[51]](#footnote-51) (like </tag>), and **contents** (everything in between the start and end tag).

Since < and > are used for start and end tags, you can’t write them directly. Instead you have to use the HTML **escapes** &gt; (greater than) and &lt; (less than). And since those escapes use &, if you want a literal ampersand you have to escape it as &amp;. There are a wide range of possible HTML escapes but you don’t need to worry about them too much because rvest automatically handles them for you.

Web scraping is possible because most pages that contain data that you want to scrape generally have a consistent structure.

### 26.2.1 Elements

All up, there are over 100 HTML elements. Some of the most important are:

* Every HTML page must be in an <html> element, and it must have two children: <head>, which contains document metadata like the page title, and <body>, which contains the content you see in the browser.
* Block tags like <h1> (heading 1), <section> (section), <p> (paragraph), and <ol> (ordered list) form the overall structure of the page.
* Inline tags like <b> (bold), <i> (italics), and <a> (link) format text inside block tags.

If you encounter a tag that you’ve never seen before, you can find out what it does with a little googling. Another good place to start are the [MDN Web Docs](https://developer.mozilla.org/en-US/docs/Web/HTML) which describe just about every aspect of web programming.

Most elements can have content in between their start and end tags. This content can either be text or more elements. For example, the following HTML contains paragraph of text, with one word in bold.

<p>  
 Hi! My <b>name</b> is Hadley.  
</p>

The **children** of a node refers only to elements, so the <p> element above has one child, the <b> element. The <b> element has no children, but it does have contents (the text “name”).

### 26.2.2 Attributes

Tags can have named **attributes** which look like name1='value1' name2='value2'. Two of the most important attributes are id and class, which are used in conjunction with CSS (Cascading Style Sheets) to control the visual appearance of the page. These are often useful when scraping data off a page. Attributes are also used to record the destination of links (the href attribute of <a> elements) and the source of images (the src attribute of the <img> element).

## 26.3 Extracting data

To get started scraping, you’ll need the URL of the page you want to scrape, which you can usually copy from your web browser. You’ll then need to read the HTML for that page into R with read\_html(). This returns a xml\_document[[52]](#footnote-52) object which you’ll then manipulate using rvest functions:

html <- read\_html("http://rvest.tidyverse.org/")  
html  
#> {html\_document}  
#> <html lang="en">  
#> [1] <head>\n<meta http-equiv="Content-Type" content="text/html; charset=UT ...  
#> [2] <body>\n <a href="#container" class="visually-hidden-focusable">Ski ...

rvest also includes a function that lets you write HTML inline. We’ll use this a bunch in this chapter as we teach how the various rvest functions work with simple examples.

html <- minimal\_html("  
 <p>This is a paragraph<p>  
 <ul>  
 <li>This is a bulleted list</li>  
 </ul>  
")  
html  
#> {html\_document}  
#> <html>  
#> [1] <head>\n<meta http-equiv="Content-Type" content="text/html; charset=UT ...  
#> [2] <body>\n<p>This is a paragraph</p>\n<p>\n </p>\n<ul>\n<li>This is a b ...

Now that you have the HTML in R, it’s time to extract the data of interest. You’ll first learn about the CSS selectors that allow you to identify the elements of interest and the rvest functions that you can use to extract data from them. Then we’ll briefly cover HTML tables, which have some special tools.

### 26.3.1 Find elements

CSS is short for cascading style sheets, and is a tool for defining the visual styling of HTML documents. CSS includes a miniature language for selecting elements on a page called **CSS selectors**. CSS selectors define patterns for locating HTML elements, and are useful for scraping because they provide a concise way of describing which elements you want to extract.

We’ll come back to CSS selectors in more detail in [Section 26.4](#sec-css-selectors), but luckily you can get a long way with just three:

* p selects all <p> elements.
* .title selects all elements with class “title”.
* #title selects the element with the id attribute that equals “title”. Id attributes must be unique within a document, so this will only ever select a single element.

Lets try out these selectors with a simple example:

html <- minimal\_html("  
 <h1>This is a heading</h1>  
 <p id='first'>This is a paragraph</p>  
 <p class='important'>This is an important paragraph</p>  
")

Use html\_elements() to find all elements that match the selector:

html |> html\_elements("p")  
#> {xml\_nodeset (2)}  
#> [1] <p id="first">This is a paragraph</p>  
#> [2] <p class="important">This is an important paragraph</p>  
html |> html\_elements(".important")  
#> {xml\_nodeset (1)}  
#> [1] <p class="important">This is an important paragraph</p>  
html |> html\_elements("#first")  
#> {xml\_nodeset (1)}  
#> [1] <p id="first">This is a paragraph</p>

Another important function is html\_element() which always the number of outputs as inputs. If you apply it to a whole document it’ll give you the first match:

html |> html\_element("p")  
#> {html\_node}  
#> <p id="first">

There’s an important difference between html\_element() and html\_elements() when you use a selector that doesn’t match any elements. html\_elements() returns a vector of length 0, where html\_element() returns a missing value. This will be important shortly.

html |> html\_elements("b")  
#> {xml\_nodeset (0)}  
html |> html\_element("b")  
#> {xml\_missing}  
#> <NA>

### 26.3.2 Nesting selections

In most cases, you’ll use html\_elements() and html\_element() together, typically using html\_elements() to identify elements that will become observations then using html\_element() to find elements that will become variables. Let’s see this in action using a simple example. Here we have an unordered list (<ul>) where each list item (<li>) contains some information about four characters from StarWars:

html <- minimal\_html("  
 <ul>  
 <li><b>C-3PO</b> is a <i>droid</i> that weighs <span class='weight'>167 kg</span></li>  
 <li><b>R2-D2</b> is a <i>droid</i> that weighs <span class='weight'>96 kg</span></li>  
 <li><b>Yoda</b> weighs <span class='weight'>66 kg</span></li>  
 <li><b>R4-P17</b> is a <i>droid</i></li>  
 </ul>  
 ")

We can use html\_elements() to make a vector where each element corresponds to a different character:

characters <- html |> html\_elements("li")  
characters  
#> {xml\_nodeset (4)}  
#> [1] <li>\n<b>C-3PO</b> is a <i>droid</i> that weighs <span class="weight"> ...  
#> [2] <li>\n<b>R2-D2</b> is a <i>droid</i> that weighs <span class="weight"> ...  
#> [3] <li>\n<b>Yoda</b> weighs <span class="weight">66 kg</span>\n</li>  
#> [4] <li>\n<b>R4-P17</b> is a <i>droid</i>\n</li>

To extract the name of each character, we use html\_element(), because when applied to the output of html\_elements() its guaranteed to return one response per element:

characters |> html\_element("b")  
#> {xml\_nodeset (4)}  
#> [1] <b>C-3PO</b>  
#> [2] <b>R2-D2</b>  
#> [3] <b>Yoda</b>  
#> [4] <b>R4-P17</b>

The distinction between html\_element() and html\_elements() isn’t important for name, but it is important for weight. We want to try and get the weight for each character

characters |> html\_element(".weight")  
#> {xml\_nodeset (4)}  
#> [1] <span class="weight">167 kg</span>  
#> [2] <span class="weight">96 kg</span>  
#> [3] <span class="weight">66 kg</span>  
#> [4] <NA>

If we instead used html\_elements(), we lose the connection between names and weights:

characters |> html\_elements(".weight")  
#> {xml\_nodeset (3)}  
#> [1] <span class="weight">167 kg</span>  
#> [2] <span class="weight">96 kg</span>  
#> [3] <span class="weight">66 kg</span>

Now that you’ve selected the elements of interest, you’ll need to extract the data, either from the text contents or some attributes.

### 26.3.3 Text and attributes

html\_text2()[[53]](#footnote-53) extracts the plain text contents of an HTML element:

html <- minimal\_html("  
 <ol>  
 <li>apple &amp; pear</li>  
 <li>banana</li>  
 <li>pineapple</li>  
 </ol>  
")  
html |>   
 html\_element("ol") |>   
 html\_elements("li") |>   
 html\_text2()  
#> [1] "apple & pear" "banana" "pineapple"

Note that the escaped ampersand is automatically converted to &; you’ll only ever see HTML escapes in the source HTML, not in the data returned by rvest.

html\_attr() extracts data from attributes:

html <- minimal\_html("  
 <p><a href='https://en.wikipedia.org/wiki/Cat'>cats</a></p>  
 <p><a href='https://en.wikipedia.org/wiki/Dog'>dogs</a></p>  
")  
  
html |>   
 html\_elements("p") |>   
 html\_element("a") |>   
 html\_attr("href")  
#> [1] "https://en.wikipedia.org/wiki/Cat" "https://en.wikipedia.org/wiki/Dog"

html\_attr() always returns a string, so if you’re extracting numbers or dates, you’ll need to do some post-processing.

### 26.3.4 Tables

If you’re lucky, your data will be already stored in an HTML table, and it’ll be a matter of just reading it from that table. It’s usually straightforward to recognize a table in your browser: it’ll have a rectangular structure of rows and columns, and you can copy and paste it into a tool like Excel.

HTML tables are built up from four main elements: <table>, <tr> (table row), <th> (table heading), and <td> (table data). Here’s a simple HTML table with two columns and three rows:

html <- minimal\_html("  
 <table class='mytable'>  
 <tr><th>x</th> <th>y</th></tr>  
 <tr><td>1.5</td> <td>2.7</td></tr>  
 <tr><td>4.9</td> <td>1.3</td></tr>  
 <tr><td>7.2</td> <td>8.1</td></tr>  
 </table>  
 ")

rvest provides a function that knows how to read this sort of data: html\_table(). It returns a list containing one tibble for each table found on the page. Use html\_element() to identify the table you want to extract:

html |>   
 html\_element(".mytable") |>   
 html\_table()  
#> # A tibble: 3 × 2  
#> x y  
#> <dbl> <dbl>  
#> 1 1.5 2.7  
#> 2 4.9 1.3  
#> 3 7.2 8.1

Note that x and y have automatically been converted to numbers. This automatic conversion doesn’t always work, so in more complex scenarios you may want to turn it off with convert = FALSE and then do your own conversion.

## 26.4 Finding the right selectors

Figuring out the selector you need for your data is typically the hardest part of the problem. You’ll often need to do some experimenting to find a selector that is both specific (i.e. it doesn’t select things you don’t care about) and sensitive (i.e. it does select everything you care about). Lots of trial and error is a normal part of the process! There are two main tools that are available to help you with this process: SelectorGadget and your browser’s developer tools.

[SelectorGadget](https://rvest.tidyverse.org/articles/selectorgadget.html) is a javascript bookmarklet that automatically generates CSS selectors based on the positive and negative examples that you provide. It doesn’t always work, but when it does, it’s magic! You can learn how to install and use SelectorGadget either by reading <https://rvest.tidyverse.org/articles/selectorgadget.html> or watching Mine’s video at <https://www.youtube.com/watch?v=PetWV5g1Xsc>.

Every modern browser comes with some toolkit for developers, but we recommend Chrome, even if it isn’t your regular browser: its web developer tools are some of the best and they’re immediately available. Right click on an element on the page and click Inspect. This will open an expandable view of the complete HTML page, centered on the element that you just clicked. You can use this to explore the page and get a sense of what selectors might work. Pay particular attention to the class and id attributes, since these are often used to form the visual structure of the page, and hence make for good tools to extract the data that you’re looking for.

Inside the Elements view, you can also right click on an element and choose Copy as Selector to generate a selector that will uniquely identify the element of interest.

If either SelectorGadget or Chrome DevTools have generated a CSS selector that you don’t understand, try [Selectors Explained](https://kittygiraudel.github.io/selectors-explained/) which translates CSS selectors into plain English. If you find yourself doing this a lot, you might want to learn more about CSS selectors generally. We recommend starting with the fun [CSS dinner](https://flukeout.github.io/) tutorial and then referring to the [MDN web docs](https://developer.mozilla.org/en-US/docs/Web/CSS/CSS_Selectors).

## 26.5 Putting it all together

Lets put this all together to scrape some websites. There’s some risk that these examples may no longer work when you run them — that’s the fundamental challenge of web scraping; if the structure of the site changes, then you’ll have to change your scraping code.

### 26.5.1 StarWars

rvest includes a very simple example in vignette("starwars"). This is simple page with minimal HTML so it’s a good place to start. I’d encourage you to navigate to that page now and use “Inspect Element” to inspect one of the headings that’s the title of a Star Wars movie. Use the keyboard or mouse to explore the hierarchy of the HTML and see if you can get a sense of the shared structure used by each movie.

You should be able to see that each movie has a shared structure that looks like this:

<section>  
 <h2 data-id="1">The Phantom Menace</h2>  
 <p>Released: 1999-05-19</p>  
 <p>Director: <span class="director">George Lucas</span></p>  
   
 <div class="crawl">  
 <p>...</p>  
 <p>...</p>  
 <p>...</p>  
 </div>  
</section>

Our goal is to turn this data into a 7 row data frame with variables title, year, director, and intro. We’ll start by reading the HTML and extracting all the <section> elements:

url <- "https://rvest.tidyverse.org/articles/starwars.html"  
html <- read\_html(url)  
  
section <- html |> html\_elements("section")  
section  
#> {xml\_nodeset (7)}  
#> [1] <section><h2 data-id="1">\nThe Phantom Menace\n</h2>\n<p>\nReleased: 1 ...  
#> [2] <section><h2 data-id="2">\nAttack of the Clones\n</h2>\n<p>\nReleased: ...  
#> [3] <section><h2 data-id="3">\nRevenge of the Sith\n</h2>\n<p>\nReleased: ...  
#> [4] <section><h2 data-id="4">\nA New Hope\n</h2>\n<p>\nReleased: 1977-05-2 ...  
#> [5] <section><h2 data-id="5">\nThe Empire Strikes Back\n</h2>\n<p>\nReleas ...  
#> [6] <section><h2 data-id="6">\nReturn of the Jedi\n</h2>\n<p>\nReleased: 1 ...  
#> [7] <section><h2 data-id="7">\nThe Force Awakens\n</h2>\n<p>\nReleased: 20 ...

The retrieves seven nodes matching the seven movies found on that page, suggesting that using section as a selector is good. Extracting the individual elements is straightforward since the data is always found in the text. It’s just a matter of finding the right selector:

section |> html\_element("h2") |> html\_text2()  
#> [1] "The Phantom Menace" "Attack of the Clones"   
#> [3] "Revenge of the Sith" "A New Hope"   
#> [5] "The Empire Strikes Back" "Return of the Jedi"   
#> [7] "The Force Awakens"  
  
section |> html\_element(".director") |> html\_text2()  
#> [1] "George Lucas" "George Lucas" "George Lucas"   
#> [4] "George Lucas" "Irvin Kershner" "Richard Marquand"  
#> [7] "J. J. Abrams"

Once we’ve done that for each component, we can wrap all the results up into a tibble:

tibble(  
 title = section |> html\_element("h2") |> html\_text2(),  
 released = section |>   
 html\_element("p") |>   
 html\_text2() |>   
 str\_remove("Released: ") |>   
 parse\_date(),  
 director = section |> html\_element(".director") |> html\_text2(),  
 intro = section |> html\_element(".crawl") |> html\_text2()  
)  
#> # A tibble: 7 × 4  
#> title released director intro   
#> <chr> <date> <chr> <chr>   
#> 1 The Phantom Menace 1999-05-19 George Lucas "Turmoil has engulfed …  
#> 2 Attack of the Clones 2002-05-16 George Lucas "There is unrest in th…  
#> 3 Revenge of the Sith 2005-05-19 George Lucas "War! The Republic is …  
#> 4 A New Hope 1977-05-25 George Lucas "It is a period of civ…  
#> 5 The Empire Strikes Back 1980-05-17 Irvin Kershner "It is a dark time for…  
#> 6 Return of the Jedi 1983-05-25 Richard Marquand "Luke Skywalker has re…  
#> # … with 1 more row

We did a little more processing of released to get a variable that will be easy to use later in our analysis.

### 26.5.2 IMDB top films

For our next task we’ll tackle something a little trickier, extracting the top 250 movies from the internet movie database (IMDb). At the time we wrote this chapter, the page looked like [Figure 26.1](#fig-scraping-imdb).

|  |
| --- |
| Figure 26.1: Screenshot of the IMDb top movies web page taken on 2022-12-05. |

This data has a clear tabular structure so it’s worth starting with html\_table():

url <- "https://www.imdb.com/chart/top"  
html <- read\_html(url)  
  
table <- html |>   
 html\_element("table") |>   
 html\_table()  
table  
#> # A tibble: 250 × 5  
#> `` `Rank & Title` IMDb …¹ `Your Rating` ``   
#> <lgl> <chr> <dbl> <chr> <lgl>  
#> 1 NA "1.\n The Shawshank Redemption\n … 9.2 "12345678910\n… NA   
#> 2 NA "2.\n The Godfather\n (197… 9.2 "12345678910\n… NA   
#> 3 NA "3.\n The Dark Knight\n (2… 9 "12345678910\n… NA   
#> 4 NA "4.\n The Godfather Part II\n … 9 "12345678910\n… NA   
#> 5 NA "5.\n 12 Angry Men\n (1957… 9 "12345678910\n… NA   
#> 6 NA "6.\n Schindler's List\n (… 8.9 "12345678910\n… NA   
#> # … with 244 more rows, and abbreviated variable name ¹​`IMDb Rating`

This includes a few empty columns, but overall does a good job of capturing the information from the table. However, we need to do some more processing to make it easier to use. First, we’ll rename the columns to be easier to work with, and remove the extraneous whitespace in rank and title. We will do this with select() (instead of rename()) to do the renaming and selecting of just these two columns in one step. Then, we’ll apply separate\_wider\_regex() (from [Section 17.3.4](#sec-extract-variables)) to pull out the title, year, and rank into their own variables.

ratings <- table |>   
 select(  
 rank\_title\_year = `Rank & Title`,  
 rating = `IMDb Rating`  
 ) |>   
 mutate(  
 rank\_title\_year = str\_squish(rank\_title\_year)  
 ) |>   
 separate\_wider\_regex(  
 rank\_title\_year,  
 patterns = c(  
 rank = "\\d+", "\\. ",  
 title = ".+", " \\(",  
 year = "\\d+", "\\)"  
 )  
 )  
ratings  
#> # A tibble: 250 × 4  
#> rank title year rating  
#> <chr> <chr> <chr> <dbl>  
#> 1 1 The Shawshank Redemption 1994 9.2  
#> 2 2 The Godfather 1972 9.2  
#> 3 3 The Dark Knight 2008 9   
#> 4 4 The Godfather Part II 1974 9   
#> 5 5 12 Angry Men 1957 9   
#> 6 6 Schindler's List 1993 8.9  
#> # … with 244 more rows

Even in this case where most of the data comes from table cells, it’s still worth looking at the raw HTML. If you do so, you’ll discover that we can add a little extra data by using one of the attributes. This is one of the reasons it’s worth spending a little time spelunking the source of the page; you might find extra data, or might find a parsing route that’s slightly easier.

html |>   
 html\_elements("td strong") |>   
 head() |>   
 html\_attr("title")  
#> [1] "9.2 based on 2,702,236 user ratings"  
#> [2] "9.2 based on 1,876,050 user ratings"  
#> [3] "9.0 based on 2,676,045 user ratings"  
#> [4] "9.0 based on 1,281,662 user ratings"  
#> [5] "9.0 based on 798,255 user ratings"   
#> [6] "8.9 based on 1,365,939 user ratings"

We can combine this with the tabular data and again apply separate\_wider\_regex() to extract out the bit of data we care about:

ratings |>  
 mutate(  
 rating\_n = html |> html\_elements("td strong") |> html\_attr("title")  
 ) |>   
 separate\_wider\_regex(  
 rating\_n,  
 patterns = c(  
 "[0-9.]+ based on ",  
 number = "[0-9,]+",  
 " user ratings"  
 )  
 ) |>   
 mutate(  
 number = parse\_number(number)  
 )  
#> # A tibble: 250 × 5  
#> rank title year rating number  
#> <chr> <chr> <chr> <dbl> <dbl>  
#> 1 1 The Shawshank Redemption 1994 9.2 2702236  
#> 2 2 The Godfather 1972 9.2 1876050  
#> 3 3 The Dark Knight 2008 9 2676045  
#> 4 4 The Godfather Part II 1974 9 1281662  
#> 5 5 12 Angry Men 1957 9 798255  
#> 6 6 Schindler's List 1993 8.9 1365939  
#> # … with 244 more rows

## 26.6 Dynamic sites

From time-to-time, you’ll hit a site where html\_elements() and friends don’t return anything like what you see in the browser. In many cases, that’s because you’re trying to scrape a website that dynamically generates the content of the page with javascript. This doesn’t currently work with rvest, because rvest downloads the raw HTML and doesn’t run any javascript.

It’s still possible to scrape these types of sites, but rvest needs to use a more expensive process: fully simulating the web browser including running all javascript. This functionality is not available at the time of writing, but it’s something we’re actively working on and should be available by the time you read this. It uses the [chromote package](https://rstudio.github.io/chromote/index.html) which actually runs the Chrome browser in the background, and gives you additional tools to interact with the site, like a human typing text and clicking buttons. Check out the rvest website for more details.

## 26.7 Summary

In this chapter, you’ve learned about the why, the why not, and the how of scraping data from web pages. First, you’ve learned about the basics of HTML and using CSS selectors to refer to specific elements, then you’ve learned about using the rvest package to get data out of HTML into R. We then demonstrated web scraping with two case studies: a simpler scenario on scraping data on StarWars films from the rvest package website and a more complex scenario on scraping the top 250 films from IMDB.

Technical details of scraping data off the web can be complex, particularly when dealing with sites, however legal and ethical considerations can be even more complex. It’s important for you to educate yourself about both of these before setting out to scrape data.

This brings us to the end of the wrangling part of the book where you’ve learned techniques to get data from where it lives (spreadsheets, databases, JSON files, and web sites) into a tidy form in R. Now it’s time to turn our sights to a new topic: making the most of R as a programming language.

# 27. Functions

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 27.1 Introduction

One of the best ways to improve your reach as a data scientist is to write functions. Functions allow you to automate common tasks in a more powerful and general way than copy-and-pasting. Writing a function has three big advantages over using copy-and-paste:

1. You can give a function an evocative name that makes your code easier to understand.
2. As requirements change, you only need to update code in one place, instead of many.
3. You eliminate the chance of making incidental mistakes when you copy and paste (i.e. updating a variable name in one place, but not in another).

A good rule of thumb is to consider writing a function whenever you’ve copied and pasted a block of code more than twice (i.e. you now have three copies of the same code). In this chapter, you’ll learn about three useful types of functions:

* Vector functions take one or more vectors as input and return a vector as output.
* Data frame functions take a data frame as input and return a data frame as output.
* Plot functions that take a data frame as input and return a plot as output.

Each of these sections include many examples to help you generalize the patterns that you see. These examples wouldn’t be possible without the help of folks of twitter, and we encourage follow the links in the comment to see original inspirations. You might also want to read the original motivating tweets for [general functions](https://twitter.com/hadleywickham/status/1571603361350164486) and [plotting functions](https://twitter.com/hadleywickham/status/1574373127349575680) to see even more functions.

### 27.1.1 Prerequisites

We’ll wrap up a variety of functions from around the tidyverse. We’ll also use nycflights13 as a source of familiar data to use our functions with.

library(tidyverse)  
library(nycflights13)

## 27.2 Vector functions

We’ll begin with vector functions: functions that take one or more vectors and return a vector result. For example, take a look at this code. What does it do?

df <- tibble(  
 a = rnorm(5),  
 b = rnorm(5),  
 c = rnorm(5),  
 d = rnorm(5),  
)  
  
df |> mutate(  
 a = (a - min(a, na.rm = TRUE)) /   
 (max(a, na.rm = TRUE) - min(a, na.rm = TRUE)),  
 b = (b - min(b, na.rm = TRUE)) /   
 (max(b, na.rm = TRUE) - min(a, na.rm = TRUE)),  
 c = (c - min(c, na.rm = TRUE)) /   
 (max(c, na.rm = TRUE) - min(c, na.rm = TRUE)),  
 d = (d - min(d, na.rm = TRUE)) /   
 (max(d, na.rm = TRUE) - min(d, na.rm = TRUE)),  
)  
#> # A tibble: 5 × 4  
#> a b c d  
#> <dbl> <dbl> <dbl> <dbl>  
#> 1 0.339 2.59 0.291 0   
#> 2 0.880 0 0.611 0.557  
#> 3 0 1.37 1 0.752  
#> 4 0.795 1.37 0 1   
#> 5 1 1.34 0.580 0.394

You might be able to puzzle out that this rescales each column to have a range from 0 to 1. But did you spot the mistake? When Hadley wrote this code he made an error when copying-and-pasting and forgot to change an a to a b. Preventing this type of mistake of is one very good reason to learn how to write functions.

### 27.2.1 Writing a function

To write a function you need to first analyse your repeated code to figure what parts are constant and what parts vary. If we take the code above and pull it outside of mutate(), it’s a little easier to see the pattern because each repetition is now one line:

(a - min(a, na.rm = TRUE)) / (max(a, na.rm = TRUE) - min(a, na.rm = TRUE))  
(b - min(b, na.rm = TRUE)) / (max(b, na.rm = TRUE) - min(b, na.rm = TRUE))  
(c - min(c, na.rm = TRUE)) / (max(c, na.rm = TRUE) - min(c, na.rm = TRUE))  
(d - min(d, na.rm = TRUE)) / (max(d, na.rm = TRUE) - min(d, na.rm = TRUE))

To make this a bit clearer we can replace the bit that varies with █:

(█ - min(█, na.rm = TRUE)) / (max(█, na.rm = TRUE) - min(█, na.rm = TRUE))

To turn this into a function you need three things:

1. A **name**. Here we’ll use rescale01 because this function rescales a vector to lie between 0 and 1.
2. The **arguments**. The arguments are things that vary across calls and our analysis above tells us that we have just one. We’ll call it x because this is the conventional name for a numeric vector.
3. The **body**. The body is the code that’s repeated across all the calls.

Then you create a function by following the template:

name <- function(arguments) {  
 body  
}

For this case that leads to:

rescale01 <- function(x) {  
 (x - min(x, na.rm = TRUE)) / (max(x, na.rm = TRUE) - min(x, na.rm = TRUE))  
}

At this point you might test with a few simple inputs to make sure you’ve captured the logic correctly:

rescale01(c(-10, 0, 10))  
#> [1] 0.0 0.5 1.0  
rescale01(c(1, 2, 3, NA, 5))  
#> [1] 0.00 0.25 0.50 NA 1.00

Then you can rewrite the call to mutate() as:

df |> mutate(  
 a = rescale01(a),  
 b = rescale01(b),  
 c = rescale01(c),  
 d = rescale01(d),  
)  
#> # A tibble: 5 × 4  
#> a b c d  
#> <dbl> <dbl> <dbl> <dbl>  
#> 1 0.339 1 0.291 0   
#> 2 0.880 0 0.611 0.557  
#> 3 0 0.530 1 0.752  
#> 4 0.795 0.531 0 1   
#> 5 1 0.518 0.580 0.394

(In [Chapter 28](#sec-iteration), you’ll learn how to use across() to reduce the duplication even further so all you need is df |> mutate(across(a:d, rescale01))).

### 27.2.2 Improving our function

You might notice that the rescale01() function does some unnecessary work — instead of computing min() twice and max() once we could instead compute both the minimum and maximum in one step with range():

rescale01 <- function(x) {  
 rng <- range(x, na.rm = TRUE)  
 (x - rng[1]) / (rng[2] - rng[1])  
}

Or you might try this function on a vector that includes an infinite value:

x <- c(1:10, Inf)  
rescale01(x)  
#> [1] 0 0 0 0 0 0 0 0 0 0 NaN

That result is not particularly useful so we could ask range() to ignore infinite values:

rescale01 <- function(x) {  
 rng <- range(x, na.rm = TRUE, finite = TRUE)  
 (x - rng[1]) / (rng[2] - rng[1])  
}  
  
rescale01(x)  
#> [1] 0.0000000 0.1111111 0.2222222 0.3333333 0.4444444 0.5555556 0.6666667  
#> [8] 0.7777778 0.8888889 1.0000000 Inf

These changes illustrate an important benefit of functions: because we’ve moved the repeated code into a function, we only need to make the change in one place.

### 27.2.3 Mutate functions

Now you’ve got the basic idea of functions, let’s take a look at a whole bunch of examples. We’ll start by looking at “mutate” functions, i.e. functions that work well inside of mutate() and filter() because they return an output of the same length as the input.

Let’s start with a simple variation of rescale01(). Maybe you want to compute the Z-score, rescaling a vector to have a mean of zero and a standard deviation of one:

z\_score <- function(x) {  
 (x - mean(x, na.rm = TRUE)) / sd(x, na.rm = TRUE)  
}

Or maybe you want to wrap up a straightforward case\_when() and give it a useful name. For example, this clamp() function ensures all values of a vector lie in between a minimum or a maximum:

clamp <- function(x, min, max) {  
 case\_when(  
 x < min ~ min,  
 x > max ~ max,  
 .default = x  
 )  
}  
  
clamp(1:10, min = 3, max = 7)  
#> [1] 3 3 3 4 5 6 7 7 7 7

Of course functions don’t just need to work with numeric variables. You might want to do some repeated string manipulation. Maybe you need to make the first character upper case:

first\_upper <- function(x) {  
 str\_sub(x, 1, 1) <- str\_to\_upper(str\_sub(x, 1, 1))  
 x  
}  
  
first\_upper("hello")  
#> [1] "Hello"

Or maybe you want to strip percent signs, commas, and dollar signs from a string before converting it into a number:

# https://twitter.com/NVlabormarket/status/1571939851922198530  
clean\_number <- function(x) {  
 is\_pct <- str\_detect(x, "%")  
 num <- x |>   
 str\_remove\_all("%") |>   
 str\_remove\_all(",") |>   
 str\_remove\_all(fixed("$")) |>   
 as.numeric(x)  
 if\_else(is\_pct, num / 100, num)  
}  
  
clean\_number("$12,300")  
#> [1] 12300  
clean\_number("45%")  
#> [1] 0.45

Sometimes your functions will be highly specialized for one data analysis step. For example, if you have a bunch of variables that record missing values as 997, 998, or 999, you might want to write a function to replace them with NA:

fix\_na <- function(x) {  
 if\_else(x %in% c(997, 998, 999), NA, x)  
}

We’ve focused on examples that take a single vector because we think they’re the most common. But there’s no reason that your function can’t take multiple vector inputs.

### 27.2.4 Summary functions

Another important family of vector functions is summary functions, functions that return a single value for use in summarize(). Sometimes this can just be a matter of setting a default argument or two:

commas <- function(x) {  
 str\_flatten(x, collapse = ", ", last = " and ")  
}  
  
commas(c("cat", "dog", "pigeon"))  
#> [1] "cat, dog and pigeon"

Or you might wrap up a simple computation, like for the coefficient of variation, which divides the standard deviation by the mean:

cv <- function(x, na.rm = FALSE) {  
 sd(x, na.rm = na.rm) / mean(x, na.rm = na.rm)  
}  
  
cv(runif(100, min = 0, max = 50))  
#> [1] 0.5196276  
cv(runif(100, min = 0, max = 500))  
#> [1] 0.5652554

Or maybe you just want to make a common pattern easier to remember by giving it a memorable name:

# https://twitter.com/gbganalyst/status/1571619641390252033  
n\_missing <- function(x) {  
 sum(is.na(x))  
}

You can also write functions with multiple vector inputs. For example, maybe you want to compute the mean absolute prediction error to help you compare model predictions with actual values:

# https://twitter.com/neilgcurrie/status/1571607727255834625  
mape <- function(actual, predicted) {  
 sum(abs((actual - predicted) / actual)) / length(actual)  
}

|  |
| --- |
| RStudio |
| Once you start writing functions, there are two RStudio shortcuts that are super useful:   * To find the definition of a function that you’ve written, place the cursor on the name of the function and press F2. * To quickly jump to a function, press Ctrl + . to open the fuzzy file and function finder and type the first few letters of your function name. You can also navigate to files, Quarto sections, and more, making it a very handy navigation tool. |

### 27.2.5 Exercises

1. Practice turning the following code snippets into functions. Think about what each function does. What would you call it? How many arguments does it need?

* mean(is.na(x))  
  mean(is.na(y))  
  mean(is.na(z))  
    
  x / sum(x, na.rm = TRUE)  
  y / sum(y, na.rm = TRUE)  
  z / sum(z, na.rm = TRUE)  
    
  round(x / sum(x, na.rm = TRUE) \* 100, 1)  
  round(y / sum(y, na.rm = TRUE) \* 100, 1)  
  round(z / sum(z, na.rm = TRUE) \* 100, 1)

1. In the second variant of rescale01(), infinite values are left unchanged. Can you rewrite rescale01() so that -Inf is mapped to 0, and Inf is mapped to 1?
2. Given a vector of birthdates, write a function to compute the age in years.
3. Write your own functions to compute the variance and skewness of a numeric vector. Variance is defined as

* where is the sample mean. Skewness is defined as

1. Write both\_na(), a summary function that takes two vectors of the same length and returns the number of positions that have an NA in both vectors.
2. Read the documentation to figure out what the following functions do. Why are they useful even though they are so short?

* is\_directory <- function(x) file.info(x)$isdir  
  is\_readable <- function(x) file.access(x, 4) == 0

## 27.3 Data frame functions

Vector functions are useful for pulling out code that’s repeated within a dplyr verb. But you’ll often also repeat the verbs themselves, particularly within a large pipeline. When you notice yourself copying and pasting multiple verbs multiple times, you might think about writing a data frame function. Data frame functions work like dplyr verbs: they take a data frame as the first argument, some extra arguments that say what to do with it, and return a data frame or vector.

To let you write a function that uses dplyr verbs, we’ll first introduce you to the challenge of indirection and how you can overcome it with embracing, {{ }}. With this theory under your belt, we’ll then show you a bunch of examples to illustrate what you might do with it.

### 27.3.1 Indirection and tidy evaluation

When you start writing functions that use dplyr verbs you rapidly hit the problem of indirection. Let’s illustrate the problem with a very simple function: grouped\_mean(). The goal of this function is compute the mean of mean\_var grouped by group\_var:

grouped\_mean <- function(df, group\_var, mean\_var) {  
 df |>   
 group\_by(group\_var) |>   
 summarize(mean(mean\_var))  
}

If we try and use it, we get an error:

diamonds |> grouped\_mean(cut, carat)  
#> Error in `group\_by()`:  
#> ! Must group by variables found in `.data`.  
#> ✖ Column `group\_var` is not found.

To make the problem a bit more clear, we can use a made up data frame:

df <- tibble(  
 mean\_var = 1,  
 group\_var = "g",  
 group = 1,  
 x = 10,  
 y = 100  
)  
  
df |> grouped\_mean(group, x)  
#> # A tibble: 1 × 2  
#> group\_var `mean(mean\_var)`  
#> <chr> <dbl>  
#> 1 g 1  
df |> grouped\_mean(group, y)  
#> # A tibble: 1 × 2  
#> group\_var `mean(mean\_var)`  
#> <chr> <dbl>  
#> 1 g 1

Regardless of how we call grouped\_mean() it always does df |> group\_by(group\_var) |> summarize(mean(mean\_var)), instead of df |> group\_by(group) |> summarize(mean(x)) or df |> group\_by(group) |> summarize(mean(y)). This is a problem of indirection, and it arises because dplyr uses **tidy evaluation** to allow you to refer to the names of variables inside your data frame without any special treatment.

Tidy evaluation is great 95% of the time because it makes your data analyses very concise as you never have to say which data frame a variable comes from; it’s obvious from the context. The downside of tidy evaluation comes when we want to wrap up repeated tidyverse code into a function. Here we need some way to tell group\_mean() and summarize() not to treat group\_var and mean\_var as the name of the variables, but instead look inside them for the variable we actually want to use.

Tidy evaluation includes a solution to this problem called **embracing** 🤗. Embracing a variable means to wrap it in braces so (e.g.) var becomes {{ var }}. Embracing a variable tells dplyr to use the value stored inside the argument, not the argument as the literal variable name. One way to remember what’s happening is to think of {{ }} as looking down a tunnel — {{ var }} will make a dplyr function look inside of var rather than looking for a variable called var.

So to make grouped\_mean() work, we need to surround group\_var and mean\_var() with {{ }}:

grouped\_mean <- function(df, group\_var, mean\_var) {  
 df |>   
 group\_by({{ group\_var }}) |>   
 summarize(mean({{ mean\_var }}))  
}  
  
df |> grouped\_mean(group, x)  
#> # A tibble: 1 × 2  
#> group `mean(x)`  
#> <dbl> <dbl>  
#> 1 1 10

Success!

### 27.3.2 When to embrace?

So the key challenge in writing data frame functions is figuring out which arguments need to be embraced. Fortunately, this is easy because you can look it up from the documentation 😄. There are two terms to look for in the docs which correspond to the two most common sub-types of tidy evaluation:

* **Data-masking**: this is used in functions like arrange(), filter(), and summarize() that compute with variables.
* **Tidy-selection**: this is used for functions like select(), relocate(), and rename() that select variables.

Your intuition about which arguments use tidy evaluation should be good for many common functions — just think about whether you can compute (e.g. x + 1) or select (e.g. a:x).

In the following sections, we’ll explore the sorts of handy functions you might write once you understand embracing.

### 27.3.3 Common use cases

If you commonly perform the same set of summaries when doing initial data exploration, you might consider wrapping them up in a helper function:

summary6 <- function(data, var) {  
 data |> summarize(  
 min = min({{ var }}, na.rm = TRUE),  
 mean = mean({{ var }}, na.rm = TRUE),  
 median = median({{ var }}, na.rm = TRUE),  
 max = max({{ var }}, na.rm = TRUE),  
 n = n(),  
 n\_miss = sum(is.na({{ var }})),  
 .groups = "drop"  
 )  
}  
  
diamonds |> summary6(carat)  
#> # A tibble: 1 × 6  
#> min mean median max n n\_miss  
#> <dbl> <dbl> <dbl> <dbl> <int> <int>  
#> 1 0.2 0.798 0.7 5.01 53940 0

(Whenever you wrap summarize() in a helper, we think it’s good practice to set .groups = "drop" to both avoid the message and leave the data in an ungrouped state.)

The nice thing about this function is, because it wraps summarize(), you can use it on grouped data:

diamonds |>   
 group\_by(cut) |>   
 summary6(carat)  
#> # A tibble: 5 × 7  
#> cut min mean median max n n\_miss  
#> <ord> <dbl> <dbl> <dbl> <dbl> <int> <int>  
#> 1 Fair 0.22 1.05 1 5.01 1610 0  
#> 2 Good 0.23 0.849 0.82 3.01 4906 0  
#> 3 Very Good 0.2 0.806 0.71 4 12082 0  
#> 4 Premium 0.2 0.892 0.86 4.01 13791 0  
#> 5 Ideal 0.2 0.703 0.54 3.5 21551 0

Furthermore, since the arguments to summarize are data-masking also means that the var argument to summary6() is data-masking. That means you can also summarize computed variables:

diamonds |>   
 group\_by(cut) |>   
 summary6(log10(carat))  
#> # A tibble: 5 × 7  
#> cut min mean median max n n\_miss  
#> <ord> <dbl> <dbl> <dbl> <dbl> <int> <int>  
#> 1 Fair -0.658 -0.0273 0 0.700 1610 0  
#> 2 Good -0.638 -0.133 -0.0862 0.479 4906 0  
#> 3 Very Good -0.699 -0.164 -0.149 0.602 12082 0  
#> 4 Premium -0.699 -0.125 -0.0655 0.603 13791 0  
#> 5 Ideal -0.699 -0.225 -0.268 0.544 21551 0

To summarize multiple variables, you’ll need to wait until [Section 28.2](#sec-across), where you’ll learn how to use across().

Another popular summarize() helper function is a version of count() that also computes proportions:

# https://twitter.com/Diabb6/status/1571635146658402309  
count\_prop <- function(df, var, sort = FALSE) {  
 df |>  
 count({{ var }}, sort = sort) |>  
 mutate(prop = n / sum(n))  
}  
  
diamonds |> count\_prop(clarity)  
#> # A tibble: 8 × 3  
#> clarity n prop  
#> <ord> <int> <dbl>  
#> 1 I1 741 0.0137  
#> 2 SI2 9194 0.170   
#> 3 SI1 13065 0.242   
#> 4 VS2 12258 0.227   
#> 5 VS1 8171 0.151   
#> 6 VVS2 5066 0.0939  
#> # … with 2 more rows

This function has three arguments: df, var, and sort, and only var needs to be embraced because it’s passed to count() which uses data-masking for all variables in ….

Or maybe you want to find the sorted unique values of a variable for a subset of the data. Rather than supplying a variable and a value to do the filtering, we’ll allow the user to supply a condition:

unique\_where <- function(df, condition, var) {  
 df |>   
 filter({{ condition }}) |>   
 distinct({{ var }}) |>   
 arrange({{ var }})  
}  
  
# Find all the destinations in December  
flights |> unique\_where(month == 12, dest)  
#> # A tibble: 96 × 1  
#> dest   
#> <chr>  
#> 1 ABQ   
#> 2 ALB   
#> 3 ATL   
#> 4 AUS   
#> 5 AVL   
#> 6 BDL   
#> # … with 90 more rows  
# Which months did plane N14228 fly in?  
flights |> unique\_where(tailnum == "N14228", month)  
#> # A tibble: 11 × 1  
#> month  
#> <int>  
#> 1 1  
#> 2 2  
#> 3 3  
#> 4 4  
#> 5 5  
#> 6 6  
#> # … with 5 more rows

Here we embrace condition because it’s passed to filter() and var because it’s passed to distinct() and arrange().

We’ve made all these examples to take a data frame as the first argument, but if you’re working repeatedly with the same data, it can make sense to hardcode it. For example, the following function always works with the flights dataset and always selects time\_hour, carrier, and flight since they form the compound primary key that allows you to identify a row.

flights\_sub <- function(rows, cols) {  
 flights |>   
 filter({{ rows }}) |>   
 select(time\_hour, carrier, flight, {{ cols }})  
}

### 27.3.4 Data-masking vs. tidy-selection

Sometimes you want to select variables inside a function that uses data-masking. For example, imagine you want to write a count\_missing() that counts the number of missing observations in rows. You might try writing something like:

count\_missing <- function(df, group\_vars, x\_var) {  
 df |>   
 group\_by({{ group\_vars }}) |>   
 summarize(n\_miss = sum(is.na({{ x\_var }})))  
}  
  
flights |>   
 count\_missing(c(year, month, day), dep\_time)  
#> Error in `group\_by()`:  
#> ℹ In argument: `c(year, month, day)`.  
#> Caused by error:  
#> ! `c(year, month, day)` must be size 336776 or 1, not 1010328.

This doesn’t work because group\_by() uses data-masking, not tidy-selection. We can work around that problem by using the handy pick() function, which allows you to use tidy-selection inside data-masking functions:

count\_missing <- function(df, group\_vars, x\_var) {  
 df |>   
 group\_by(pick({{ group\_vars }})) |>   
 summarize(n\_miss = sum(is.na({{ x\_var }})))  
}  
  
flights |>   
 count\_missing(c(year, month, day), dep\_time)  
#> `summarise()` has grouped output by 'year', 'month'. You can override using  
#> the `.groups` argument.  
#> # A tibble: 365 × 4  
#> # Groups: year, month [12]  
#> year month day n\_miss  
#> <int> <int> <int> <int>  
#> 1 2013 1 1 4  
#> 2 2013 1 2 8  
#> 3 2013 1 3 10  
#> 4 2013 1 4 6  
#> 5 2013 1 5 3  
#> 6 2013 1 6 1  
#> # … with 359 more rows

Another convenient use of pick() is to make a 2d table of counts. Here we count using all the variables in the rows and columns, then use pivot\_wider() to rearrange the counts into a grid:

# https://twitter.com/pollicipes/status/1571606508944719876  
count\_wide <- function(data, rows, cols) {  
 data |>   
 count(pick(c({{ rows }}, {{ cols }}))) |>   
 pivot\_wider(  
 names\_from = {{ cols }},   
 values\_from = n,  
 names\_sort = TRUE,  
 values\_fill = 0  
 )  
}  
  
diamonds |> count\_wide(c(clarity, color), cut)  
#> # A tibble: 56 × 7  
#> clarity color Fair Good `Very Good` Premium Ideal  
#> <ord> <ord> <int> <int> <int> <int> <int>  
#> 1 I1 D 4 8 5 12 13  
#> 2 I1 E 9 23 22 30 18  
#> 3 I1 F 35 19 13 34 42  
#> 4 I1 G 53 19 16 46 16  
#> 5 I1 H 52 14 12 46 38  
#> 6 I1 I 34 9 8 24 17  
#> # … with 50 more rows

While our examples have mostly focused on dplyr, tidy evaluation also underpins tidyr, and if you look at the pivot\_wider() docs you can see that names\_from uses tidy-selection.

### 27.3.5 Exercises

1. Using the datasets from nycflights13, write a function that:
   1. Finds all flights that were cancelled (i.e. is.na(arr\_time)) or delayed by more than an hour.
   * flights |> filter\_severe()
   1. Counts the number of cancelled flights and the number of flights delayed by more than an hour.
   * flights |> group\_by(dest) |> summarize\_severe()
   1. Finds all flights that were cancelled or delayed by more than a user supplied number of hours:
   * flights |> filter\_severe(hours = 2)
   1. Summarizes the weather to compute the minimum, mean, and maximum, of a user supplied variable:
   * weather |> summarize\_weather(temp)
   1. Converts the user supplied variable that uses clock time (e.g. dep\_time, arr\_time, etc.) into a decimal time (i.e. hours + (minutes / 60)).
   * weather |> standardise\_time(sched\_dep\_time)
2. For each of the following functions list all arguments that use tidy evaluation and describe whether they use data-masking or tidy-selection: distinct(), count(), group\_by(), rename\_with(), slice\_min(), slice\_sample().
3. Generalize the following function so that you can supply any number of variables to count.

* count\_prop <- function(df, var, sort = FALSE) {  
   df |>  
   count({{ var }}, sort = sort) |>  
   mutate(prop = n / sum(n))  
  }

## 27.4 Plot functions

Instead of returning a data frame, you might want to return a plot. Fortunately, you can use the same techniques with ggplot2, because aes() is a data-masking function. For example, imagine that you’re making a lot of histograms:

diamonds |>   
 ggplot(aes(x = carat)) +  
 geom\_histogram(binwidth = 0.1)  
  
diamonds |>   
 ggplot(aes(x = carat)) +  
 geom\_histogram(binwidth = 0.05)

Wouldn’t it be nice if you could wrap this up into a histogram function? This is easy as pie once you know that aes() is a data-masking function and you need to embrace:

histogram <- function(df, var, binwidth = NULL) {  
 df |>   
 ggplot(aes(x = {{ var }})) +   
 geom\_histogram(binwidth = binwidth)  
}  
  
diamonds |> histogram(carat, 0.1)
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Note that histogram() returns a ggplot2 plot, meaning you can still add on additional components if you want. Just remember to switch from |> to +:

diamonds |>   
 histogram(carat, 0.1) +  
 labs(x = "Size (in carats)", y = "Number of diamonds")

### 27.4.1 More variables

It’s straightforward to add more variables to the mix. For example, maybe you want an easy way to eyeball whether or not a data set is linear by overlaying a smooth line and a straight line:

# https://twitter.com/tyler\_js\_smith/status/1574377116988104704  
linearity\_check <- function(df, x, y) {  
 df |>  
 ggplot(aes(x = {{ x }}, y = {{ y }})) +  
 geom\_point() +  
 geom\_smooth(method = "loess", formula = y ~ x, color = "red", se = FALSE) +  
 geom\_smooth(method = "lm", formula = y ~ x, color = "blue", se = FALSE)   
}  
  
starwars |>   
 filter(mass < 1000) |>   
 linearity\_check(mass, height)
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Or maybe you want an alternative to colored scatterplots for very large datasets where overplotting is a problem:

# https://twitter.com/ppaxisa/status/1574398423175921665  
hex\_plot <- function(df, x, y, z, bins = 20, fun = "mean") {  
 df |>   
 ggplot(aes(x = {{ x }}, y = {{ y }}, z = {{ z }})) +   
 stat\_summary\_hex(  
 aes(color = after\_scale(fill)), # make border same color as fill  
 bins = bins,   
 fun = fun,  
 )  
}  
  
diamonds |> hex\_plot(carat, price, depth)
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### 27.4.2 Combining with dplyr

Some of the most useful helpers combine a dash of dplyr with ggplot2. For example, if you might want to do a vertical bar chart where you automatically sort the bars in frequency order using fct\_infreq(). Since the bar chart is vertical, we also need to reverse the usual order to get the highest values at the top:

sorted\_bars <- function(df, var) {  
 df |>   
 mutate({{ var }} := fct\_rev(fct\_infreq({{ var }}))) |>  
 ggplot(aes(y = {{ var }})) +  
 geom\_bar()  
}  
  
diamonds |> sorted\_bars(clarity)
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We have to use a new operator here, :=, because we are generating the variable name based on user-supplied data. Variable names go on the left hand side of =, but R’s syntax doesn’t allow anything to the left of = except for a single literal name. To work around this problem, we use the special operator := which tidy evaluation treats in exactly the same way as =.

Or maybe you want to make it easy to draw a bar plot just for a subset of the data:

conditional\_bars <- function(df, condition, var) {  
 df |>   
 filter({{ condition }}) |>   
 ggplot(aes(x = {{ var }})) +   
 geom\_bar()  
}  
  
diamonds |> conditional\_bars(cut == "Good", clarity)
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You can also get creative and display data summaries in other ways. You can find a cool application at <https://gist.github.com/GShotwell/b19ef520b6d56f61a830fabb3454965b>; it uses the axis labels to display the highest value. As you learn more about ggplot2, the power of your functions will continue to increase.

We’ll finish with a more complicated case: labelling the plots you create.

### 27.4.3 Labeling

Remember the histogram function we showed you earlier?

histogram <- function(df, var, binwidth = NULL) {  
 df |>   
 ggplot(aes(x = {{ var }})) +   
 geom\_histogram(binwidth = binwidth)  
}

Wouldn’t it be nice if we could label the output with the variable and the bin width that was used? To do so, we’re going to have to go under the covers of tidy evaluation and use a function from the package we haven’t talked about yet: rlang. rlang is a low-level package that’s used by just about every other package in the tidyverse because it implements tidy evaluation (as well as many other useful tools).

To solve the labeling problem we can use rlang::englue(). This works similarly to str\_glue(), so any value wrapped in { } will be inserted into the string. But it also understands {{ }}, which automatically inserts the appropriate variable name:

histogram <- function(df, var, binwidth) {  
 label <- rlang::englue("A histogram of {{var}} with binwidth {binwidth}")  
   
 df |>   
 ggplot(aes(x = {{ var }})) +   
 geom\_histogram(binwidth = binwidth) +   
 labs(title = label)  
}  
  
diamonds |> histogram(carat, 0.1)
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You can use the same approach in any other place where you want to supply a string in a ggplot2 plot.

### 27.4.4 Exercises

Build up a rich plotting function by incrementally implementing each of the steps below:

1. Draw a scatterplot given dataset and x and y variables.
2. Add a line of best fit (i.e. a linear model with no standard errors).
3. Add a title.

## 27.5 Style

R doesn’t care what your function or arguments are called but the names make a big difference for humans. Ideally, the name of your function will be short, but clearly evoke what the function does. That’s hard! But it’s better to be clear than short, as RStudio’s autocomplete makes it easy to type long names.

Generally, function names should be verbs, and arguments should be nouns. There are some exceptions: nouns are ok if the function computes a very well known noun (i.e. mean() is better than compute\_mean()), or accessing some property of an object (i.e. coef() is better than get\_coefficients()). Use your best judgement and don’t be afraid to rename a function if you figure out a better name later.

# Too short  
f()  
  
# Not a verb, or descriptive  
my\_awesome\_function()  
  
# Long, but clear  
impute\_missing()  
collapse\_years()

R also doesn’t care about how you use white space in your functions but future readers will. Continue to follow the rules from [Chapter 7](#sec-workflow-style). Additionally, function() should always be followed by squiggly brackets ({}), and the contents should be indented by an additional two spaces. This makes it easier to see the hierarchy in your code by skimming the left-hand margin.

# missing extra two spaces  
density <- function(color, facets, binwidth = 0.1) {  
diamonds |>   
 ggplot(aes(x = carat, y = after\_stat(density), color = {{ color }})) +  
 geom\_freqpoly(binwidth = binwidth) +  
 facet\_wrap(vars({{ facets }}))  
}  
  
# Pipe indented incorrectly  
density <- function(color, facets, binwidth = 0.1) {  
 diamonds |>   
 ggplot(aes(x = carat, y = after\_stat(density), color = {{ color }})) +  
 geom\_freqpoly(binwidth = binwidth) +  
 facet\_wrap(vars({{ facets }}))  
}

As you can see we recommend putting extra spaces inside of {{ }}. This makes it very obvious that something unusual is happening.

### 27.5.1 Exercises

1. Read the source code for each of the following two functions, puzzle out what they do, and then brainstorm better names.

* f1 <- function(string, prefix) {  
   substr(string, 1, nchar(prefix)) == prefix  
  }  
    
  f3 <- function(x, y) {  
   rep(y, length.out = length(x))  
  }

1. Take a function that you’ve written recently and spend 5 minutes brainstorming a better name for it and its arguments.
2. Make a case for why norm\_r(), norm\_d() etc. would be better than rnorm(), dnorm(). Make a case for the opposite.

## 27.6 Summary

In this chapter, you learned how to write functions for three useful scenarios: creating a vector, creating a data frames, or creating a plot. Along the way you saw many examples, which hopefully started to get your creative juices flowing, and gave you some ideas for where functions might help your analysis code.

We have only shown you the bare minimum to get started with functions and there’s much more to learn. A few places to learn more are:

* To learn more about programming with tidy evaluation, see useful recipes in [programming with dplyr](https://dplyr.tidyverse.org/articles/programming.html) and [programming with tidyr](https://tidyr.tidyverse.org/articles/programming.html) and learn more about the theory in [What is data-masking and why do I need {{?](https://rlang.r-lib.org/reference/topic-data-mask.html).
* To learn more about reducing duplication in your ggplot2 code, read the [Programming with ggplot2](https://ggplot2-book.org/programming.html) chapter of the ggplot2 book.
* For more advice on function style, see the [tidyverse style guide](https://style.tidyverse.org/functions.html).

In the next chapter, we’ll dive into some of the details of R’s vector data structures that we’ve omitted so far. These are not immediately useful by themselves, but are a necessary foundation for the following chapter on iteration which gives you further tools for reducing code duplication.

# 28. Iteration

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 28.1 Introduction

In this chapter, you’ll learn tools for iteration, repeatedly performing the same action on different objects. Iteration in R generally tends to look rather different from other programming languages because so much of it is implicit and we get it for free. For example, if you want to double a numeric vector x in R, you can just write 2 \* x. In most other languages, you’d need to explicitly double each element of x using some sort of for loop.

This book has already given you a small but powerful number of tools that perform the same action for multiple “things”:

* facet\_wrap() and facet\_grid() draws a plot for each subset.
* group\_by() plus summarize() computes a summary statistics for each subset.
* unnest\_wider() and unnest\_longer() create new rows and columns for each element of a list-column.

Now it’s time to learn some more general tools, often called **functional programming** tools because they are built around functions that take other functions as inputs. Learning functional programming can easily veer into the abstract, but in this chapter we’ll keep things concrete by focusing on three common tasks: modifying multiple columns, reading multiple files, and saving multiple objects.

### 28.1.1 Prerequisites

In this chapter, we’ll focus on tools provided by dplyr and purrr, both core members of the tidyverse. You’ve seen dplyr before, but [purrr](http://purrr.tidyverse.org/) is new. We’re just going to use a couple of purrr functions in this chapter, but it’s a great package to explore as you improve your programming skills.

library(tidyverse)  
library(lubridate)

## 28.2 Modifying multiple columns

Imagine you have this simple tibble and you want to count the number of observations and compute the median of every column.

df <- tibble(  
 a = rnorm(10),  
 b = rnorm(10),  
 c = rnorm(10),  
 d = rnorm(10)  
)

You could do it with copy-and-paste:

df |> summarize(  
 n = n(),  
 a = median(a),  
 b = median(b),  
 c = median(c),  
 d = median(d),  
)  
#> # A tibble: 1 × 5  
#> n a b c d  
#> <int> <dbl> <dbl> <dbl> <dbl>  
#> 1 10 -0.246 -0.287 -0.0567 0.144

That breaks our rule of thumb to never copy and paste more than twice, and you can imagine that this will get very tedious if you have tens or even hundreds of columns. Instead, you can use across():

df |> summarize(  
 n = n(),  
 across(a:d, median),  
)  
#> # A tibble: 1 × 5  
#> n a b c d  
#> <int> <dbl> <dbl> <dbl> <dbl>  
#> 1 10 -0.246 -0.287 -0.0567 0.144

across() has three particularly important arguments, which we’ll discuss in detail in the following sections. You’ll use the first two every time you use across(): the first argument, .cols, specifies which columns you want to iterate over, and the second argument, .fns, specifies what to do with each column. You can use the .names argument when you need additional control over the names of output columns, which is particularly important when you use across() with mutate(). We’ll also discuss two important variations, if\_any() and if\_all(), which work with filter().

### 28.2.1 Selecting columns with .cols

The first argument to across(), .cols, selects the columns to transform. This uses the same specifications as select(), [Section 4.3.2](#sec-select), so you can use functions like starts\_with() and ends\_with() to select columns based on their name.

There are two additional selection techniques that are particularly useful for across(): everything() and where(). everything() is straightforward: it selects every (non-grouping) column:

df <- tibble(  
 grp = sample(2, 10, replace = TRUE),  
 a = rnorm(10),  
 b = rnorm(10),  
 c = rnorm(10),  
 d = rnorm(10)  
)  
  
df |>   
 group\_by(grp) |>   
 summarize(across(everything(), median))  
#> # A tibble: 2 × 5  
#> grp a b c d  
#> <int> <dbl> <dbl> <dbl> <dbl>  
#> 1 1 -0.0935 -0.0163 0.363 0.364  
#> 2 2 0.312 -0.0576 0.208 0.565

Note grouping columns (grp here) are not included in across(), because they’re automatically preserved by summarize().

where() allows you to select columns based on their type:

* where(is.numeric) selects all numeric columns.
* where(is.character) selects all string columns.
* where(is.Date) selects all date columns.
* where(is.POSIXct) selects all date-time columns.
* where(is.logical) selects all logical columns.

Just like other selectors, you can combine these with Boolean algebra. For example, !where(is.numeric) selects all non-numeric columns, and starts\_with("a") & where(is.logical) selects all logical columns whose name starts with “a”.

### 28.2.2 Calling a single function

The second argument to across() defines how each column will be transformed. In simple cases, as above, this will be a single existing function. This is a pretty special feature of R: we’re passing one function (median, mean, str\_flatten, …) to another function (across). This is one of the features that makes R a functional programming language.

It’s important to note that we’re passing this function to across(), so across() can call it, not calling it ourselves. That means the function name should never be followed by (). If you forget, you’ll get an error:

df |>   
 group\_by(grp) |>   
 summarize(across(everything(), median()))  
#> Error in `summarize()`:  
#> ℹ In argument: `across(everything(), median())`.  
#> Caused by error in `is.factor()`:  
#> ! argument "x" is missing, with no default

This error arises because you’re calling the function with no input, e.g.:

median()  
#> Error in is.factor(x): argument "x" is missing, with no default

### 28.2.3 Calling multiple functions

In more complex cases, you might want to supply additional arguments or perform multiple transformations. Let’s motivate this problem with a simple example: what happens if we have some missing values in our data? median() propagates those missing values, giving us a suboptimal output:

rnorm\_na <- function(n, n\_na, mean = 0, sd = 1) {  
 sample(c(rnorm(n - n\_na, mean = mean, sd = 1), rep(NA, n\_na)))  
}  
  
df\_miss <- tibble(  
 a = rnorm\_na(5, 1),  
 b = rnorm\_na(5, 1),  
 c = rnorm\_na(5, 2),  
 d = rnorm(5)  
)  
df\_miss |>   
 summarize(  
 across(a:d, median),  
 n = n()  
 )  
#> # A tibble: 1 × 5  
#> a b c d n  
#> <dbl> <dbl> <dbl> <dbl> <int>  
#> 1 NA NA NA 1.15 5

It would be nice if we could pass along na.rm = TRUE to median() to remove these missing values. To do so, instead of calling median() directly, we need to create a new function that calls median() with the desired arguments:

df\_miss |>   
 summarize(  
 across(a:d, function(x) median(x, na.rm = TRUE)),  
 n = n()  
 )  
#> # A tibble: 1 × 5  
#> a b c d n  
#> <dbl> <dbl> <dbl> <dbl> <int>  
#> 1 0.139 -1.11 -0.387 1.15 5

This is a little verbose, so R comes with a handy shortcut: for this sort of throw away, or **anonymous**[[54]](#footnote-54), function you can replace function with \[[55]](#footnote-55):

df\_miss |>   
 summarize(  
 across(a:d, \(x) median(x, na.rm = TRUE)),  
 n = n()  
 )

In either case, across() effectively expands to the following code:

df\_miss |>   
 summarize(  
 a = median(a, na.rm = TRUE),  
 b = median(b, na.rm = TRUE),  
 c = median(c, na.rm = TRUE),  
 d = median(d, na.rm = TRUE),  
 n = n()  
 )

When we remove the missing values from the median(), it would be nice to know just how many values were removed. We can find that out by supplying two functions to across(): one to compute the median and the other to count the missing values. You supply multiple functions by using a named list to .fns:

df\_miss |>   
 summarize(  
 across(a:d, list(  
 median = \(x) median(x, na.rm = TRUE),  
 n\_miss = \(x) sum(is.na(x))  
 )),  
 n = n()  
 )  
#> # A tibble: 1 × 9  
#> a\_median a\_n\_miss b\_median b\_n\_miss c\_median c\_n\_miss d\_med…¹ d\_n\_m…² n  
#> <dbl> <int> <dbl> <int> <dbl> <int> <dbl> <int> <int>  
#> 1 0.139 1 -1.11 1 -0.387 2 1.15 0 5  
#> # … with abbreviated variable names ¹​d\_median, ²​d\_n\_miss

If you look carefully, you might intuit that the columns are named using using a glue specification ([Section 16.3.2](#sec-glue)) like {.col}\_{.fn} where .col is the name of the original column and .fn is the name of the function. That’s not a coincidence! As you’ll learn in the next section, you can use .names argument to supply your own glue spec.

### 28.2.4 Column names

The result of across() is named according to the specification provided in the .names argument. We could specify our own if we wanted the name of the function to come first[[56]](#footnote-56):

df\_miss |>   
 summarize(  
 across(  
 a:d,  
 list(  
 median = \(x) median(x, na.rm = TRUE),  
 n\_miss = \(x) sum(is.na(x))  
 ),  
 .names = "{.fn}\_{.col}"  
 ),  
 n = n(),  
 )  
#> # A tibble: 1 × 9  
#> median\_a n\_miss\_a median\_b n\_miss\_b median\_c n\_miss\_c media…¹ n\_mis…² n  
#> <dbl> <int> <dbl> <int> <dbl> <int> <dbl> <int> <int>  
#> 1 0.139 1 -1.11 1 -0.387 2 1.15 0 5  
#> # … with abbreviated variable names ¹​median\_d, ²​n\_miss\_d

The .names argument is particularly important when you use across() with mutate(). By default, the output of across() is given the same names as the inputs. This means that across() inside of mutate() will replace existing columns. For example, here we use coalesce() to replace NAs with 0:

df\_miss |>   
 mutate(  
 across(a:d, \(x) coalesce(x, 0))  
 )  
#> # A tibble: 5 × 4  
#> a b c d  
#> <dbl> <dbl> <dbl> <dbl>  
#> 1 0.434 -1.25 0 1.60   
#> 2 0 -1.43 -0.297 0.776  
#> 3 -0.156 -0.980 0 1.15   
#> 4 -2.61 -0.683 -0.785 2.13   
#> 5 1.11 0 -0.387 0.704

If you’d like to instead create new columns, you can use the .names argument to give the output new names:

df\_miss |>   
 mutate(  
 across(a:d, \(x) abs(x), .names = "{.col}\_abs")  
 )  
#> # A tibble: 5 × 8  
#> a b c d a\_abs b\_abs c\_abs d\_abs  
#> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
#> 1 0.434 -1.25 NA 1.60 0.434 1.25 NA 1.60   
#> 2 NA -1.43 -0.297 0.776 NA 1.43 0.297 0.776  
#> 3 -0.156 -0.980 NA 1.15 0.156 0.980 NA 1.15   
#> 4 -2.61 -0.683 -0.785 2.13 2.61 0.683 0.785 2.13   
#> 5 1.11 NA -0.387 0.704 1.11 NA 0.387 0.704

### 28.2.5 Filtering

across() is a great match for summarize() and mutate() but it’s more awkward to use with filter(), because you usually combine multiple conditions with either | or &. It’s clear that across() can help to create multiple logical columns, but then what? So dplyr provides two variants of across() called if\_any() and if\_all():

# same as df\_miss |> filter(is.na(a) | is.na(b) | is.na(c) | is.na(d))  
df\_miss |> filter(if\_any(a:d, is.na))  
#> # A tibble: 4 × 4  
#> a b c d  
#> <dbl> <dbl> <dbl> <dbl>  
#> 1 0.434 -1.25 NA 1.60   
#> 2 NA -1.43 -0.297 0.776  
#> 3 -0.156 -0.980 NA 1.15   
#> 4 1.11 NA -0.387 0.704  
  
# same as df\_miss |> filter(is.na(a) & is.na(b) & is.na(c) & is.na(d))  
df\_miss |> filter(if\_all(a:d, is.na))  
#> # A tibble: 0 × 4  
#> # … with 4 variables: a <dbl>, b <dbl>, c <dbl>, d <dbl>

### 28.2.6 across() in functions

across() is particularly useful to program with because it allows you to operate on multiple columns. For example, [Jacob Scott](https://twitter.com/_wurli/status/1571836746899283969) uses this little helper which wraps a bunch of lubridate function to expand all date columns into year, month, and day columns:

expand\_dates <- function(df) {  
 df |>   
 mutate(  
 across(where(is.Date), list(year = year, month = month, day = mday))  
 )  
}  
  
df\_date <- tibble(  
 name = c("Amy", "Bob"),  
 date = ymd(c("2009-08-03", "2010-01-16"))  
)  
  
df\_date |>   
 expand\_dates()  
#> # A tibble: 2 × 5  
#> name date date\_year date\_month date\_day  
#> <chr> <date> <dbl> <dbl> <int>  
#> 1 Amy 2009-08-03 2009 8 3  
#> 2 Bob 2010-01-16 2010 1 16

across() also makes it easy to supply multiple columns in a single argument because the first argument uses tidy-select; you just need to remember to embrace that argument, as we discussed in [Section 27.3.2](#sec-embracing). For example, this function will compute the means of numeric columns by default. But by supplying the second argument you can choose to summarize just selected columns:

summarize\_means <- function(df, summary\_vars = where(is.numeric)) {  
 df |>   
 summarize(  
 across({{ summary\_vars }}, \(x) mean(x, na.rm = TRUE)),  
 n = n()  
 )  
}  
diamonds |>   
 group\_by(cut) |>   
 summarize\_means()  
#> # A tibble: 5 × 9  
#> cut carat depth table price x y z n  
#> <ord> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <int>  
#> 1 Fair 1.05 64.0 59.1 4359. 6.25 6.18 3.98 1610  
#> 2 Good 0.849 62.4 58.7 3929. 5.84 5.85 3.64 4906  
#> 3 Very Good 0.806 61.8 58.0 3982. 5.74 5.77 3.56 12082  
#> 4 Premium 0.892 61.3 58.7 4584. 5.97 5.94 3.65 13791  
#> 5 Ideal 0.703 61.7 56.0 3458. 5.51 5.52 3.40 21551  
  
diamonds |>   
 group\_by(cut) |>   
 summarize\_means(c(carat, x:z))  
#> # A tibble: 5 × 6  
#> cut carat x y z n  
#> <ord> <dbl> <dbl> <dbl> <dbl> <int>  
#> 1 Fair 1.05 6.25 6.18 3.98 1610  
#> 2 Good 0.849 5.84 5.85 3.64 4906  
#> 3 Very Good 0.806 5.74 5.77 3.56 12082  
#> 4 Premium 0.892 5.97 5.94 3.65 13791  
#> 5 Ideal 0.703 5.51 5.52 3.40 21551

### 28.2.7 Vs pivot\_longer()

Before we go on, it’s worth pointing out an interesting connection between across() and pivot\_longer() ([Section 6.3](#sec-pivoting)). In many cases, you perform the same calculations by first pivoting the data and then performing the operations by group rather than by column. For example, take this multi-function summary:

df |>   
 summarize(across(a:d, list(median = median, mean = mean)))  
#> # A tibble: 1 × 8  
#> a\_median a\_mean b\_median b\_mean c\_median c\_mean d\_median d\_mean  
#> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
#> 1 0.0380 0.205 -0.0163 0.0910 0.260 0.0716 0.540 0.508

We could compute the same values by pivoting longer and then summarizing:

long <- df |>   
 pivot\_longer(a:d) |>   
 group\_by(name) |>   
 summarize(  
 median = median(value),  
 mean = mean(value)  
 )  
long  
#> # A tibble: 4 × 3  
#> name median mean  
#> <chr> <dbl> <dbl>  
#> 1 a 0.0380 0.205   
#> 2 b -0.0163 0.0910  
#> 3 c 0.260 0.0716  
#> 4 d 0.540 0.508

And if you wanted the same structure as across() you could pivot again:

long |>   
 pivot\_wider(  
 names\_from = name,  
 values\_from = c(median, mean),  
 names\_vary = "slowest",  
 names\_glue = "{name}\_{.value}"  
 )  
#> # A tibble: 1 × 8  
#> a\_median a\_mean b\_median b\_mean c\_median c\_mean d\_median d\_mean  
#> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
#> 1 0.0380 0.205 -0.0163 0.0910 0.260 0.0716 0.540 0.508

This is a useful technique to know about because sometimes you’ll hit a problem that’s not currently possible to solve with across(): when you have groups of columns that you want to compute with simultaneously. For example, imagine that our data frame contains both values and weights and we want to compute a weighted mean:

df\_paired <- tibble(  
 a\_val = rnorm(10),  
 a\_wts = runif(10),  
 b\_val = rnorm(10),  
 b\_wts = runif(10),  
 c\_val = rnorm(10),  
 c\_wts = runif(10),  
 d\_val = rnorm(10),  
 d\_wts = runif(10)  
)

There’s currently no way to do this with across()[[57]](#footnote-57), but it’s relatively straightforward with pivot\_longer():

df\_long <- df\_paired |>   
 pivot\_longer(  
 everything(),   
 names\_to = c("group", ".value"),   
 names\_sep = "\_"  
 )  
df\_long  
#> # A tibble: 40 × 3  
#> group val wts  
#> <chr> <dbl> <dbl>  
#> 1 a 0.715 0.518  
#> 2 b -0.709 0.691  
#> 3 c 0.718 0.216  
#> 4 d -0.217 0.733  
#> 5 a -1.09 0.979  
#> 6 b -0.209 0.675  
#> # … with 34 more rows  
  
df\_long |>   
 group\_by(group) |>   
 summarize(mean = weighted.mean(val, wts))  
#> # A tibble: 4 × 2  
#> group mean  
#> <chr> <dbl>  
#> 1 a 0.126   
#> 2 b -0.0704  
#> 3 c -0.360   
#> 4 d -0.248

If needed, you could pivot\_wider() this back to the original form.

### 28.2.8 Exercises

1. Compute the number of unique values in each column of palmerpenguins::penguins.
2. Compute the mean of every column in mtcars.
3. Group diamonds by cut, clarity, and color then count the number of observations and the mean of each numeric column.
4. What happens if you use a list of functions, but don’t name them? How is the output named?
5. It is possible to use across() inside filter() where it’s equivalent to if\_all(). Can you explain why?
6. Adjust expand\_dates() to automatically remove the date columns after they’ve been expanded. Do you need to embrace any arguments?
7. Explain what each step of the pipeline in this function does. What special feature of where() are we taking advantage of?

* show\_missing <- function(df, group\_vars, summary\_vars = everything()) {  
   df |>   
   group\_by(pick({{ group\_vars }})) |>   
   summarize(  
   across({{ summary\_vars }}, \(x) sum(is.na(x))),  
   .groups = "drop"  
   ) |>  
   select(where(\(x) any(x > 0)))  
  }  
  nycflights13::flights |> show\_missing(c(year, month, day))

## 28.3 Reading multiple files

In the previous section, you learned how to use dplyr::across() to repeat a transformation on multiple columns. In this section, you’ll learn how to use purrr::map() to do something to every file in a directory. Let’s start with a little motivation: imagine you have a directory full of excel spreadsheets[[58]](#footnote-58) you want to read. You could do it with copy and paste:

data2019 <- readxl::read\_excel("data/y2019.xlsx")  
data2020 <- readxl::read\_excel("data/y2020.xlsx")  
data2021 <- readxl::read\_excel("data/y2021.xlsx")  
data2022 <- readxl::read\_excel("data/y2022.xlsx")

And then use dplyr::bind\_rows() to combine them all together:

data <- bind\_rows(data2019, data2020, data2021, data2022)

You can imagine that this would get tedious quickly, especially if you had hundreds of files, not just four. The following sections show you how to automate this sort of task. There are three basic steps: use list.files() to list all the files in a directory, then use purrr::map() to read each of them into a list, then use purrr::list\_rbind() to combine them into a single data frame. We’ll then discuss how you can handle situations of increasing heterogeneity, where you can’t do exactly the same thing to every file.

### 28.3.1 Listing files in a directory

As the name suggests, list.files() lists the files in a directory. You’ll almost always use three arguments:

* The first argument, path, is the directory to look in.
* pattern is a regular expression used to filter the file names. The most common pattern is something like [.]xlsx$ or [.]csv$ to find all files with a specified extension.
* full.names determines whether or not the directory name should be included in the output. You almost always want this to be TRUE.

To make our motivating example concrete, this book contains a folder with 12 excel spreadsheets containing data from the gapminder package. Each file contains one year’s worth of data for 142 countries. We can list them all with the appropriate call to list.files():

paths <- list.files("data/gapminder", pattern = "[.]xlsx$", full.names = TRUE)  
paths  
#> [1] "data/gapminder/1952.xlsx" "data/gapminder/1957.xlsx"  
#> [3] "data/gapminder/1962.xlsx" "data/gapminder/1967.xlsx"  
#> [5] "data/gapminder/1972.xlsx" "data/gapminder/1977.xlsx"  
#> [7] "data/gapminder/1982.xlsx" "data/gapminder/1987.xlsx"  
#> [9] "data/gapminder/1992.xlsx" "data/gapminder/1997.xlsx"  
#> [11] "data/gapminder/2002.xlsx" "data/gapminder/2007.xlsx"

### 28.3.2 Lists

Now that we have these 12 paths, we could call read\_excel() 12 times to get 12 data frames:

gapminder\_1952 <- readxl::read\_excel("data/gapminder/1952.xlsx")  
gapminder\_1957 <- readxl::read\_excel("data/gapminder/1957.xlsx")  
gapminder\_1962 <- readxl::read\_excel("data/gapminder/1962.xlsx")  
 ...,  
gapminder\_2007 <- readxl::read\_excel("data/gapminder/2007.xlsx")

But putting each sheet into its own variable is going to make it hard to work with them a few steps down the road. Instead, they’ll be easier to work with if we put them into a single object. A list is the perfect tool for this job:

files <- list(  
 readxl::read\_excel("data/gapminder/1952.xlsx"),  
 readxl::read\_excel("data/gapminder/1957.xlsx"),  
 readxl::read\_excel("data/gapminder/1962.xlsx"),  
 ...,  
 readxl::read\_excel("data/gapminder/2007.xlsx")  
)

Now that you have these data frames in a list, how do you get one out? You can use files[[i]] to extract the i-th element:

files[[3]]  
#> # A tibble: 142 × 5  
#> country continent lifeExp pop gdpPercap  
#> <chr> <chr> <dbl> <dbl> <dbl>  
#> 1 Afghanistan Asia 32.0 10267083 853.  
#> 2 Albania Europe 64.8 1728137 2313.  
#> 3 Algeria Africa 48.3 11000948 2551.  
#> 4 Angola Africa 34 4826015 4269.  
#> 5 Argentina Americas 65.1 21283783 7133.  
#> 6 Australia Oceania 70.9 10794968 12217.  
#> # … with 136 more rows

We’ll come back to [[ in more detail in [Section 29.2](#sec-subset-one).

### 28.3.3 purrr::map() and list\_rbind()

The code to collect those data frames in a list “by hand” is basically just as tedious to type as code that reads the files one-by-one. Happily, we can use purrr::map() to make even better use of our paths vector. map() is similar toacross(), but instead of doing something to each column in a data frame, it does something to each element of a vector.map(x, f) is shorthand for:

list(  
 f(x[[1]]),  
 f(x[[2]]),  
 ...,  
 f(x[[n]])  
)

So we can use map() get a list of 12 data frames:

files <- map(paths, readxl::read\_excel)  
length(files)  
#> [1] 12  
  
files[[1]]  
#> # A tibble: 142 × 5  
#> country continent lifeExp pop gdpPercap  
#> <chr> <chr> <dbl> <dbl> <dbl>  
#> 1 Afghanistan Asia 28.8 8425333 779.  
#> 2 Albania Europe 55.2 1282697 1601.  
#> 3 Algeria Africa 43.1 9279525 2449.  
#> 4 Angola Africa 30.0 4232095 3521.  
#> 5 Argentina Americas 62.5 17876956 5911.  
#> 6 Australia Oceania 69.1 8691212 10040.  
#> # … with 136 more rows

(This is another data structure that doesn’t display particularly compactly with str() so you might want to load it into RStudio and inspect it with View()).

Now we can use purrr::list\_rbind() to combine that list of data frames into a single data frame:

list\_rbind(files)  
#> # A tibble: 1,704 × 5  
#> country continent lifeExp pop gdpPercap  
#> <chr> <chr> <dbl> <dbl> <dbl>  
#> 1 Afghanistan Asia 28.8 8425333 779.  
#> 2 Albania Europe 55.2 1282697 1601.  
#> 3 Algeria Africa 43.1 9279525 2449.  
#> 4 Angola Africa 30.0 4232095 3521.  
#> 5 Argentina Americas 62.5 17876956 5911.  
#> 6 Australia Oceania 69.1 8691212 10040.  
#> # … with 1,698 more rows

Or we could do both steps at once in a pipeline:

paths |>   
 map(readxl::read\_excel) |>   
 list\_rbind()

What if we want to pass in extra arguments to read\_excel()? We use the same technique that we used with across(). For example, it’s often useful to peak at the first few rows of the data with n\_max = 1:

paths |>   
 map(\(path) readxl::read\_excel(path, n\_max = 1)) |>   
 list\_rbind()  
#> # A tibble: 12 × 5  
#> country continent lifeExp pop gdpPercap  
#> <chr> <chr> <dbl> <dbl> <dbl>  
#> 1 Afghanistan Asia 28.8 8425333 779.  
#> 2 Afghanistan Asia 30.3 9240934 821.  
#> 3 Afghanistan Asia 32.0 10267083 853.  
#> 4 Afghanistan Asia 34.0 11537966 836.  
#> 5 Afghanistan Asia 36.1 13079460 740.  
#> 6 Afghanistan Asia 38.4 14880372 786.  
#> # … with 6 more rows

This makes it clear that something is missing: there’s no year column because that value is recorded in the path, not the individual files. We’ll tackle that problem next.

### 28.3.4 Data in the path

Sometimes the name of the file is data itself. In this example, the file name contains the year, which is not otherwise recorded in the individual files. To get that column into the final data frame, we need to do two things:

First, we name the vector of paths. The easiest way to do this is with the set\_names() function, which can take a function. Here we use basename() to extract just the file name from the full path:

paths |> set\_names(basename)   
#> 1952.xlsx 1957.xlsx   
#> "data/gapminder/1952.xlsx" "data/gapminder/1957.xlsx"   
#> 1962.xlsx 1967.xlsx   
#> "data/gapminder/1962.xlsx" "data/gapminder/1967.xlsx"   
#> 1972.xlsx 1977.xlsx   
#> "data/gapminder/1972.xlsx" "data/gapminder/1977.xlsx"   
#> 1982.xlsx 1987.xlsx   
#> "data/gapminder/1982.xlsx" "data/gapminder/1987.xlsx"   
#> 1992.xlsx 1997.xlsx   
#> "data/gapminder/1992.xlsx" "data/gapminder/1997.xlsx"   
#> 2002.xlsx 2007.xlsx   
#> "data/gapminder/2002.xlsx" "data/gapminder/2007.xlsx"

Those names are automatically carried along by all the map functions, so the list of data frames will have those same names:

files <- paths |>   
 set\_names(basename) |>   
 map(readxl::read\_excel)

That makes this call to map() shorthand for:

files <- list(  
 "1952.xlsx" = readxl::read\_excel("data/gapminder/1952.xlsx"),  
 "1957.xlsx" = readxl::read\_excel("data/gapminder/1957.xlsx"),  
 "1962.xlsx" = readxl::read\_excel("data/gapminder/1962.xlsx"),  
 ...,  
 "2007.xlsx" = readxl::read\_excel("data/gapminder/2007.xlsx")  
)

You can also use [[ to extract elements by name:

files[["1962.xlsx"]]  
#> # A tibble: 142 × 5  
#> country continent lifeExp pop gdpPercap  
#> <chr> <chr> <dbl> <dbl> <dbl>  
#> 1 Afghanistan Asia 32.0 10267083 853.  
#> 2 Albania Europe 64.8 1728137 2313.  
#> 3 Algeria Africa 48.3 11000948 2551.  
#> 4 Angola Africa 34 4826015 4269.  
#> 5 Argentina Americas 65.1 21283783 7133.  
#> 6 Australia Oceania 70.9 10794968 12217.  
#> # … with 136 more rows

Then we use the names\_to argument to list\_rbind() to tell it to save the names into a new column called year then use readr::parse\_number() to extract the number from the string.

paths |>   
 set\_names(basename) |>   
 map(readxl::read\_excel) |>   
 list\_rbind(names\_to = "year") |>   
 mutate(year = parse\_number(year))  
#> # A tibble: 1,704 × 6  
#> year country continent lifeExp pop gdpPercap  
#> <dbl> <chr> <chr> <dbl> <dbl> <dbl>  
#> 1 1952 Afghanistan Asia 28.8 8425333 779.  
#> 2 1952 Albania Europe 55.2 1282697 1601.  
#> 3 1952 Algeria Africa 43.1 9279525 2449.  
#> 4 1952 Angola Africa 30.0 4232095 3521.  
#> 5 1952 Argentina Americas 62.5 17876956 5911.  
#> 6 1952 Australia Oceania 69.1 8691212 10040.  
#> # … with 1,698 more rows

In more complicated cases, there might be other variables stored in the directory name, or maybe the file name contains multiple bits of data. In that case, use set\_names() (without any arguments) to record the full path, and then use tidyr::separate\_wider\_delim() and friends to turn them into useful columns.

paths |>   
 set\_names() |>   
 map(readxl::read\_excel) |>   
 list\_rbind(names\_to = "year") |>   
 separate\_wider\_delim(year, delim = "/", names = c(NA, "dir", "file")) |>   
 separate\_wider\_delim(file, delim = ".", names = c("file", "ext"))  
#> # A tibble: 1,704 × 8  
#> dir file ext country continent lifeExp pop gdpPercap  
#> <chr> <chr> <chr> <chr> <chr> <dbl> <dbl> <dbl>  
#> 1 gapminder 1952 xlsx Afghanistan Asia 28.8 8425333 779.  
#> 2 gapminder 1952 xlsx Albania Europe 55.2 1282697 1601.  
#> 3 gapminder 1952 xlsx Algeria Africa 43.1 9279525 2449.  
#> 4 gapminder 1952 xlsx Angola Africa 30.0 4232095 3521.  
#> 5 gapminder 1952 xlsx Argentina Americas 62.5 17876956 5911.  
#> 6 gapminder 1952 xlsx Australia Oceania 69.1 8691212 10040.  
#> # … with 1,698 more rows

### 28.3.5 Save your work

Now that you’ve done all this hard work to get to a nice tidy data frame, it’s a great time to save your work:

gapminder <- paths |>   
 set\_names(basename) |>   
 map(readxl::read\_excel) |>   
 list\_rbind(names\_to = "year") |>   
 mutate(year = parse\_number(year))  
  
write\_csv(gapminder, "gapminder.csv")

Now when you come back to this problem in the future, you can read in a single csv file.

If you’re working in a project, we’d suggest calling the file that does this sort of data prep work something like 0-cleanup.R. The 0 in the file name suggests that this should be run before anything else.

If your input data files change over time, you might consider learning a tool like [targets](https://docs.ropensci.org/targets/) to set up your data cleaning code to automatically re-run whenever one of the input files is modified.

### 28.3.6 Many simple iterations

Here we’ve just loaded the data directly from disk, and were lucky enough to get a tidy dataset. In most cases, you’ll need to do some additional tidying, and you have two basic options: you can do one round of iteration with a complex function, or do multiple rounds of iteration with simple functions. In our experience most folks reach first for one complex iteration, but you’re often better by doing multiple simple iterations.

For example, imagine that you want to read in a bunch of files, filter out missing values, pivot, and then combine. One way to approach the problem is to write a function that takes a file and does all those steps then call map() once:

process\_file <- function(path) {  
 df <- read\_csv(path)  
   
 df |>   
 filter(!is.na(id)) |>   
 mutate(id = tolower(id)) |>   
 pivot\_longer(jan:dec, names\_to = "month")  
}  
  
paths |>   
 map(process\_file) |>   
 list\_rbind()

Alternatively, you could perform each step of process\_file() to every file:

paths |>   
 map(read\_csv) |>   
 map(\(df) df |> filter(!is.na(id))) |>   
 map(\(df) df |> mutate(id = tolower(id))) |>   
 map(\(df) df |> pivot\_longer(jan:dec, names\_to = "month")) |>   
 list\_rbind()

We recommend this approach because it stops you getting fixated on getting the first file right before moving on to the rest. By considering all of the data when doing tidying and cleaning, you’re more likely to think holistically and end up with a higher quality result.

In this particular example, there’s another optimization you could make, by binding all the data frames together earlier. Then you can rely on regular dplyr behavior:

paths |>   
 map(read\_csv) |>   
 list\_rbind() |>   
 filter(!is.na(id)) |>   
 mutate(id = tolower(id)) |>   
 pivot\_longer(jan:dec, names\_to = "month")

### 28.3.7 Heterogeneous data

Unfortunately, sometimes it’s not possible to go from map() straight to list\_rbind() because the data frames are so heterogeneous that list\_rbind() either fails or yields a data frame that’s not very useful. In that case, it’s still useful to start by loading all of the files:

files <- paths |>   
 map(readxl::read\_excel)

Then a very useful strategy is to capture the structure of the data frames so that you can explore it using your data science skills. One way to do so is with this handy df\_types function that returns a tibble with one row for each column:

df\_types <- function(df) {  
 tibble(  
 col\_name = names(df),   
 col\_type = map\_chr(df, vctrs::vec\_ptype\_full),  
 n\_miss = map\_int(df, \(x) sum(is.na(x)))  
 )  
}  
  
df\_types(starwars)  
#> # A tibble: 14 × 3  
#> col\_name col\_type n\_miss  
#> <chr> <chr> <int>  
#> 1 name character 0  
#> 2 height integer 6  
#> 3 mass double 28  
#> 4 hair\_color character 5  
#> 5 skin\_color character 0  
#> 6 eye\_color character 0  
#> # … with 8 more rows

You can then apply this function to all of the files, and maybe do some pivoting to make it easier to see where the differences are. For example, this makes it easy to verify that the gapminder spreadsheets that we’ve been working with are all quite homogeneous:

files |>   
 map(df\_types) |>   
 list\_rbind(names\_to = "file\_name") |>   
 select(-n\_miss) |>   
 pivot\_wider(names\_from = col\_name, values\_from = col\_type)  
#> # A tibble: 12 × 6  
#> file\_name country continent lifeExp pop gdpPercap  
#> <chr> <chr> <chr> <chr> <chr> <chr>   
#> 1 1952.xlsx character character double double double   
#> 2 1957.xlsx character character double double double   
#> 3 1962.xlsx character character double double double   
#> 4 1967.xlsx character character double double double   
#> 5 1972.xlsx character character double double double   
#> 6 1977.xlsx character character double double double   
#> # … with 6 more rows

If the files have heterogeneous formats, you might need to do more processing before you can successfully merge them. Unfortunately, we’re now going to leave you to figure that out on your own, but you might want to read about map\_if() and map\_at(). map\_if() allows you to selectively modify elements of a list based on their values; map\_at() allows you to selectively modify elements based on their names.

### 28.3.8 Handling failures

Sometimes the structure of your data might be sufficiently wild that you can’t even read all the files with a single command. And then you’ll encounter one of the downsides of map: it succeeds or fails as a whole. map() will either successfully read all of the files in a directory or fail with an error, reading zero files. This is annoying: why does one failure prevent you from accessing all the other successes?

Luckily, purrr comes with a helper to tackle this problem: possibly(). possibly() is what’s known as a function operator: it takes a function and returns a function with modified behavior. In particular, possibly() changes a function from erroring to returning a value that you specify:

files <- paths |>   
 map(possibly(\(path) readxl::read\_excel(path), NULL))  
  
data <- files |> list\_rbind()

This works particularly well here because list\_rbind(), like many tidyverse functions, automatically ignores NULLs.

Now you have all the data that can be read easily, and it’s time to tackle the hard part of figuring out why some files failed to load and what do to about it. Start by getting the paths that failed:

failed <- map\_vec(files, is.null)  
paths[failed]  
#> character(0)

Then call the import function again for each failure and figure out what went wrong.

## 28.4 Saving multiple outputs

In the last section, you learned about map(), which is useful for reading multiple files into a single object. In this section, we’ll now explore sort of the opposite problem: how can you take one or more R objects and save it to one or more files? We’ll explore this challenge using three examples:

* Saving multiple data frames into one database.
* Saving multiple data frames into multiple .csv files.
* Saving multiple plots to multiple .png files.

### 28.4.1 Writing to a database

Sometimes when working with many files at once, it’s not possible to fit all your data into memory at once, and you can’t do map(files, read\_csv). One approach to deal with this problem is to load your data into a database so you can access just the bits you need with dbplyr.

If you’re lucky, the database package you’re using will provide a handy function that takes a vector of paths and loads them all into the database. This is the case with duckdb’s duckdb\_read\_csv():

con <- DBI::dbConnect(duckdb::duckdb())  
duckdb::duckdb\_read\_csv(con, "gapminder", paths)

This would work well here, but we don’t have csv files, instead we have excel spreadsheets. So we’re going to have to do it “by hand”. Learning to do it by hand will also help you when you have a bunch of csvs and the database that you’re working with doesn’t have one function that will load them all in.

We need to start by creating a table that will fill in with data. The easiest way to do this is by creating a template, a dummy data frame that contains all the columns we want, but only a sampling of the data. For the gapminder data, we can make that template by reading a single file and adding the year to it:

template <- readxl::read\_excel(paths[[1]])  
template$year <- 1952  
template  
#> # A tibble: 142 × 6  
#> country continent lifeExp pop gdpPercap year  
#> <chr> <chr> <dbl> <dbl> <dbl> <dbl>  
#> 1 Afghanistan Asia 28.8 8425333 779. 1952  
#> 2 Albania Europe 55.2 1282697 1601. 1952  
#> 3 Algeria Africa 43.1 9279525 2449. 1952  
#> 4 Angola Africa 30.0 4232095 3521. 1952  
#> 5 Argentina Americas 62.5 17876956 5911. 1952  
#> 6 Australia Oceania 69.1 8691212 10040. 1952  
#> # … with 136 more rows

Now we can connect to the database, and use DBI::dbCreateTable() to turn our template into a database table:

con <- DBI::dbConnect(duckdb::duckdb())  
DBI::dbCreateTable(con, "gapminder", template)

dbCreateTable() doesn’t use the data in template, just the variable names and types. So if we inspect the gapminder table now you’ll see that it’s empty but it has the variables we need with the types we expect:

con |> tbl("gapminder")  
#> # Source: table<gapminder> [0 x 6]  
#> # Database: DuckDB 0.6.2-dev1166 [unknown@Linux 5.4.0-1088-aws:R 4.2.2/:memory:]  
#> # … with 6 variables: country <chr>, continent <chr>, lifeExp <dbl>,  
#> # pop <dbl>, gdpPercap <dbl>, year <dbl>

Next, we need a function that takes a single file path, reads it into R, and adds the result to the gapminder table. We can do that by combining read\_excel() with DBI::dbAppendTable():

append\_file <- function(path) {  
 df <- readxl::read\_excel(path)  
 df$year <- parse\_number(basename(path))  
   
 DBI::dbAppendTable(con, "gapminder", df)  
}

Now we need to call append\_file() once for each element of paths. That’s certainly possible with map():

paths |> map(append\_file)

But we don’t care about the output of append\_file(), so instead of map() it’s slightly nicer to use walk(). walk() does exactly the same thing as map() but throws the output away:

paths |> walk(append\_file)

Now we can see if we have all the data in our table:

con |>   
 tbl("gapminder") |>   
 count(year)  
#> # Source: SQL [?? x 2]  
#> # Database: DuckDB 0.6.2-dev1166 [unknown@Linux 5.4.0-1088-aws:R 4.2.2/:memory:]  
#> year n  
#> <dbl> <dbl>  
#> 1 1952 142  
#> 2 1957 142  
#> 3 1962 142  
#> 4 1967 142  
#> 5 1972 142  
#> 6 1977 142  
#> # … with more rows

### 28.4.2 Writing csv files

The same basic principle applies if we want to write multiple csv files, one for each group. Let’s imagine that we want to take the ggplot2::diamonds data and save one csv file for each clarity. First we need to make those individual datasets. There are many ways you could do that, but there’s one way we particularly like: group\_nest().

by\_clarity <- diamonds |>   
 group\_nest(clarity)  
  
by\_clarity  
#> # A tibble: 8 × 2  
#> clarity data  
#> <ord> <list<tibble[,9]>>  
#> 1 I1 [741 × 9]  
#> 2 SI2 [9,194 × 9]  
#> 3 SI1 [13,065 × 9]  
#> 4 VS2 [12,258 × 9]  
#> 5 VS1 [8,171 × 9]  
#> 6 VVS2 [5,066 × 9]  
#> # … with 2 more rows

This gives us a new tibble with eight rows and two columns. clarity is our grouping variable and data is a list-column containing one tibble for each unique value of clarity:

by\_clarity$data[[1]]  
#> # A tibble: 741 × 9  
#> carat cut color depth table price x y z  
#> <dbl> <ord> <ord> <dbl> <dbl> <int> <dbl> <dbl> <dbl>  
#> 1 0.32 Premium E 60.9 58 345 4.38 4.42 2.68  
#> 2 1.17 Very Good J 60.2 61 2774 6.83 6.9 4.13  
#> 3 1.01 Premium F 61.8 60 2781 6.39 6.36 3.94  
#> 4 1.01 Fair E 64.5 58 2788 6.29 6.21 4.03  
#> 5 0.96 Ideal F 60.7 55 2801 6.37 6.41 3.88  
#> 6 1.04 Premium G 62.2 58 2801 6.46 6.41 4   
#> # … with 735 more rows

While we’re here, let’s create a column that gives the name of output file, using mutate() and str\_glue():

by\_clarity <- by\_clarity |>   
 mutate(path = str\_glue("diamonds-{clarity}.csv"))  
  
by\_clarity  
#> # A tibble: 8 × 3  
#> clarity data path   
#> <ord> <list<tibble[,9]>> <glue>   
#> 1 I1 [741 × 9] diamonds-I1.csv   
#> 2 SI2 [9,194 × 9] diamonds-SI2.csv   
#> 3 SI1 [13,065 × 9] diamonds-SI1.csv   
#> 4 VS2 [12,258 × 9] diamonds-VS2.csv   
#> 5 VS1 [8,171 × 9] diamonds-VS1.csv   
#> 6 VVS2 [5,066 × 9] diamonds-VVS2.csv  
#> # … with 2 more rows

So if we were going to save these data frames by hand, we might write something like:

write\_csv(by\_clarity$data[[1]], by\_clarity$path[[1]])  
write\_csv(by\_clarity$data[[2]], by\_clarity$path[[2]])  
write\_csv(by\_clarity$data[[3]], by\_clarity$path[[3]])  
...  
write\_csv(by\_clarity$by\_clarity[[8]], by\_clarity$path[[8]])

This is a little different to our previous uses of map() because there are two arguments that are changing, not just one. That means we need a new function: map2(), which varies both the first and second arguments. And because we again don’t care about the output, we want walk2() rather than map2(). That gives us:

walk2(by\_clarity$data, by\_clarity$path, write\_csv)

### 28.4.3 Saving plots

We can take the same basic approach to create many plots. Let’s first make a function that draws the plot we want:

carat\_histogram <- function(df) {  
 ggplot(df, aes(x = carat)) + geom\_histogram(binwidth = 0.1)   
}  
  
carat\_histogram(by\_clarity$data[[1]])
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Now we can use map() to create a list of many plots[[59]](#footnote-59) and their eventual file paths:

by\_clarity <- by\_clarity |>   
 mutate(  
 plot = map(data, carat\_histogram),  
 path = str\_glue("clarity-{clarity}.png")  
 )

Then use walk2() with ggsave() to save each plot:

walk2(  
 by\_clarity$path,  
 by\_clarity$plot,  
 \(path, plot) ggsave(path, plot, width = 6, height = 6)  
)

This is shorthand for:

ggsave(by\_clarity$path[[1]], by\_clarity$plot[[1]], width = 6, height = 6)  
ggsave(by\_clarity$path[[2]], by\_clarity$plot[[2]], width = 6, height = 6)  
ggsave(by\_clarity$path[[3]], by\_clarity$plot[[3]], width = 6, height = 6)  
...  
ggsave(by\_clarity$path[[8]], by\_clarity$plot[[8]], width = 6, height = 6)

## 28.5 Summary

In this chapter, you’ve seen how to use explicit iteration to solve three problems that come up frequently when doing data science: manipulating multiple columns, reading multiple files, and saving multiple outputs. But in general, iteration is a super power: if you know the right iteration technique, you can easily go from fixing one problem to fixing all the problems. Once you’ve mastered the techniques in this chapter, we highly recommend learning more by reading the [Functionals chapter](https://adv-r.hadley.nz/functionals.html) of *Advanced R* and consulting the [purrr website](https://purrr.tidyverse.org).

If you know much about iteration in other languages, you might be surprised that we didn’t discuss the for loop. That’s because R’s orientation towards data analysis changes how we iterate: in most cases you can rely on an existing idiom to do something to each columns or each group. And when you can’t, you can often use a functional programming tool like map() that does something to each element of a list. However, you will see for loops in wild-caught code, so you’ll learn about them in the next chapter where we’ll discuss some important base R tools.

# 29. A field guide to base R

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

To finish off the programming section, we’re going to give you a quick tour of the most important base R functions that we don’t otherwise discuss in the book. These tools are particularly useful as you do more programming and will help you read code you’ll encounter in the wild.

This is a good place to remind you that the tidyverse is not the only way to solve data science problems. We teach the tidyverse in this book because tidyverse packages share a common design philosophy, increasing the consistency across functions, and making each new function or package a little easier to learn and use. It’s not possible to use the tidyverse without using base R, so we’ve actually already taught you a **lot** of base R functions: from library() to load packages, to sum() and mean() for numeric summaries, to the factor, date, and POSIXct data types, and of course all the basic operators like +, -, /, \*, |, &, and !. What we haven’t focused on so far is base R workflows, so we will highlight a few of those in this chapter.

After you read this book, you’ll learn other approaches to the same problems using base R, data.table, and other packages. You’ll undoubtedly encounter these other approaches when you start reading R code written by others, particularly if you’re using StackOverflow. It’s 100% okay to write code that uses a mix of approaches, and don’t let anyone tell you otherwise!

In this chapter, we’ll focus on four big topics: subsetting with [, subsetting with [[ and $, the apply family of functions, and for loops. To finish off, we’ll briefly discuss two essential plotting functions.

### 29.0.1 Prerequisites

library(tidyverse)

## 29.1 Selecting multiple elements with [

[ is used to extract sub-components from vectors and data frames, and is called like x[i] or x[i, j]. In this section, we’ll introduce you to the power of [, first showing you how you can use it with vectors, then how the same principles extend in a straightforward way to two-dimensional (2d) structures like data frames. We’ll then help you cement that knowledge by showing how various dplyr verbs are special cases of [.

### 29.1.1 Subsetting vectors

There are five main types of things that you can subset a vector with, i.e., that can be the i in x[i]:

1. **A vector of positive integers**. Subsetting with positive integers keeps the elements at those positions:

* x <- c("one", "two", "three", "four", "five")  
  x[c(3, 2, 5)]  
  #> [1] "three" "two" "five"
* By repeating a position, you can actually make a longer output than input, making the term “subsetting” a bit of a misnomer.
* x[c(1, 1, 5, 5, 5, 2)]  
  #> [1] "one" "one" "five" "five" "five" "two"

1. **A vector of negative integers**. Negative values drop the elements at the specified positions:

* x[c(-1, -3, -5)]  
  #> [1] "two" "four"

1. **A logical vector**. Subsetting with a logical vector keeps all values corresponding to a TRUE value. This is most often useful in conjunction with the comparison functions.

* x <- c(10, 3, NA, 5, 8, 1, NA)  
    
  # All non-missing values of x  
  x[!is.na(x)]  
  #> [1] 10 3 5 8 1  
    
  # All even (or missing!) values of x  
  x[x %% 2 == 0]  
  #> [1] 10 NA 8 NA
* Unlike filter(), NA indices will be included in the output as NAs.

1. **A character vector**. If you have a named vector, you can subset it with a character vector:

* x <- c(abc = 1, def = 2, xyz = 5)  
  x[c("xyz", "def")]  
  #> xyz def   
  #> 5 2
* As with subsetting with positive integers, you can use a character vector to duplicate individual entries.

1. **Nothing**. The final type of subsetting is nothing, x[], which returns the complete x. This is not useful for subsetting vectors, but as we’ll see shortly, it is useful when subsetting 2d structures like tibbles.

### 29.1.2 Subsetting data frames

There are quite a few different ways[[60]](#footnote-60) that you can use [ with a data frame, but the most important way is to select rows and columns independently with df[rows, cols]. Here rows and cols are vectors as described above. For example, df[rows, ] and df[, cols] select just rows or just columns, using the empty subset to preserve the other dimension.

Here are a couple of examples:

df <- tibble(  
 x = 1:3,   
 y = c("a", "e", "f"),   
 z = runif(3)  
)  
  
# Select first row and second column  
df[1, 2]  
#> # A tibble: 1 × 1  
#> y   
#> <chr>  
#> 1 a  
  
# Select all rows and columns x and y  
df[, c("x" , "y")]  
#> # A tibble: 3 × 2  
#> x y   
#> <int> <chr>  
#> 1 1 a   
#> 2 2 e   
#> 3 3 f  
  
# Select rows where `x` is greater than 1 and all columns  
df[df$x > 1, ]  
#> # A tibble: 2 × 3  
#> x y z  
#> <int> <chr> <dbl>  
#> 1 2 e 0.834  
#> 2 3 f 0.601

We’ll come back to $ shortly, but you should be able to guess what df$x does from the context: it extracts the x variable from df. We need to use it here because [ doesn’t use tidy evaluation, so you need to be explicit about the source of the x variable.

There’s an important difference between tibbles and data frames when it comes to [. In this book, we’ve mainly used tibbles, which *are* data frames, but they tweak some behaviors to make your life a little easier. In most places, you can use “tibble” and “data frame” interchangeably, so when we want to draw particular attention to R’s built-in data frame, we’ll write data.frame. If df is a data.frame, then df[, cols] will return a vector if col selects a single column and a data frame if it selects more than one column. If df is a tibble, then [ will always return a tibble.

df1 <- data.frame(x = 1:3)  
df1[, "x"]  
#> [1] 1 2 3  
  
df2 <- tibble(x = 1:3)  
df2[, "x"]  
#> # A tibble: 3 × 1  
#> x  
#> <int>  
#> 1 1  
#> 2 2  
#> 3 3

One way to avoid this ambiguity with data.frames is to explicitly specify drop = FALSE:

df1[, "x" , drop = FALSE]  
#> x  
#> 1 1  
#> 2 2  
#> 3 3

### 29.1.3 dplyr equivalents

Several dplyr verbs are special cases of [:

* filter() is equivalent to subsetting the rows with a logical vector, taking care to exclude missing values:
* df <- tibble(  
   x = c(2, 3, 1, 1, NA),   
   y = letters[1:5],   
   z = runif(5)  
  )  
  df |> filter(x > 1)  
    
  # same as  
  df[!is.na(df$x) & df$x > 1, ]
* Another common technique in the wild is to use which() for its side-effect of dropping missing values: df[which(df$x > 1), ].
* arrange() is equivalent to subsetting the rows with an integer vector, usually created with order():
* df |> arrange(x, y)  
    
  # same as  
  df[order(df$x, df$y), ]
* You can use order(decreasing = TRUE) to sort all columns in descending order or -rank(col) to sort columns in decreasing order individually.
* Both select() and relocate() are similar to subsetting the columns with a character vector:
* df |> select(x, z)  
    
  # same as  
  df[, c("x", "z")]

Base R also provides a function that combines the features of filter() and select()[[61]](#footnote-61) called subset():

df |>   
 filter(x > 1) |>   
 select(y, z)  
#> # A tibble: 2 × 2  
#> y z  
#> <chr> <dbl>  
#> 1 a 0.157   
#> 2 b 0.00740

# same as  
df |> subset(x > 1, c(y, z))

This function was the inspiration for much of dplyr’s syntax.

### 29.1.4 Exercises

1. Create functions that take a vector as input and return:
   1. The elements at even-numbered positions.
   2. Every element except the last value.
   3. Only even values (and no missing values).
2. Why is x[-which(x > 0)] not the same as x[x <= 0]? Read the documentation for which() and do some experiments to figure it out.

## 29.2 Selecting a single element with $ and [[

[, which selects many elements, is paired with [[ and $, which extract a single element. In this section, we’ll show you how to use [[ and $ to pull columns out of data frames, discuss a couple more differences between data.frames and tibbles, and emphasize some important differences between [ and [[ when used with lists.

### 29.2.1 Data frames

[[ and $ can be used to extract columns out of a data frame. [[ can access by position or by name, and $ is specialized for access by name:

tb <- tibble(  
 x = 1:4,  
 y = c(10, 4, 1, 21)  
)  
  
# by position  
tb[[1]]  
#> [1] 1 2 3 4  
  
# by name  
tb[["x"]]  
#> [1] 1 2 3 4  
tb$x  
#> [1] 1 2 3 4

They can also be used to create new columns, the base R equivalent of mutate():

tb$z <- tb$x + tb$y  
tb  
#> # A tibble: 4 × 3  
#> x y z  
#> <int> <dbl> <dbl>  
#> 1 1 10 11  
#> 2 2 4 6  
#> 3 3 1 4  
#> 4 4 21 25

There are several other base R approaches to creating new columns including with transform(), with(), and within(). Hadley collected a few examples at <https://gist.github.com/hadley/1986a273e384fb2d4d752c18ed71bedf>.

Using $ directly is convenient when performing quick summaries. For example, if you just want to find the size of the biggest diamond or the possible values of cut, there’s no need to use summarize():

max(diamonds$carat)  
#> [1] 5.01  
  
levels(diamonds$cut)  
#> [1] "Fair" "Good" "Very Good" "Premium" "Ideal"

dplyr also provides an equivalent to [[/$ that we didn’t mention in [Chapter 4](#sec-data-transform): pull(). pull() takes either a variable name or variable position and returns just that column. That means we could rewrite the above code to use the pipe:

diamonds |> pull(carat) |> mean()  
#> [1] 0.7979397  
  
diamonds |> pull(cut) |> levels()  
#> [1] "Fair" "Good" "Very Good" "Premium" "Ideal"

### 29.2.2 Tibbles

There are a couple of important differences between tibbles and base data.frames when it comes to $. Data frames match the prefix of any variable names (so-called **partial matching**) and don’t complain if a column doesn’t exist:

df <- data.frame(x1 = 1)  
df$x  
#> [1] 1  
df$z  
#> NULL

Tibbles are more strict: they only ever match variable names exactly and they will generate a warning if the column you are trying to access doesn’t exist:

tb <- tibble(x1 = 1)  
  
tb$x  
#> Warning: Unknown or uninitialised column: `x`.  
#> NULL  
tb$z  
#> Warning: Unknown or uninitialised column: `z`.  
#> NULL

For this reason we sometimes joke that tibbles are lazy and surly: they do less and complain more.

### 29.2.3 Lists

[[ and $ are also really important for working with lists, and it’s important to understand how they differ from [. Lets illustrate the differences with a list named l:

l <- list(  
 a = 1:3,   
 b = "a string",   
 c = pi,   
 d = list(-1, -5)  
)

* [ extracts a sub-list. It doesn’t matter how many elements you extract, the result will always be a list.
* str(l[1:2])  
  #> List of 2  
  #> $ a: int [1:3] 1 2 3  
  #> $ b: chr "a string"  
    
  str(l[1])  
  #> List of 1  
  #> $ a: int [1:3] 1 2 3  
    
  str(l[4])  
  #> List of 1  
  #> $ d:List of 2  
  #> ..$ : num -1  
  #> ..$ : num -5
* Like with vectors, you can subset with a logical, integer, or character vector.
* [[ and $ extract a single component from a list. They remove a level of hierarchy from the list.
* str(l[[1]])  
  #> int [1:3] 1 2 3  
    
  str(l[[4]])  
  #> List of 2  
  #> $ : num -1  
  #> $ : num -5  
    
  str(l$a)  
  #> int [1:3] 1 2 3

The difference between [ and [[ is particularly important for lists because [[ drills down into the list while [ returns a new, smaller list. To help you remember the difference, take a look at the an unusual pepper shaker shown in [Figure 29.1](#fig-pepper). If this pepper shaker is your list pepper, then, pepper[1] is a pepper shaker containing a single pepper packet. If we suppose this pepper shaker is a list pepper, then, pepper[1] is a pepper shaker containing a single pepper packet. pepper[2] would look the same, but would contain the second packet. pepper[1:2] would be a pepper shaker containing two pepper packets. pepper[[1]] would extract the pepper packet itself.

|  |
| --- |
| Figure 29.1: (Left) A pepper shaker that Hadley once found in his hotel room. (Middle) pepper[1]. (Right) pepper[[1]] |

This same principle applies when you use 1d [ with a data frame: df["x"] returns a one-column data frame and df[["x"]] returns a vector.

### 29.2.4 Exercises

1. What happens when you use [[ with a positive integer that’s bigger than the length of the vector? What happens when you subset with a name that doesn’t exist?
2. What would pepper[[1]][1] be? What about pepper[[1]][[1]]?

## 29.3 Apply family

In [Chapter 28](#sec-iteration), you learned tidyverse techniques for iteration like dplyr::across() and the map family of functions. In this section, you’ll learn about their base equivalents, the **apply family**. In this context apply and map are synonyms because another way of saying “map a function over each element of a vector” is “apply a function over each element of a vector”. Here we’ll give you a quick overview of this family so you can recognize them in the wild.

The most important member of this family is lapply(), which is very similar to purrr::map()[[62]](#footnote-62). In fact, because we haven’t used any of map()’s more advanced features, you can replace every map() call in [Chapter 28](#sec-iteration) with lapply().

There’s no exact base R equivalent to across() but you can get close by using [ with lapply(). This works because under the hood, data frames are lists of columns, so calling lapply() on a data frame applies the function to each column.

df <- tibble(a = 1, b = 2, c = "a", d = "b", e = 4)  
  
# First find numeric columns  
num\_cols <- sapply(df, is.numeric)  
num\_cols  
#> a b c d e   
#> TRUE TRUE FALSE FALSE TRUE  
  
# Then transform each column with lapply() then replace the original values  
df[, num\_cols] <- lapply(df[, num\_cols, drop = FALSE], \(x) x \* 2)  
df  
#> # A tibble: 1 × 5  
#> a b c d e  
#> <dbl> <dbl> <chr> <chr> <dbl>  
#> 1 2 4 a b 8

The code above uses a new function, sapply(). It’s similar to lapply() but it always tries to simplify the result, hence the s in its name, here producing a logical vector instead of a list. We don’t recommend using it for programming, because the simplification can fail and give you an unexpected type, but it’s usually fine for interactive use. purrr has a similar function called map\_vec() that we didn’t mention in [Chapter 28](#sec-iteration).

Base R provides a stricter version of sapply() called vapply(), short for **v**ector apply. It takes an additional argument that specifies the expected type, ensuring that simplification occurs the same way regardless of the input. For example, we could replace the sapply() call above with this vapply() where we specify that we expect is.numeric() to return a logical vector of length 1:

vapply(df, is.numeric, logical(1))  
#> a b c d e   
#> TRUE TRUE FALSE FALSE TRUE

The distinction between sapply() and vapply() is really important when they’re inside a function (because it makes a big difference to the function’s robustness to unusual inputs), but it doesn’t usually matter in data analysis.

Another important member of the apply family is tapply() which computes a single grouped summary:

diamonds |>   
 group\_by(cut) |>   
 summarize(price = mean(price))  
#> # A tibble: 5 × 2  
#> cut price  
#> <ord> <dbl>  
#> 1 Fair 4359.  
#> 2 Good 3929.  
#> 3 Very Good 3982.  
#> 4 Premium 4584.  
#> 5 Ideal 3458.  
  
tapply(diamonds$price, diamonds$cut, mean)  
#> Fair Good Very Good Premium Ideal   
#> 4358.758 3928.864 3981.760 4584.258 3457.542

Unfortunately tapply() returns its results in a named vector which requires some gymnastics if you want to collect multiple summaries and grouping variables into a data frame (it’s certainly possible to not do this and just work with free floating vectors, but in our experience that just delays the work). If you want to see how you might use tapply() or other base techniques to perform other grouped summaries, Hadley has collected a few techniques [in a gist](https://gist.github.com/hadley/c430501804349d382ce90754936ab8ec).

The final member of the apply family is the titular apply(), which works with matrices and arrays. In particular, watch out for apply(df, 2, something), which is a slow and potentially dangerous way of doing lapply(df, something). This rarely comes up in data science because we usually work with data frames and not matrices.

## 29.4 For loops

for loops are the fundamental building block of iteration that both the apply and map families use under the hood. for loops are powerful and general tools that are important to learn as you become a more experienced R programmer. The basic structure of a for loop looks like this:

for (element in vector) {  
 # do something with element  
}

The most straightforward use of for loops is to achieve the same affect as walk(): call some function with a side-effect on each element of a list. For example, in [Section 28.4.1](#sec-save-database) instead of using walk:

paths |> walk(append\_file)

We could have used a for loop:

for (path in paths) {  
 append\_file(path)  
}

Things get a little trickier if you want to save the output of the for loop, for example reading all of the excel files in a directory like we did in [Chapter 28](#sec-iteration):

paths <- dir("data/gapminder", pattern = "\\.xlsx$", full.names = TRUE)  
files <- map(paths, readxl::read\_excel)

There are a few different techniques that you can use, but we recommend being explicit about what the output is going to look like upfront. In this case, we’re going to want a list the same length as paths, which we can create with vector():

files <- vector("list", length(paths))

Then instead of iterating over the elements of paths, we’ll iterate over their indices, using seq\_along() to generate one index for each element of paths:

seq\_along(paths)  
#> [1] 1 2 3 4 5 6 7 8 9 10 11 12

Using the indices is important because it allows us to link to each position in the input with the corresponding position in the output:

for (i in seq\_along(paths)) {  
 files[[i]] <- readxl::read\_excel(paths[[i]])  
}

To combine the list of tibbles into a single tibble you can use do.call() + rbind():

do.call(rbind, files)  
#> # A tibble: 1,704 × 5  
#> country continent lifeExp pop gdpPercap  
#> <chr> <chr> <dbl> <dbl> <dbl>  
#> 1 Afghanistan Asia 28.8 8425333 779.  
#> 2 Albania Europe 55.2 1282697 1601.  
#> 3 Algeria Africa 43.1 9279525 2449.  
#> 4 Angola Africa 30.0 4232095 3521.  
#> 5 Argentina Americas 62.5 17876956 5911.  
#> 6 Australia Oceania 69.1 8691212 10040.  
#> # … with 1,698 more rows

Rather than making a list and saving the results as we go, a simpler approach is to build up the data frame piece-by-piece:

out <- NULL  
for (path in paths) {  
 out <- rbind(out, readxl::read\_excel(path))  
}

We recommend avoiding this pattern because it can become very slow when the vector is very long. This is the source of the persistent canard that for loops are slow: they’re not, but iteratively growing a vector is.

## 29.5 Plots

Many R users who don’t otherwise use the tidyverse prefer ggplot2 for plotting due to helpful features like sensible defaults, automatic legends, and a modern look. However, base R plotting functions can still be useful because they’re so concise — it takes very little typing to do a basic exploratory plot.

There are two main types of base plot you’ll see in the wild: scatterplots and histograms, produced with plot() and hist() respectively. Here’s a quick example from the diamonds dataset:

hist(diamonds$carat)  
  
plot(diamonds$carat, diamonds$price)

![](data:image/png;base64,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)

![](data:image/png;base64,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)

Note that base plotting functions work with vectors, so you need to pull columns out of the data frame using $ or some other technique.

## 29.6 Summary

In this chapter, we’ve shown you a selection of base R functions useful for subsetting and iteration. Compared to approaches discussed elsewhere in the book, these functions tend to have more of a “vector” flavor than a “data frame” flavor because base R functions tend to take individual vectors, rather than a data frame and some column specification. This often makes life easier for programming and so becomes more important as you write more functions and begin to write your own packages.

This chapter concludes the programming section of the book. You’ve made a solid start on your journey to becoming not just a data scientist who uses R, but a data scientist who can *program* in R. We hope these chapters have sparked your interest in programming and that you’re looking forward to learning more outside of this book.

# 30. Quarto

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 30.1 Introduction

Quarto provides a unified authoring framework for data science, combining your code, its results, and your prose. Quarto documents are fully reproducible and support dozens of output formats, like PDFs, Word files, presentations, and more.

Quarto files are designed to be used in three ways:

1. For communicating to decision makers, who want to focus on the conclusions, not the code behind the analysis.
2. For collaborating with other data scientists (including future you!), who are interested in both your conclusions, and how you reached them (i.e. the code).
3. As an environment in which to *do* data science, as a modern day lab notebook where you can capture not only what you did, but also what you were thinking.

Quarto is a command line interface tool, not an R package. This means that help is, by-and-large, not available through ?. Instead, as you work through this chapter, and use Quarto in the future, you should refer to the Quarto documentation page at [https://quarto.org](https://quarto.org/) for help.

If you’re an R Markdown user, you might be thinking “Quarto sounds a lot like R Markdown”. You’re not wrong! Quarto unifies the functionality of many packages from the R Markdown ecosystem (rmarkdown, bookdown, distill, xaringan, etc.) into a single consistent system as well as extends it with native support for multiple programming languages like Python and Julia in addition to R. In a way, Quarto reflects everything that was learned from expanding and supporting the R Markdown ecosystem over a decade.

### 30.1.1 Prerequisites

You need the Quarto command line interface (Quarto CLI), but you don’t need to explicitly install it or load it, as RStudio automatically does both when needed.

## 30.2 Quarto basics

This is a Quarto file – a plain text file that has the extension .qmd:

---  
title: "Diamond sizes"  
date: 2022-09-12  
format: html  
---  
  
```{r}  
#| label: setup  
#| include: false  
  
library(tidyverse)  
  
smaller <- diamonds |>   
 filter(carat <= 2.5)  
```  
  
We have data about `r nrow(diamonds)` diamonds.  
Only `r nrow(diamonds) - nrow(smaller)` are larger than 2.5 carats.  
The distribution of the remainder is shown below:  
  
```{r}  
#| label: plot-smaller-diamonds  
#| echo: false  
  
smaller |>   
 ggplot(aes(x = carat)) +   
 geom\_freqpoly(binwidth = 0.01)  
```

It contains three important types of content:

1. An (optional) **YAML header** surrounded by ---s.
2. **Chunks** of R code surrounded by ```.
3. Text mixed with simple text formatting like # heading and \_italics\_.

When you open a .qmd, you get a notebook interface where code and output are interleaved. You can run each code chunk by clicking the Run icon (it looks like a play button at the top of the chunk), or by pressing Cmd/Ctrl + Shift + Enter. RStudio executes the code and displays the results inline with the code:

|  |
| --- |
|  |

If you don’t like seeing your plots and output in your document and would rather make use of RStudio’s console and plot panes, you can click on the gear icon next to “Render” and switch to “Chunk Output in Console”.

|  |
| --- |
|  |

To produce a complete report containing all text, code, and results, click “Render” or press Cmd/Ctrl + Shift + K. You can also do this programmatically with quarto::quarto\_render("diamond-sizes.qmd"). This will display the report in the viewer pane and create an HTML file.

|  |
| --- |
|  |

When you render the document, Quarto sends the .qmd file to **knitr**, [https://yihui.name/knitr](https://yihui.name/knitr/), which executes all of the code chunks and creates a new markdown (.md) document which includes the code and its output. The markdown file generated by knitr is then processed by **pandoc**, [https://pandoc.org](https://pandoc.org/), which is responsible for creating the finished file. The advantage of this two step workflow is that you can create a very wide range of output formats, as you’ll learn about in [Chapter 31](#sec-quarto-formats).

|  |
| --- |
|  |

To get started with your own .qmd file, select *File > New File > Quarto Document…* in the menu bar. RStudio will launch a wizard that you can use to pre-populate your file with useful content that reminds you how the key features of Quarto work.

The following sections dive into the three components of a Quarto document in more details: the markdown text, the code chunks, and the YAML header.

### 30.2.1 Exercises

1. Create a new Quarto document using *File > New File > Quarto Document*. Read the instructions. Practice running the chunks individually. Then render the document by clicking the appropriate button and then by using the appropriate keyboard short cut. Verify that you can modify the code, re-run it, and see modified output.
2. Create one new Quarto document for each of the three built-in formats: HTML, PDF and Word. Render each of the three documents. How do the outputs differ? How do the inputs differ? (You may need to install LaTeX in order to build the PDF output — RStudio will prompt you if this is necessary.)

## 30.3 Visual editor

The Visual editor in RStudio provides a [WYSIWYM](https://en.wikipedia.org/wiki/WYSIWYM) interface for authoring Quarto documents. Under the hood, prose in Quarto documents (.qmd files) is written in Markdown, a lightweight set of conventions for formatting plain text files. In fact, Quarto uses Pandoc markdown (a slightly extended version of Markdown that Quarto understands), including tables, citations, cross-references, footnotes, divs/spans, definition lists, attributes, raw HTML/TeX, and more as well as support for executing code cells and viewing their output inline. While Markdown is designed to be easy to read and write, as you will see in [Section 30.4](#sec-source-editor), it still requires learning new syntax. Therefore, if you’re new to computational documents like .qmd files but have experience using tools like Google Docs or MS Word, the easiest way to get started with Quarto in RStudio is the visual editor.

In the visual editor you can either use the buttons on the menu bar to insert images, tables, cross-references, etc. or you can use the catch-all ⌘ / shortcut to insert just about anything. If you are at the beginning of a line (as shown below), you can also enter just / to invoke the shortcut.

|  |
| --- |
|  |

Inserting images and customizing how they are displayed is also facilitated with the visual editor. You can either paste an image from your clipboard directly into the visual editor (and RStudio will place a copy of that image in the project directory and link to it) or you can use the visual editor’s Insert > Figure / Image menu to browse to the image you want to insert or paste it’s URL. In addition, using the same menu you can resize the image as well as add a caption, alternative text, and a link.

The visual editor has many more features that we haven’t enumerated here that you might find useful as you gain experience authoring with it.

Most importantly, while the visual editor displays your content with formatting, under the hood, it saves your content in plain Markdown and you can switch back and forth between the visual and source editors to view and edit your content using either tool.

### 30.3.1 Exercises

## 30.4 Source editor

You can also edit Quarto documents using the Source editor in RStudio, without the assist of the Visual editor. While the Visual editor will feel familiar to those with experience writing in tools like Google docs, the Source editor will feel familiar to those with experience writing R scripts or R Markdown documents. The Source editor can also be useful for debugging any Quarto syntax errors since it’s often easier to catch these in plain text.

The guide below shows how to use Pandoc’s Markdown for authoring Quarto documents in the source editor.

## Text formatting  
  
\*italic\* \*\*bold\*\* ~~strikeout~~ `code`  
  
superscript^2^ subscript~2~  
  
[underline]{.underline} [small caps]{.smallcaps}  
  
## Headings  
  
# 1st Level Header  
  
## 2nd Level Header  
  
### 3rd Level Header  
  
## Lists  
  
- Bulleted list item 1  
  
- Item 2  
  
 - Item 2a  
  
 - Item 2b  
  
1. Numbered list item 1  
  
2. Item 2.  
 The numbers are incremented automatically in the output.  
  
## Links and images  
  
<http://example.com>  
  
[linked phrase](http://example.com)  
  
![optional caption text](quarto.png){fig-alt="Quarto logo and the word quarto spelled in small case letters"}  
  
## Tables  
  
| First Header | Second Header |  
|--------------|---------------|  
| Content Cell | Content Cell |  
| Content Cell | Content Cell |  
  
/

The best way to learn these is simply to try them out. It will take a few days, but soon they will become second nature, and you won’t need to think about them. If you forget, you can get to a handy reference sheet with *Help > Markdown Quick Reference*.

### 30.4.1 Exercises

1. Practice what you’ve learned by creating a brief CV. The title should be your name, and you should include headings for (at least) education or employment. Each of the sections should include a bulleted list of jobs/degrees. Highlight the year in bold.
2. Using the visual editor, figure out how to:
   1. Add a footnote.
   2. Add a horizontal rule.
   3. Add a block quote.
3. Now, using the source editor and the Markdown quick reference, figure out how to:
   1. Add a footnote.
   2. Add a horizontal rule.
   3. Add a block quote.
4. Copy and paste the contents of diamond-sizes.qmd from <https://github.com/hadley/r4ds/tree/main/quarto> in to a local R Quarto document. Check that you can run it, then add text after the frequency polygon that describes its most striking features.

## 30.5 Code chunks

To run code inside a Quarto document, you need to insert a chunk. There are three ways to do so:

1. The keyboard shortcut Cmd + Option + I / Ctrl + Alt + I.
2. The “Insert” button icon in the editor toolbar.
3. By manually typing the chunk delimiters ```{r} and ```.

We’d recommend you learn the keyboard shortcut. It will save you a lot of time in the long run!

You can continue to run the code using the keyboard shortcut that by now (we hope!) you know and love: Cmd/Ctrl + Enter. However, chunks get a new keyboard shortcut: Cmd/Ctrl + Shift + Enter, which runs all the code in the chunk. Think of a chunk like a function. A chunk should be relatively self-contained, and focused around a single task.

The following sections describe the chunk header which consists of ```{r}, followed by an optional chunk label and various other chunk options, each on their own line, marked by #|.

### 30.5.1 Chunk label

Chunks can be given an optional label, e.g.

```{r}  
#| label: simple-addition  
  
1 + 1  
```

#> [1] 2

This has three advantages:

1. You can more easily navigate to specific chunks using the drop-down code navigator in the bottom-left of the script editor:

|  |
| --- |
|  |

1. Graphics produced by the chunks will have useful names that make them easier to use elsewhere. More on that in [Section 30.6](#sec-figures).
2. You can set up networks of cached chunks to avoid re-performing expensive computations on every run. More on that in [Section 30.8](#sec-caching).

Your chunk labels should be short but evocative and should not contain spaces. We recommend using dashes (-) to separate words (instead of underscores, \_) and avoiding other special characters in chunk labels.

You are generally free to label your chunk however you like, but there is one chunk name that imbues special behavior: setup. When you’re in a notebook mode, the chunk named setup will be run automatically once, before any other code is run.

Additionally, chunk labels cannot be duplicated. Each chunk label must be unique.

### 30.5.2 Chunk options

Chunk output can be customized with **options**, fields supplied to chunk header. Knitr provides almost 60 options that you can use to customize your code chunks. Here we’ll cover the most important chunk options that you’ll use frequently. You can see the full list at [https://yihui.name/knitr/options](https://yihui.name/knitr/options/).

The most important set of options controls if your code block is executed and what results are inserted in the finished report:

* eval: false prevents code from being evaluated. (And obviously if the code is not run, no results will be generated). This is useful for displaying example code, or for disabling a large block of code without commenting each line.
* include: false runs the code, but doesn’t show the code or results in the final document. Use this for setup code that you don’t want cluttering your report.
* echo: false prevents code, but not the results from appearing in the finished file. Use this when writing reports aimed at people who don’t want to see the underlying R code.
* message: false or warning: false prevents messages or warnings from appearing in the finished file.
* results: hide hides printed output; fig-show: hide hides plots.
* error: true causes the render to continue even if code returns an error. This is rarely something you’ll want to include in the final version of your report, but can be very useful if you need to debug exactly what is going on inside your .qmd. It’s also useful if you’re teaching R and want to deliberately include an error. The default, error: false causes rendering to fail if there is a single error in the document.

Each of these chunk options get added to the header of the chunk, following #|, e.g. in the following chunk the result is not printed since eval is set to false.

```{r}  
#| label: simple-multiplication  
#| eval: false  
  
2 \* 2  
```

The following table summarizes which types of output each option suppresses:

| Option | Run code | Show code | Output | Plots | Messages | Warnings |
| --- | --- | --- | --- | --- | --- | --- |
| eval: false | - |  | - | - | - | - |
| include: false |  | - | - | - | - | - |
| echo: false |  | - |  |  |  |  |
| results: hide |  |  | - |  |  |  |
| fig-show: hide |  |  |  | - |  |  |
| message: false |  |  |  |  | - |  |
| warning: false |  |  |  |  |  | - |

### 30.5.3 Global options

As you work more with knitr, you will discover that some of the default chunk options don’t fit your needs and you want to change them.

You can do this by adding the preferred options in the document YAML, under execute. For example, if you are preparing a report for an audience who does not need to see your code but only your results and narrative, you might set echo: false at the document level. That will hide the code by default, so only showing the chunks you deliberately choose to show (with echo: true). You might consider setting message: false and warning: false, but that would make it harder to debug problems because you wouldn’t see any messages in the final document.

title: "My report"  
execute:  
 echo: false

Since Quarto is designed to be multi-lingual (works with R as well as other languages like Python, Julia, etc.), all of the knitr options are not available at the document execution level since some of them only work with knitr and not other engines Quarto uses for running code in other languages (e.g. Jupyter). You can, however, still set these as global options for your document under the knitr field, under opts\_chunk. For example, when writing books and tutorials we set:

title: "Tutorial"  
knitr:  
 opts\_chunk:  
 comment: "#>"  
 collapse: true

This uses our preferred comment formatting and ensures that the code and output are kept closely entwined.

### 30.5.4 Inline code

There is one other way to embed R code into a Quarto document: directly into the text, with: `r `. This can be very useful if you mention properties of your data in the text. For example, the example document used at the start of the chapter had:

We have data about `r nrow(diamonds)` diamonds. Only `r nrow(diamonds) - nrow(smaller)` are larger than 2.5 carats. The distribution of the remainder is shown below:

When the report is rendered, the results of these computations are inserted into the text:

We have data about 53940 diamonds. Only 126 are larger than 2.5 carats. The distribution of the remainder is shown below:

When inserting numbers into text, format() is your friend. It allows you to set the number of digits so you don’t print to a ridiculous degree of accuracy, and a big.mark to make numbers easier to read. You might combine these into a helper function:

comma <- function(x) format(x, digits = 2, big.mark = ",")  
comma(3452345)  
#> [1] "3,452,345"  
comma(.12358124331)  
#> [1] "0.12"

### 30.5.5 Exercises

1. Add a section that explores how diamond sizes vary by cut, color, and clarity. Assume you’re writing a report for someone who doesn’t know R, and instead of setting echo: false on each chunk, set a global option.
2. Download diamond-sizes.qmd from <https://github.com/hadley/r4ds/tree/main/quarto>. Add a section that describes the largest 20 diamonds, including a table that displays their most important attributes.
3. Modify diamonds-sizes.qmd to use label\_comma() to produce nicely formatted output. Also include the percentage of diamonds that are larger than 2.5 carats.

## 30.6 Figures

The figures in a Quarto document can be embedded (e.g. a PNG or JPEG file) or generated as a result of a code chunk.

To embed an image from an external file, you can use the Insert menu in RStudio and select Figure / Image. This will pop open a menu where you can browse to the image you want to insert as well as add alternative text or caption to it and adjust its size. In the visual editor you can also simply paste an image from your clipboard into your document and RStudio will place a copy of that image in your project folder.

If you include a code chunk that generates a figure (e.g. includes a ggplot() call), the resulting figure will be automatically included in your Quarto document.

### 30.6.1 Figure sizing

The biggest challenge of graphics in Quarto is getting your figures the right size and shape. There are five main options that control figure sizing: fig-width, fig-height, fig-asp, out-width and out-height. Image sizing is challenging because there are two sizes (the size of the figure created by R and the size at which it is inserted in the output document), and multiple ways of specifying the size (i.e. height, width, and aspect ratio: pick two of three).

We recommend three of the five options:

* Plots tend to be more aesthetically pleasing if they have consistent width. To enforce this, set fig-width: 6 (6”) and fig-asp: 0.618 (the golden ratio) in the defaults. Then in individual chunks, only adjust fig-asp.
* Control the output size with out-width and set it to a percentage of the line width. We suggest to out-width: "70%" and fig-align: "center". That gives plots room to breathe, without taking up too much space.
* To put multiple plots in a single row, set the out-width to 50% for two plots, 33% for 3 plots, or 25% to 4 plots, and set fig-align: "default". Depending on what you’re trying to illustrate (e.g. show data or show plot variations), you might also tweak fig-width, as discussed below.

If you find that you’re having to squint to read the text in your plot, you need to tweak fig-width. If fig-width is larger than the size the figure is rendered in the final doc, the text will be too small; if fig-width is smaller, the text will be too big. You’ll often need to do a little experimentation to figure out the right ratio between the fig-width and the eventual width in your document. To illustrate the principle, the following three plots have fig-width of 4, 6, and 8 respectively:
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If you want to make sure the font size is consistent across all your figures, whenever you set out-width, you’ll also need to adjust fig-width to maintain the same ratio with your default out-width. For example, if your default fig-width is 6 and out-width is 0.7, when you set out-width: "50%" you’ll need to set fig-width to 4.3 (6 \* 0.5 / 0.7).

### 30.6.2 Other important options

When mingling code and text, like in this book, you can set fig-show: "hold" so that plots are shown after the code. This has the pleasant side effect of forcing you to break up large blocks of code with their explanations.

To add a caption to the plot, use fig-cap. In Quarto this will change the figure from inline to “floating”.

If you’re producing PDF output, the default graphics type is PDF. This is a good default because PDFs are high quality vector graphics. However, they can produce very large and slow plots if you are displaying thousands of points. In that case, set fig-format: "png" to force the use of PNGs. They are slightly lower quality, but will be much more compact.

It’s a good idea to name code chunks that produce figures, even if you don’t routinely label other chunks. The chunk label is used to generate the file name of the graphic on disk, so naming your chunks makes it much easier to pick out plots and reuse in other circumstances (i.e. if you want to quickly drop a single plot into an email or a tweet).

### 30.6.3 Exercises

## 30.7 Tables

Similar to figures, you can include two types of tables in a Quarto document. They can be markdown tables that you create in directly in your Quarto document (using the Insert Table menu) or they can be tables generated as a result of a code chunk. In this section we will focus on the latter, tables generated via computation.

By default, Quarto prints data frames and matrices as you’d see them in the console:

mtcars[1:5, ]  
#> mpg cyl disp hp drat wt qsec vs am gear carb  
#> Mazda RX4 21.0 6 160 110 3.90 2.620 16.46 0 1 4 4  
#> Mazda RX4 Wag 21.0 6 160 110 3.90 2.875 17.02 0 1 4 4  
#> Datsun 710 22.8 4 108 93 3.85 2.320 18.61 1 1 4 1  
#> Hornet 4 Drive 21.4 6 258 110 3.08 3.215 19.44 1 0 3 1  
#> Hornet Sportabout 18.7 8 360 175 3.15 3.440 17.02 0 0 3 2

If you prefer that data be displayed with additional formatting you can use the knitr::kable() function. The code below generates [Table 30.1](#tbl-kable).

knitr::kable(mtcars[1:5, ], )

Table 30.1: A knitr kable.

|  | mpg | cyl | disp | hp | drat | wt | qsec | vs | am | gear | carb |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Mazda RX4 | 21.0 | 6 | 160 | 110 | 3.90 | 2.620 | 16.46 | 0 | 1 | 4 | 4 |
| Mazda RX4 Wag | 21.0 | 6 | 160 | 110 | 3.90 | 2.875 | 17.02 | 0 | 1 | 4 | 4 |
| Datsun 710 | 22.8 | 4 | 108 | 93 | 3.85 | 2.320 | 18.61 | 1 | 1 | 4 | 1 |
| Hornet 4 Drive | 21.4 | 6 | 258 | 110 | 3.08 | 3.215 | 19.44 | 1 | 0 | 3 | 1 |
| Hornet Sportabout | 18.7 | 8 | 360 | 175 | 3.15 | 3.440 | 17.02 | 0 | 0 | 3 | 2 |

Read the documentation for ?knitr::kable to see the other ways in which you can customize the table. For even deeper customization, consider the **gt**, **huxtable**, **reactable**, **kableExtra**, **xtable**, **stargazer**, **pander**, **tables**, and **ascii** packages. Each provides a set of tools for returning formatted tables from R code.

### 30.7.1 Exercises

## 30.8 Caching

Normally, each render of a document starts from a completely clean slate. This is great for reproducibility, because it ensures that you’ve captured every important computation in code. However, it can be painful if you have some computations that take a long time. The solution is cache: true.

You can enable the Knitr cache at the document level for caching the results of all computations in a document using standard YAML options:

---  
title: "My Document"  
execute:   
 cache: true  
---

You can also enable caching at the chunk level for caching the results of computation in a specific chunk:

```{r}  
#| cache: true  
  
# code for lengthy computation...  
```

When set, this will save the output of the chunk to a specially named file on disk. On subsequent runs, knitr will check to see if the code has changed, and if it hasn’t, it will reuse the cached results.

The caching system must be used with care, because by default it is based on the code only, not its dependencies. For example, here the processed\_data chunk depends on the raw-data chunk:

```{r}  
#| label: raw-data  
  
rawdata <- readr::read\_csv("a\_very\_large\_file.csv")  
```  
  
```{r}  
#| label: processed\_data  
#| cache: true  
  
processed\_data <- rawdata |>   
 filter(!is.na(import\_var)) |>   
 mutate(new\_variable = complicated\_transformation(x, y, z))  
```

Caching the processed\_data chunk means that it will get re-run if the dplyr pipeline is changed, but it won’t get rerun if the read\_csv() call changes. You can avoid that problem with the dependson chunk option:

```{r}  
#| label: processed-data  
#| cache: true  
#| dependson: "raw-data"  
  
processed\_data <- rawdata |>   
 filter(!is.na(import\_var)) |>   
 mutate(new\_variable = complicated\_transformation(x, y, z))  
```

dependson should contain a character vector of *every* chunk that the cached chunk depends on. Knitr will update the results for the cached chunk whenever it detects that one of its dependencies have changed.

Note that the chunks won’t update if a\_very\_large\_file.csv changes, because knitr caching only tracks changes within the .qmd file. If you want to also track changes to that file you can use the cache.extra option. This is an arbitrary R expression that will invalidate the cache whenever it changes. A good function to use is file.info(): it returns a bunch of information about the file including when it was last modified. Then you can write:

```{r}  
#| label: raw-data  
#| cache.extra: file.info("a\_very\_large\_file.csv")  
  
rawdata <- readr::read\_csv("a\_very\_large\_file.csv")  
```

As your caching strategies get progressively more complicated, it’s a good idea to regularly clear out all your caches with knitr::clean\_cache().

We’ve followed the advice of [David Robinson](https://twitter.com/drob/status/738786604731490304) to name these chunks: each chunk is named after the primary object that it creates. This makes it easier to understand the dependson specification.

### 30.8.1 Exercises

1. Set up a network of chunks where d depends on c and b, and both b and c depend on a. Have each chunk print lubridate::now(), set cache: true, then verify your understanding of caching.

7ff2b1502187f15a978d74f59a88534fa6f1012e ## Troubleshooting

Troubleshooting Quarto documents can be challenging because you are no longer in an interactive R environment, and you will need to learn some new tricks. Additionally, the error could be due to issues with the Quarto document itself or due to the R code in the Quarto document.

One common error in documents with code chunks is duplicated chunk labels, which are especially pervasive if your workflow involves copying and pasting code chunks. To address this issue, all you need to do is to change one of your duplicated labels.

If the errors are due to the R code in the document, the first thing you should always try is to recreate the problem in an interactive session. Restart R, then “Run all chunks” (either from Code menu, under Run region), or with the keyboard shortcut Ctrl + Alt + R. If you’re lucky, that will recreate the problem, and you can figure out what’s going on interactively.

If that doesn’t help, there must be something different between your interactive environment and the Quarto environment. You’re going to need to systematically explore the options. The most common difference is the working directory: the working directory of a Quarto is the directory in which it lives. Check the working directory is what you expect by including getwd() in a chunk.

Next, brainstorm all the things that might cause the bug. You’ll need to systematically check that they’re the same in your R session and your Quarto session. The easiest way to do that is to set error: true on the chunk causing the problem, then use print() and str() to check that settings are as you expect.

## 30.9 YAML header

You can control many other “whole document” settings by tweaking the parameters of the YAML header. You might wonder what YAML stands for: it’s “YAML Ain’t Markup Language”, which is designed for representing hierarchical data in a way that’s easy for humans to read and write. Quarto uses it to control many details of the output. Here we’ll discuss three: self-contained documents, document parameters, and bibliographies.

### 30.9.1 Self-contained

HTML documents typically have a number of external dependencies (e.g. images, CSS style sheets, JavaScript, etc.) and, by default, Quarto places these dependencies in a \_files folder in the same directory as your .qmd file. If you publish the HTML file on a hosting platform (e.g. QuartoPub, <https://quartopub.com/>), the dependencies in this directory are published with your document and hence are available in the published report. However, if you want to email the report to a colleague, you might prefer to have a single, self-contained, HTML document that embeds all of its dependencies. You can do this by specifying the embed-resources option:

By default these dependencies are placed in a \_files directory alongside your document. For example, if you render report.qmd to HTML:

format:  
 html:  
 embed-resources: true

The resulting file will be self-contained, such that it will need no external files and no internet access to be displayed properly by a browser.

### 30.9.2 Parameters

Quarto documents can include one or more parameters whose values can be set when you render the report. Parameters are useful when you want to re-render the same report with distinct values for various key inputs. For example, you might be producing sales reports per branch, exam results by student, or demographic summaries by country. To declare one or more parameters, use the params field.

This example uses a my\_class parameter to determine which class of cars to display:

---  
output: html\_document  
params:  
 my\_class: "suv"  
---  
  
```{r}  
#| label: setup  
#| include: false  
  
library(tidyverse)  
  
class <- mpg |> filter(class == params$my\_class)  
```  
  
# Fuel economy for `r params$my\_class`s  
  
```{r}  
#| message: false  
  
ggplot(class, aes(x = displ, y = hwy)) +   
 geom\_point() +   
 geom\_smooth(se = FALSE)  
```

As you can see, parameters are available within the code chunks as a read-only list named params.

You can write atomic vectors directly into the YAML header. You can also run arbitrary R expressions by prefacing the parameter value with !r. This is a good way to specify date/time parameters.

params:  
 start: !r lubridate::ymd("2015-01-01")  
 snapshot: !r lubridate::ymd\_hms("2015-01-01 12:30:00")

### 30.9.3 Bibliographies and Citations

Quarto can automatically generate citations and a bibliography in a number of styles. The most straightforward way of adding citations and bibliographies to a Quarto document is using the visual editor in RStudio.

To add a citation using the visual editor, go to Insert > Citation. Citations can be inserted from a variety of sources:

1. [DOI](https://quarto.org/docs/visual-editor/technical.html#citations-from-dois) (Document Object Identifier) references.
2. [Zotero](https://quarto.org/docs/visual-editor/technical.html#citations-from-zotero) personal or group libraries.
3. Searches of [Crossref](https://www.crossref.org/), [DataCite](https://datacite.org/), or [PubMed](https://pubmed.ncbi.nlm.nih.gov/).
4. Your document bibliography (a .bib file in the directory of your document)

Under the hood, the visual mode uses the standard Pandoc markdown representation for citations (e.g. [@citation]).

If you add a citation using one of the first three methods, the visual editor will automatically create a bibliography.bib file for you and add the reference to it. It will also add a bibliography field to the document YAML. As you add more references, this file will get populated with their citations. You can also directly edit this file using many common bibliography formats including BibLaTeX, BibTeX, EndNote, Medline.

To create a citation within your .qmd file in the source editor, use a key composed of ‘@’ + the citation identifier from the bibliography file. Then place the citation in square brackets. Here are some examples:

Separate multiple citations with a `;`: Blah blah [@smith04; @doe99].  
  
You can add arbitrary comments inside the square brackets:   
Blah blah [see @doe99, pp. 33-35; also @smith04, ch. 1].  
  
Remove the square brackets to create an in-text citation: @smith04   
says blah, or @smith04 [p. 33] says blah.  
  
Add a `-` before the citation to suppress the author's name:   
Smith says blah [-@smith04].

When Quarto renders your file, it will build and append a bibliography to the end of your document. The bibliography will contain each of the cited references from your bibliography file, but it will not contain a section heading. As a result it is common practice to end your file with a section header for the bibliography, such as # References or # Bibliography.

You can change the style of your citations and bibliography by referencing a CSL (citation style language) file in the csl field:

bibliography: rmarkdown.bib  
csl: apa.csl

As with the bibliography field, your csl file should contain a path to the file. Here we assume that the csl file is in the same directory as the .qmd file. A good place to find CSL style files for common bibliography styles is <https://github.com/citation-style-language/styles>.

## 30.10 Workflow

Earlier, we discussed a basic workflow for capturing your R code where you work interactively in the *console*, then capture what works in the *script editor*. Quarto brings together the console and the script editor, blurring the lines between interactive exploration and long-term code capture. You can rapidly iterate within a chunk, editing and re-executing with Cmd/Ctrl + Shift + Enter. When you’re happy, you move on and start a new chunk.

Quarto is also important because it so tightly integrates prose and code. This makes it a great **analysis notebook** because it lets you develop code and record your thoughts. An analysis notebook shares many of the same goals as a classic lab notebook in the physical sciences. It:

* Records what you did and why you did it. Regardless of how great your memory is, if you don’t record what you do, there will come a time when you have forgotten important details. Write them down so you don’t forget!
* Supports rigorous thinking. You are more likely to come up with a strong analysis if you record your thoughts as you go, and continue to reflect on them. This also saves you time when you eventually write up your analysis to share with others.
* Helps others understand your work. It is rare to do data analysis by yourself, and you’ll often be working as part of a team. A lab notebook helps you share not only what you’ve done, but why you did it with your colleagues or lab mates.

Much of the good advice about using lab notebooks effectively can also be translated to analysis notebooks. We’ve drawn on our own experiences and Colin Purrington’s advice on lab notebooks (<https://colinpurrington.com/tips/lab-notebooks>) to come up with the following tips:

* Ensure each notebook has a descriptive title, an evocative file name, and a first paragraph that briefly describes the aims of the analysis.
* Use the YAML header date field to record the date you started working on the notebook:
* date: 2016-08-23
* Use ISO8601 YYYY-MM-DD format so that’s there no ambiguity. Use it even if you don’t normally write dates that way!
* If you spend a lot of time on an analysis idea and it turns out to be a dead end, don’t delete it! Write up a brief note about why it failed and leave it in the notebook. That will help you avoid going down the same dead end when you come back to the analysis in the future.
* Generally, you’re better off doing data entry outside of R. But if you do need to record a small snippet of data, clearly lay it out using tibble::tribble().
* If you discover an error in a data file, never modify it directly, but instead write code to correct the value. Explain why you made the fix.
* Before you finish for the day, make sure you can render the notebook. If you’re using caching, make sure to clear the caches. That will let you fix any problems while the code is still fresh in your mind.
* If you want your code to be reproducible in the long-run (i.e. so you can come back to run it next month or next year), you’ll need to track the versions of the packages that your code uses. A rigorous approach is to use **renv**, <https://rstudio.github.io/renv/index.html>, which stores packages in your project directory. A quick and dirty hack is to include a chunk that runs sessionInfo() — that won’t let you easily recreate your packages as they are today, but at least you’ll know what they were.
* You are going to create many, many, many analysis notebooks over the course of your career. How are you going to organize them so you can find them again in the future? We recommend storing them in individual projects, and coming up with a good naming scheme.

## 30.11 Learning more

Quarto is still relatively young, and is still growing rapidly. The best place to stay on top of innovations is the official Quarto website: [https://quarto.org](https://quarto.org/).

There are two important topics that we haven’t covered here: collaboration and the details of accurately communicating your ideas to other humans. Collaboration is a vital part of modern data science, and you can make your life much easier by using version control tools, like Git and GitHub. We recommend “Happy Git with R”, a user friendly introduction to Git and GitHub from R users, by Jenny Bryan. The book is freely available online: <https://happygitwithr.com>.

We have also not touched on what you should actually write in order to clearly communicate the results of your analysis. To improve your writing, we highly recommend reading either [*Style: Lessons in Clarity and Grace*](https://www.amazon.com/Style-Lessons-Clarity-Grace-12th/dp/0134080416) by Joseph M. Williams & Joseph Bizup, or [*The Sense of Structure: Writing from the Reader’s Perspective*](https://www.amazon.com/Sense-Structure-Writing-Readers-Perspective/dp/0205296327) by George Gopen. Both books will help you understand the structure of sentences and paragraphs, and give you the tools to make your writing more clear. (These books are rather expensive if purchased new, but they’re used by many English classes so there are plenty of cheap second-hand copies). George Gopen also has a number of short articles on writing at <https://www.georgegopen.com/the-litigation-articles.html>. They are aimed at lawyers, but almost everything applies to data scientists too.

# 31. Quarto formats

|  |
| --- |
| Note |
| You are reading the work-in-progress second edition of R for Data Science. This chapter is largely complete and just needs final proof reading. You can find the complete first edition at <https://r4ds.had.co.nz>. |

## 31.1 Introduction

So far, you’ve seen Quarto used to produce HTML documents. This chapter gives a brief overview of some of the many other types of output you can produce with Quarto.

There are two ways to set the output of a document:

1. Permanently, by modifying the YAML header:

* title: "Diamond sizes"  
  format: html

1. Transiently, by calling quarto::quarto\_render() by hand:

* quarto::quarto\_render("diamond-sizes.qmd", output\_format = "docx")
* This is useful if you want to programmatically produce multiple types of output since the output\_format argument can also take a list of values.
* quarto::quarto\_render("diamond-sizes.qmd", output\_format = c("docx", "pdf"))

## 31.2 Output options

Quarto offers a wide range of output formats. You can find the complete list at <https://quarto.org/docs/output-formats/all-formats.html>. Many formats share some output options (e.g. toc: true for including a table of contents), but others have options that are format specific (e.g. code-fold: true collapses code chunks into a <details> tag for HTML output so the user can display it on demand, it’s not applicable in a PDF or Word document).

To override the default options, you need to use an expanded format field. For example, if you wanted to render an html with a floating table of contents, you’d use:

format:  
 html:  
 toc: true  
 toc\_float: true

You can even render to multiple outputs by supplying a list of formats:

format:  
 html:  
 toc: true  
 toc\_float: true  
 pdf: default  
 docx: default

Note the special syntax (pdf: default) if you don’t want to override any default options.

To render to all formats specified in the YAML of a document, you can use output\_format = "all".

quarto::quarto\_render("diamond-sizes.qmd", output\_format = "all")

## 31.3 Documents

The previous chapter focused on the default html output. There are several basic variations on that theme, generating different types of documents. For example:

* pdf makes a PDF with LaTeX (an open-source document layout system), which you’ll need to install. RStudio will prompt you if you don’t already have it.
* docx for Microsoft Word (.docx) documents.
* odt for OpenDocument Text (.odt) documents.
* rtf for Rich Text Format (.rtf) documents.
* gfm for a GitHub Flavored Markdown (.md) document.
* ipynb for Jupyter Notebooks (.ipynb).

Remember, when generating a document to share with decision-makers, you can turn off the default display of code by setting global options in document YAML:

execute:  
 echo: false

For html documents another option is to make the code chunks hidden by default, but visible with a click:

format:  
 html:  
 code: true

## 31.4 Presentations

You can also use Quarto to produce presentations. You get less visual control than with a tool like Keynote or PowerPoint, but automatically inserting the results of your R code into a presentation can save a huge amount of time. Presentations work by dividing your content into slides, with a new slide beginning at each second (##) level header. Additionally, first (#) level headers indicate the beginning of a new section with a section title slide that is, by default, centered in the middle.

Quarto supports a variety of presentation formats, including:

1. revealjs - HTML presentation with revealjs
2. pptx - PowerPoint presentation
3. beamer - PDF presentation with LaTeX Beamer.

You can read more about creating presentations with Quarto at [https://quarto.org/docs/presentations](https://quarto.org/docs/presentations/).

## 31.5 Dashboards

Dashboards are a useful way to communicate information visually and quickly. A dashboard-like look can be achieved with Quarto using document layout options like sidebars, tabsets, multi-column layouts, etc.

For example, you can produce this dashboard:

|  |
| --- |
|  |

Using this code:

---  
title: "💍 Diamonds dashboard"  
format: html  
execute:  
 echo: false  
---  
  
```{r}  
#| label: setup  
#| include: false  
  
library(tidyverse)  
library(gt)  
```  
  
::: panel-tabset  
## Plots  
  
```{r}  
#| layout: [[30,-5, 30, -5, 30], [100]]  
  
ggplot(diamonds, aes(x = carat)) + geom\_histogram(binwidth = 0.1)  
ggplot(diamonds, aes(x = price)) + geom\_histogram(binwidth = 500)  
ggplot(diamonds, aes(x = cut, color = cut)) + geom\_bar()  
  
ggplot(diamonds, aes(x = carat, y = price, color = cut)) + geom\_point()  
```  
  
## Summaries  
  
```{r}  
diamonds |>  
 select(price, carat, cut) |>  
 group\_by(cut) |>  
 summarize(  
 across(where(is.numeric), list(mean = mean, median = median, sd = sd, IQR = IQR))  
 ) |>  
 pivot\_longer(cols = -cut) |>  
 pivot\_wider(names\_from = cut, values\_from = value) |>  
 separate(name, into = c("var", "stat")) |>  
 mutate(  
 var = str\_to\_title(var),  
 stat = str\_to\_title(stat),  
 stat = if\_else(stat == "Iqr", "IQR", stat)  
 ) |>  
 group\_by(var) |>  
 gt() |>  
 fmt\_currency(columns = -stat, rows = 1:4, decimals = 0) |>  
 fmt\_number(columns = -stat, rows = 5:8,) |>  
 cols\_align(columns = -stat, align = "center") |>  
 cols\_label(stat = "")  
```  
  
## Data  
  
```{r}  
diamonds |>   
 arrange(desc(carat)) |>   
 slice\_head(n = 100) |>   
 select(price, carat, cut) |>   
 DT::datatable()  
```  
:::

To learn more about Quarto component layouts, visit <https://quarto.org/docs/interactive/layout.html>.

## 31.6 Interactivity

Any HTML document can contain interactive components.

### 31.6.1 htmlwidgets

HTML is an interactive format, and you can take advantage of that interactivity with **htmlwidgets**, R functions that produce interactive HTML visualizations. For example, take the **leaflet** map below. If you’re viewing this page on the web, you can drag the map around, zoom in and out, etc. You obviously can’t do that in a book, so Quarto automatically inserts a static screenshot for you.

library(leaflet)  
leaflet() |>  
 setView(174.764, -36.877, zoom = 16) |>   
 addTiles() |>  
 addMarkers(174.764, -36.877, popup = "Maungawhau")
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The great thing about htmlwidgets is that you don’t need to know anything about HTML or JavaScript to use them. All the details are wrapped inside the package, so you don’t need to worry about it.

There are many packages that provide htmlwidgets, including:

* **dygraphs**, [https://rstudio.github.io/dygraphs](https://rstudio.github.io/dygraphs/), for interactive time series visualizations.
* **DT**, [https://rstudio.github.io/DT/](https://rstudio.github.io/DT), for interactive tables.
* **threejs**, [https://bwlewis.github.io/rthreejs](https://bwlewis.github.io/rthreejs/) for interactive 3d plots.
* **DiagrammeR**, <https://rich-iannone.github.io/DiagrammeR> for diagrams (like flow charts and simple node-link diagrams).

To learn more about htmlwidgets and see a complete list of packages that provide them visit <https://www.htmlwidgets.org>.

### 31.6.2 Shiny

htmlwidgets provide **client-side** interactivity — all the interactivity happens in the browser, independently of R. On the one hand, that’s great because you can distribute the HTML file without any connection to R. However, that fundamentally limits what you can do to things that have been implemented in HTML and JavaScript. An alternative approach is to use **shiny**, a package that allows you to create interactivity using R code, not JavaScript.

To call Shiny code from a Quarto document, add server: shiny to the YAML header:

title: "Shiny Web App"  
format: html  
server: shiny

Then you can use the “input” functions to add interactive components to the document:

library(shiny)  
  
textInput("name", "What is your name?")  
numericInput("age", "How old are you?", NA, min = 0, max = 150)

And you also need a code chunk with chunk option context: server which contains the code that needs to run in a Shiny server.

|  |
| --- |
|  |

You can then refer to the values with input$name and input$age, and the code that uses them will be automatically re-run whenever they change.

We can’t show you a live shiny app here because shiny interactions occur on the **server-side**. This means that you can write interactive apps without knowing JavaScript, but you need a server to run them on. This introduces a logistical issue: Shiny apps need a Shiny server to be run online. When you run Shiny apps on your own computer, Shiny automatically sets up a Shiny server for you, but you need a public-facing Shiny server if you want to publish this sort of interactivity online. That’s the fundamental trade-off of shiny: you can do anything in a shiny document that you can do in R, but it requires someone to be running R.

For learning more about Shiny, we recommend reading Mastering Shiny by Hadley Wickham, [https://mastering-shiny.org](https://mastering-shiny.org/).

## 31.7 Websites and books

With a bit of additional infrastructure, you can use Quarto to generate a complete website or book:

* Put your .qmd files in a single directory. index.qmd will become the home page.
* Add a YAML file named \_quarto.yml that provides the navigation for the site. In this file, set the project type to either book or website, e.g.:
* project:  
   type: book

For example, the following \_quarto.yml file creates a website from three source files: index.qmd (the home page), viridis-colors.qmd, and terrain-colors.qmd.

project:  
 type: website  
  
website:  
 title: "A website on color scales"  
 navbar:  
 left:  
 - href: index.qmd  
 text: Home  
 - href: viridis-colors.qmd  
 text: Viridis colors  
 - href: terrain-colors.qmd  
 text: Terrain colors

The \_quarto.yml file you need for a book is very similarly structured. The following example shows how you can create a book with four chapters that renders to three different outputs (html, pdf, and epub). Once again, the source files are .qmd files.

project:  
 type: book  
  
book:  
 title: "A book on color scales"  
 author: "Jane Coloriste"  
 chapters:  
 - index.qmd  
 - intro.qmd  
 - viridis-colors.qmd  
 - terrain-colors.qmd  
  
format:  
 html:  
 theme: cosmo  
 pdf: default  
 epub: default

We recommend that you use an RStudio project for your websites and books. Based on the \_quarto.yml file, RStudio will recognize the type of project you’re working on, and add a Built tab to the IDE that you can use to render and preview your websites and books. Both websites and books can also be rendered using quarto::render().

Read more at <https://quarto.org/docs/websites> about Quarto websites and <https://quarto.org/docs/books> about books.

## 31.8 Other formats

Quarto offers even more output formats:

* You can write journal articles using Quarto Journal Templates: <https://quarto.org/docs/journals/templates.html>.
* You can output Quarto documents to Jupyter Notebooks with format: ipynb: <https://quarto.org/docs/reference/formats/ipynb.html>.

See <https://quarto.org/docs/output-formats/all-formats.html> for a list of even more formats.

## 31.9 Learning more

To learn more about effective communication in these different formats, we recommend the following resources:

* To improve your presentation skills, try [*Presentation Patterns*](https://presentationpatterns.com/) by Neal Ford, Matthew McCollough, and Nathaniel Schutta. It provides a set of effective patterns (both low- and high-level) that you can apply to improve your presentations.
* If you give academic talks, you might like the [*Leek group guide to giving talks*](https://github.com/jtleek/talkguide).
* We haven’t taken it ourselves, but we’ve heard good things about Matt McGarrity’s online course on public speaking: <https://www.coursera.org/learn/public-speaking>.
* If you are creating many dashboards, make sure to read Stephen Few’s [*Information Dashboard Design: The Effective Visual Communication of Data*](https://www.amazon.com/Information-Dashboard-Design-Effective-Communication/dp/0596100167). It will help you create dashboards that are truly useful, not just pretty to look at.
* Effectively communicating your ideas often benefits from some knowledge of graphic design. Robin Williams’ [*The Non-Designer’s Design Book*](https://www.amazon.com/Non-Designers-Design-Book-4th/dp/0133966151) is a great place to start.

1. You can eliminate that message and force conflict resolution to happen on demand by using the conflicted package, which becomes more important as you load more packages. You can learn more about conflicted at <https://conflicted.r-lib.org>. [↑](#footnote-ref-1)
2. Horst AM, Hill AP, Gorman KB (2020). palmerpenguins: Palmer Archipelago (Antarctica) penguin data. R package version 0.1.0. <https://allisonhorst.github.io/palmerpenguins/>. doi: 10.5281/zenodo.3960218. [↑](#footnote-ref-2)
3. Here “formula” is the name of the type of thing created by ~, not a synonym for “equation”. [↑](#footnote-ref-3)
4. Later, you’ll learn about the slice\_\*() family which allows you to choose rows based on their positions. [↑](#footnote-ref-4)
5. Remember that in RStudio, the easiest way to see a dataset with many columns is View(). [↑](#footnote-ref-5)
6. Or summarise(), if you prefer British English. [↑](#footnote-ref-6)
7. \*cough\* the central limit theorem \*cough\*. [↑](#footnote-ref-7)
8. We’ll come back to this idea in [Chapter 20](#sec-missing-values). [↑](#footnote-ref-8)
9. The [janitor](http://sfirke.github.io/janitor/) package is not part of the tidyverse, but it offers handy functions for data cleaning and works well within data pipelines that uses |>. [↑](#footnote-ref-9)
10. You can override the default of 1000 with the guess\_max argument. [↑](#footnote-ref-10)
11. Not to mention that you’re tempting fate by using “final” in the name 😆 The comic piled higher and deeper has a [fun strip on this](https://phdcomics.com/comics/archive.php?comicid=1531). [↑](#footnote-ref-11)
12. If you don’t have usethis installed, you can install it with install.packages("usethis"). [↑](#footnote-ref-12)
13. Remember that when need to be explicit about where a function (or dataset) comes from, we’ll use the special form package::function() or package::dataset. [↑](#footnote-ref-13)
14. R normally calls print for you (i.e. x is a shortcut for print(x)), but calling it explicitly is useful if you want to provide other arguments. [↑](#footnote-ref-14)
15. That is, xor(x, y) is true if x is true, or y is true, but not both. This is how we usually use “or” In English. “Both” is not usually an acceptable answer to the question “would you like ice cream or cake?”. [↑](#footnote-ref-15)
16. We’ll cover this in [Chapter 21](#sec-joins). [↑](#footnote-ref-16)
17. dplyr’s if\_else() is very similar to base R’s ifelse(). There are two main advantages of if\_else()over ifelse(): you can choose what should happen to missing values, and if\_else() is much more likely to give you a meaningful error if you variables have incompatible types. [↑](#footnote-ref-17)
18. ggplot2 provides some helpers for common cases in cut\_interval(), cut\_number(), and cut\_width(). ggplot2 is an admittedly weird place for these functions to live, but they are useful as part of histogram computation and were written before any other parts of the tidyverse existed. [↑](#footnote-ref-18)
19. The mode() function does something quite different! [↑](#footnote-ref-19)
20. Or use the base R function writeLines(). [↑](#footnote-ref-20)
21. Available in R 4.0.0 and above. [↑](#footnote-ref-21)
22. If you’re not using stringr, you can also access it directly with glue::glue(). [↑](#footnote-ref-22)
23. The base R equivalent is paste() used with the collapse argument. [↑](#footnote-ref-23)
24. The same principles apply to separate\_wider\_position() and separate\_wider\_regex(). [↑](#footnote-ref-24)
25. Looking at these entries, we’d guess that the babynames data drops spaces or hyphens and truncates after 15 letters. [↑](#footnote-ref-25)
26. Here I’m using the special \x to encode binary data directly into a string. [↑](#footnote-ref-26)
27. Sorting in languages that don’t have an alphabet, like Chinese, is more complicated still. [↑](#footnote-ref-27)
28. You can pronounce it with either a hard-g (reg-x) or a soft-g (rej-x). [↑](#footnote-ref-28)
29. You’ll learn how to escape these special meanings in [Section 17.4.1](#sec-regexp-escaping). [↑](#footnote-ref-29)
30. Well, any character apart from \n. [↑](#footnote-ref-30)
31. This gives us the proportion of **names** that contain an “x”; if you wanted the proportion of babies with a name containing an x, you’d need to perform a weighted mean. [↑](#footnote-ref-31)
32. We wish we could reassure you that you’d never see something this weird in real life, but unfortunately over the course of your career you’re likely to see much weirder! [↑](#footnote-ref-32)
33. Remember, to create a regular expression containing \d or \s, you’ll need to escape the \ for the string, so you’ll type "\\d" or "\\s". [↑](#footnote-ref-33)
34. Mostly because we never discuss matrices in this book! [↑](#footnote-ref-34)
35. comments = TRUE is particularly effective in combination with a raw string, as we use here. [↑](#footnote-ref-35)
36. A year is a leap year if it’s divisible by 4, unless it’s also divisible by 100, except if it’s also divisible by 400. In other words, in every set of 400 years, there’s 97 leap years. [↑](#footnote-ref-36)
37. <https://xkcd.com/1179/> [↑](#footnote-ref-37)
38. In other words, min(c(x, y)) is always equal to min(min(x), min(y)). [↑](#footnote-ref-38)
39. Remember that in RStudio you can also use View() to avoid this problem. [↑](#footnote-ref-39)
40. That’s not 100% true, but you’ll get a warning whenever it isn’t. [↑](#footnote-ref-40)
41. SQL is either pronounced “s”-“q”-“l” or “sequel”. [↑](#footnote-ref-41)
42. Typically, this is the only function you’ll use from the client package, so we recommend using :: to pull out that one function, rather than loading the complete package with library(). [↑](#footnote-ref-42)
43. At least, all the tables that you have permission to see. [↑](#footnote-ref-43)
44. Confusingly, depending on the context, SELECT is either a statement or a clause. To avoid this confusion, we’ll generally use query instead of SELECT statement. [↑](#footnote-ref-44)
45. Ok, technically, only the SELECT is required, since you can write queries like SELECT 1+1 to perform basic calculations. But if you want to work with data (as you always do!) you’ll also need a FROM clause. [↑](#footnote-ref-45)
46. This is no coincidence: the dplyr function name was inspired by the SQL clause. [↑](#footnote-ref-46)
47. This is an RStudio feature. [↑](#footnote-ref-47)
48. Obviously we’re not lawyers, and this is not legal advice. But this is the best summary we can give having read a bunch about this topic. [↑](#footnote-ref-48)
49. e.g. <https://en.wikipedia.org/wiki/HiQ_Labs_v._LinkedIn> [↑](#footnote-ref-49)
50. One example of an article on the OkCupid study was published by the [https://www.wired.com/2016/05/okcupid-study-reveals-perils-big-data-science](https://www.wired.com/2016/05/okcupid-study-reveals-perils-big-data-science/). [↑](#footnote-ref-50)
51. A number of tags (including <p> and <li>) don’t require end tags, but we think it’s best to include them because it makes seeing the structure of the HTML a little easier. [↑](#footnote-ref-51)
52. This class comes from the [xml2](https://xml2.r-lib.org) package. xml2 is a low-level package that rvest builds on top of. [↑](#footnote-ref-52)
53. rvest also provides html\_text() but you should almost always use html\_text2() since it does a better job of converting nested HTML to text. [↑](#footnote-ref-53)
54. Anonymous, because we never explicitly gave it a name with <-. Another term programmers use for this is “lambda function”. [↑](#footnote-ref-54)
55. In older code you might see syntax that looks like ~ .x + 1. This is another way to write anonymous functions but it only works inside tidyverse functions and always uses the variable name .x. We now recommend the base syntax, \(x) x + 1. [↑](#footnote-ref-55)
56. You can’t currently change the order of the columns, but you could reorder them after the fact using relocate() or similar. [↑](#footnote-ref-56)
57. Maybe there will be one day, but currently we don’t see how. [↑](#footnote-ref-57)
58. If you instead had a directory of csv files with the same format, you can use the technique from [Section 8.4](#sec-readr-directory). [↑](#footnote-ref-58)
59. You can print by\_clarity$plot to get a crude animation — you’ll get one plot for each element of plots. NOTE: this didn’t happen for me. [↑](#footnote-ref-59)
60. Read <https://adv-r.hadley.nz/subsetting.html#subset-multiple> to see how you can also subset a data frame like it is a 1d object and how you can subset it with a matrix. [↑](#footnote-ref-60)
61. But it doesn’t handle grouped data frames differently and it doesn’t support selection helper functions like starts\_with(). [↑](#footnote-ref-61)
62. It just lacks convenient features like progress bars and reporting which element caused the problem if there’s an error. [↑](#footnote-ref-62)